What is Java

Java is a **programming language** and a **platform**.

Java is a high level, robust, secured and object-oriented programming language.

**Platform**: Any hardware or software environment in which a program runs, is known as a platform. Since Java has its own runtime environment (JRE) and API, it is called platform.

Java Example

Let's have a quick look at java programming example. A detailed description of hello java example is given in next page.

1. **class** Simple{
2. **public** **static** **void** main(String args[]){
3. System.out.println("Hello Java");
4. }
5. }

## Where it is used?

According to Sun, 3 billion devices run java. There are many devices where java is currently used. Some of them are as follows:

1. Desktop Applications such as acrobat reader, media player, antivirus etc.
2. Web Applications such as irctc.co.in, javatpoint.com etc.
3. Enterprise Applications such as banking applications.
4. Mobile
5. Embedded System
6. Smart Card
7. Robotics
8. Games etc.

## Types of Java Applications

There are mainly 4 type of applications that can be created using java programming:

#### 1) Standalone Application

It is also known as desktop application or window-based application. An application that we need to install on every machine such as media player, antivirus etc. AWT and Swing are used in java for creating standalone applications.

#### 2) Web Application

An application that runs on the server side and creates dynamic page, is called web application. Currently, servlet, jsp, struts, jsf etc. technologies are used for creating web applications in java.

#### 3) Enterprise Application

An application that is distributed in nature, such as banking applications etc. It has the advantage of high level security, load balancing and clustering. In java, EJB is used for creating enterprise applications.

#### 4) Mobile Application

An application that is created for mobile devices. Currently Android and Java ME are used for creating mobile applications.

History of Java

**Java history** is interesting to know. The history of java starts from Green Team. Java team members (also known as **Green Team**), initiated a revolutionary task to develop a language for digital devices such as set-top boxes, televisions etc.

For the green team members, it was an advance concept at that time. But, it was suited for internet programming. Later, Java technology as incorporated by Netscape.
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[**James Gosling**](http://en.wikipedia.org/wiki/James_Gosling)

Currently, Java is used in internet programming, mobile devices, games, e-business solutions etc. There are given the major points that describes the history of java.

1) **James Gosling**, **Mike Sheridan**, and **Patrick Naughton** initiated the Java language project in June 1991. The small team of sun engineers called **Green Team**.

2) Originally designed for small, embedded systems in electronic appliances like set-top boxes.

3) Firstly, it was called **"Greentalk"** by James Gosling and file extension was .gt.

4) After that, it was called **Oak** and was developed as a part of the Green project.
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Why sun choosed "Oak" name?

5) **Why Oak?** Oak is a symbol of strength and choosen as a national tree of many countries like U.S.A., France, Germany, Romania etc.

6) In 1995, Oak was renamed as **"Java"** because it was already a trademark by Oak Technologies.

## Why sun choosed "Java" name?

7) **Why they choosed java name for java language?** The team gathered to choose a new name. The suggested words were "dynamic", "revolutionary", "Silk", "jolt", "DNA" etc. They wanted something that reflected the essence of the technology: revolutionary, dynamic, lively, cool, unique, and easy to spell and fun to say.

According to James Gosling "Java was one of the top choices along with **Silk**". Since java was so unique, most of the team members preferred java.

8) Java is an island of Indonesia where first coffee was produced (called java coffee).

9) Notice that Java is just a name not an acronym.

10) Originally developed by James Gosling at Sun Microsystems (which is now a subsidiary of Oracle Corporation) and released in 1995.

11) In 1995, Time magazine called **Java one of the Ten Best Products of 1995**.

12) JDK 1.0 released in(January 23, 1996).

### Java Version History

There are many java versions that has been released. Current stable release of Java is Java SE 8.

1. JDK Alpha and Beta (1995)
2. JDK 1.0 (23rd Jan, 1996)
3. JDK 1.1 (19th Feb, 1997)
4. J2SE 1.2 (8th Dec, 1998)
5. J2SE 1.3 (8th May, 2000)
6. J2SE 1.4 (6th Feb, 2002)
7. J2SE 5.0 (30th Sep, 2004)
8. Java SE 6 (11th Dec, 2006)
9. Java SE 7 (28th July, 2011)
10. Java SE 8 (18th March, 2014)

# Features of Java

There is given many features of java. They are also known as java buzzwords. The Java Features given below are simple and easy to understand.

1. Simple
2. Object-Oriented
3. Platform independent
4. Secured
5. Robust
6. Architecture neutral
7. Portable
8. Dynamic
9. Interpreted
10. High Performance
11. Multithreaded
12. Distributed

### Simple

|  |
| --- |
| According to Sun, Java language is simple because: |
| syntax is based on C++ (so easier for programmers to learn it after C++). |
| removed many confusing and/or rarely-used features e.g., explicit pointers, operator overloading etc. |
| No need to remove unreferenced objects because there is Automatic Garbage Collection in java. |

### Object-oriented

|  |
| --- |
| Object-oriented means we organize our software as a combination of different types of objects that incorporates both data and behaviour. |
| Object-oriented programming(OOPs) is a methodology that simplify software development and maintenance by providing some rules. |
| Basic concepts of OOPs are: |
| 1. Object 2. Class 3. Inheritance 4. Polymorphism 5. Abstraction 6. Encapsulation |

### Platform Independent

A platform is the hardware or software environment in which a program runs.

There are two types of platforms software-based and hardware-based. Java provides software-based platform.

The Java platform differs from most other platforms in the sense that it is a software-based platform that runs on the top of other hardware-based platforms. It has two components:

1. Runtime Environment
2. API(Application Programming Interface)

Java code can be run on multiple platforms e.g. Windows, Linux, Sun Solaris, Mac/OS etc. Java code is compiled by the compiler and converted into bytecode. This bytecode is a platform-independent code because it can be run on multiple platforms i.e. Write Once and Run Anywhere(WORA).

### Secured

Java is secured because:

* **No explicit pointer**
* **Java Programs run inside virtual machine sandbox**
* **Classloader:** adds security by separating the package for the classes of the local file system from those that are imported from network sources.
* **Bytecode Verifier:** checks the code fragments for illegal code that can violate access right to objects.
* **Security Manager:** determines what resources a class can access such as reading and writing to the local disk.

These security are provided by java language. Some security can also be provided by application developer through SSL, JAAS, Cryptography etc.

### Robust

Robust simply means strong. Java uses strong memory management. There are lack of pointers that avoids security problem. There is automatic garbage collection in java. There is exception handling and type checking mechanism in java. All these points makes java robust.

### Architecture-neutral

There is no implementation dependent features e.g. size of primitive types is fixed.

In C programming, int data type occupies 2 bytes of memory for 32-bit architecture and 4 bytes of memory for 64-bit architecture. But in java, it occupies 4 bytes of memory for both 32 and 64 bit architectures.

### Portable

We may carry the java bytecode to any platform.

### High-performance

|  |
| --- |
| Java is faster than traditional interpretation since byte code is "close" to native code still somewhat slower than a compiled language (e.g., C++) |

### Distributed

|  |
| --- |
| We can create distributed applications in java. RMI and EJB are used for creating distributed applications. We may access files by calling the methods from any machine on the internet. |

### Multi-threaded

A thread is like a separate program, executing concurrently. We can write Java programs that deal with many tasks at once by defining multiple threads. The main advantage of multi-threading is that it doesn't occupy memory for each thread. It shares a common memory area. Threads are important for multi-media, Web applications etc.

C++ vs Java

There are many differences and similarities between C++ programming language and Java. A list of top differences between C++ and Java are given below:

|  |  |  |
| --- | --- | --- |
| **Comparison Index** | **C++** | **Java** |
| Platform-independent | C++ is platform-dependent. | Java is platform-independent. |
| Mainly used for | C++ is mainly used for system programming. | Java is mainly used for application programming. It is widely used in window, web-based, enterprise and mobile applications. |
| Goto | C++ supports goto statement. | Java doesn't support goto statement. |
| Multiple inheritance | C++ supports multiple inheritance. | Java doesn't support multiple inheritance through class. It can be achieved by interfaces in java. |
| Operator Overloading | C++ supports operator overloading. | Java doesn't support operator overloading. |
| Pointers | C++ supports pointers. You can write pointer program in C++. | Java supports pointer internally. But you can't write the pointer program in java. It means java has restricted pointer support in java. |
| Compiler and Interpreter | C++ uses compiler only. | Java uses compiler and interpreter both. |
| Call by Value and Call by reference | C++ supports both call by value and call by reference. | Java supports call by value only. There is no call by reference in java. |
| Structure and Union | C++ supports structures and unions. | Java doesn't support structures and unions. |
| Thread Support | C++ doesn't have built-in support for threads. It relies on third-party libraries for thread support. | Java has built-in thread support. |
| Documentation comment | C++ doesn't support documentation comment. | Java supports documentation comment (/\*\* ... \*/) to create documentation for java source code. |
| Virtual Keyword | C++ supports virtual keyword so that we can decide whether or not override a function. | Java has no virtual keyword. We can override all non-static methods by default. In other words, non-static methods are virtual by default. |
| unsigned right shift >>> | C++ doesn't support >>> operator. | Java supports unsigned right shift >>> operator that fills zero at the top for the negative numbers. For positive numbers, it works same like >> operator. |
| Inheritance Tree | C++ creates a new inheritance tree always. | Java uses single inheritance tree always because all classes are the child of Object class in java. Object class is the root of inheritance tree in java. |

# Simple Program of Java

1. [Software Requirements](http://www.javatpoint.com/simple-program-of-java#hellojavareq)
2. [Creating Hello Java Example](http://www.javatpoint.com/simple-program-of-java#hellojavaex)
3. [Resolving javac is not recognized problem](http://www.javatpoint.com/simple-program-of-java#hellojavawhatjavacnot)

In this page, we will learn how to write the simple program of java. We can write a simple hello java program easily after installing the JDK.

To create a simple java program, you need to create a class that contains main method. Let's understand the requirement first.

### Requirement for Hello Java Example

|  |
| --- |
| For executing any java program, you need to   * install the JDK if you don't have installed it, [download the JDK](http://www.oracle.com/technetwork/java/javase/downloads/index.html) and install it. * set path of the jdk/bin directory. <http://www.javatpoint.com/how-to-set-path-in-java> * create the java program * compile and run the java program |

### Creating hello java example

Let's create the hello java program:

1. **class** Simple{
2. **public** **static** **void** main(String args[]){
3. System.out.println("Hello Java");
4. }
5. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Simple)

save this file as Simple.java

|  |  |
| --- | --- |
| **To compile:** | javac Simple.java |
| **To execute:** | java Simple |

**Output:**Hello Java

Understanding first java program

Let's see what is the meaning of class, public, static, void, main, String[], System.out.println().

* **class** keyword is used to declare a class in java.
* **public** keyword is an access modifier which represents visibility, it means it is visible to all.
* **static** is a keyword, if we declare any method as static, it is known as static method. The core advantage of static method is that there is no need to create object to invoke the static method. The main method is executed by the JVM, so it doesn't require to create object to invoke the main method. So it saves memory.
* **void** is the return type of the method, it means it doesn't return any value.
* **main** represents startup of the program.
* **String[] args** is used for command line argument. We will learn it later.
* **System.out.println()** is used print statement. We will learn about the internal working of System.out.println statement later.

To write the simple program, open notepad by **start menu -> All Programs -> Accessories -> notepad** and write simple program as displayed below:

|  |
| --- |
| As displayed in the above diagram, write the simple program of java in notepad and saved it as Simple.java. To compile and run this program, you need to open command prompt by **start menu -> All Programs -> Accessories -> command prompt**. |

 

|  |
| --- |
| To compile and run the above program, go to your current directory first; my current directory is c:\new . Write here: |

|  |  |
| --- | --- |
| **To compile:** | javac Simple.java |
| **To execute:** | java Simple |

## How many ways can we write a java program

There are many ways to write a java program. The modifications that can be done in a java program are given below:

**1) By changing sequence of the modifiers, method prototype is not changed.**

Let's see the simple code of main method.

1. **static** **public** **void** main(String args[])

**2) subscript notation in java array can be used after type, before variable or after variable.**

Let's see the different codes to write the main method.

1. **public** **static** **void** main(String[] args)
2. **public** **static** **void** main(String []args)
3. **public** **static** **void** main(String args[])

**3) You can provide var-args support to main method by passing 3 ellipses (dots)**

Let's see the simple code of using var-args in main method. We will learn about var-args later in Java New Features chapter.

1. **public** **static** **void** main(String... args)

**4) Having semicolon at the end of class in java is optional.**

Let's see the simple code.

1. **class** A{
2. **static** **public** **void** main(String... args){
3. System.out.println("hello java4");
4. }
5. };

## Valid java main method signature

1. **public** **static** **void** main(String[] args)
2. **public** **static** **void** main(String []args)
3. **public** **static** **void** main(String args[])
4. **public** **static** **void** main(String... args)
5. **static** **public** **void** main(String[] args)
6. **public** **static** **final** **void** main(String[] args)
7. **final** **public** **static** **void** main(String[] args)
8. **final** **strictfp** **public** **static** **void** main(String[] args)

## Invalid java main method signature

1. **public** **void** main(String[] args)
2. **static** **void** main(String[] args)
3. **public** **void** **static** main(String[] args)
4. **abstract** **public** **static** **void** main(String[] args)

### Resolving an error "javac is not recognized as an internal or external command" ?

If there occurs a problem like displayed in the below figure, you need to set path. Since DOS doesn't know javac or java, we need to set path. Path is not required in such a case if you save your program inside the jdk/bin folder. But its good approach to set path. Click here for [How to set path in java](http://www.javatpoint.com/how-to-set-path-in-java).

Internal Details of Hello Java Program

1. [Internal Details of Hello Java](http://www.javatpoint.com/internal-details-of-hello-java-program)

In the previous page, we have learned about the first program, how to compile and how to run the first java program. Here, we are going to learn, what happens while compiling and running the java program. Moreover, we will see some question based on the first program.

What happens at compile time?

At compile time, java file is compiled by Java Compiler (It does not interact with OS) and converts the java code into bytecode.

## What happens at runtime?

|  |
| --- |
| At runtime, following steps are performed: |
|  |

|  |
| --- |
| **Classloader:**is the subsystem of JVM that is used to load class files. |
| **Bytecode Verifier:**checks the code fragments for illegal code that can violate access right to objects. |
| **Interpreter:**read bytecode stream then execute the instructions. |

### Q)Can you save a java source file by other name than the class name?

|  |
| --- |
| Yes, if the class is not public. It is explained in the figure given below: |
|  |

|  |  |
| --- | --- |
| **To compile:** | javac Hard.java |
| **To execute:** | java Simple |

### Q)Can you have multiple classes in a java source file?

|  |
| --- |
| Yes, like the figure given below illustrates: |
|  |

# How to set path in Java

1. [How to set path of JDK in Windows OS](http://www.javatpoint.com/how-to-set-path-in-java)
   1. [Setting Temporary Path of JDK](http://www.javatpoint.com/how-to-set-path-in-java#pathtemporary)
   2. [Setting Permanent Path of JDK](http://www.javatpoint.com/how-to-set-path-in-java#pathpermanent)
2. [How to set path of JDK in Linux OS](http://www.javatpoint.com/how-to-set-path-in-java#pathlinux)

The path is required to be set for using tools such as javac, java etc.

If you are saving the java source file inside the jdk/bin directory, path is not required to be set because all the tools will be available in the current directory.

But If you are having your java file outside the jdk/bin folder, it is necessary to set path of JDK.

There are 2 ways to set java path:

1. temporary
2. permanent

## 1) How to set Temporary Path of JDK in Windows

To set the temporary path of JDK, you need to follow following steps:

* Open command prompt
* copy the path of jdk/bin directory
* write in command prompt: set path=copied\_path

### For Example:

set path=C:\Program Files\Java\jdk1.6.0\_23\bin

Let's see it in the figure given below:

## 2) How to set Permanent Path of JDK in Windows

For setting the permanent path of JDK, you need to follow these steps:

* Go to MyComputer properties -> advanced tab -> environment variables -> new tab of user variable -> write path in variable name -> write path of bin folder in variable value -> ok -> ok -> ok

### For Example:

|  |
| --- |
| **1)Go to MyComputer properties** |
| how to set path in java |
| **2)click on advanced tab** |
| how to set path in java |
| **3)click on environment variables** |
| how to set path in java |
| **4)click on new tab of user variables** |
| how to set path in java |
| **5)write path in variable name** |
| how to set path in java |
| **6)Copy the path of bin folder** |
| how to set path in java |
| **7)paste path of bin folder in variable value** |
| how to set path in java |
| **8)click on ok button** |
| how to set path in java |
| **9)click on ok button** |
| how to set path in java |

Now your permanent path is set.You can now execute any program of java from any drive.

### Setting Java Path in Linux OS

|  |
| --- |
| Setting the path in Linux OS is same as setting the path in the Windows OS. But here we use export tool rather than set. Let's see how to set path in Linux OS: |

export PATH=$PATH:/home/jdk1.6.01/bin/

|  |
| --- |
| Here, we have installed the JDK in the home directory under Root (/home). |

# Difference between JDK, JRE and JVM

1. [Brief summary of JVM](http://www.javatpoint.com/difference-between-jdk-jre-and-jvm)
2. [Java Runtime Environment (JRE)](http://www.javatpoint.com/difference-between-jdk-jre-and-jvm#jre)
3. [Java Development Kit (JDK)](http://www.javatpoint.com/difference-between-jdk-jre-and-jvm#jdk)

Understanding the difference between JDK, JRE and JVM is important in Java. We are having brief overview of JVM here.

If you want to get the detailed knowledge of Java Virtual Machine, move to the next page. Firstly, let's see the basic differences between the JDK, JRE and JVM.

### JVM

JVM (Java Virtual Machine) is an abstract machine. It is a specification that provides runtime environment in which java bytecode can be executed.

JVMs are available for many hardware and software platforms. JVM, JRE and JDK are platform dependent because configuration of each OS differs. But, Java is platform independent.

The JVM performs following main tasks:

* Loads code
* Verifies code
* Executes code
* Provides runtime environment

### JRE

JRE is an acronym for Java Runtime Environment.It is used to provide runtime environment.It is the implementation of JVM. It physically exists. It contains set of libraries + other files that JVM uses at runtime.

Implementation of JVMs are also actively released by other companies besides Sun Micro Systems.
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### JDK

JDK is an acronym for Java Development Kit.It physically exists.It contains JRE + development tools.

# JVM (Java Virtual Machine)

1. [Java Virtual Machine](http://www.javatpoint.com/internal-details-of-jvm)
2. [Internal Architecture of JVM](http://www.javatpoint.com/internal-details-of-jvm#jvminternalarch)

JVM (Java Virtual Machine) is an abstract machine. It is a specification that provides runtime environment in which java bytecode can be executed.

JVMs are available for many hardware and software platforms (i.e. JVM is platform dependent).

### What is JVM

It is:

1. **A specification** where working of Java Virtual Machine is specified. But implementation provider is independent to choose the algorithm. Its implementation has been provided by Sun and other companies.
2. **An implementation** Its implementation is known as JRE (Java Runtime Environment).
3. **Runtime Instance** Whenever you write java command on the command prompt to run the java class, an instance of JVM is created.

### What it does

The JVM performs following operation:

* Loads code
* Verifies code
* Executes code
* Provides runtime environment

JVM provides definitions for the:

* Memory area
* Class file format
* Register set
* Garbage-collected heap
* Fatal error reporting etc.

### Internal Architecture of JVM

|  |
| --- |
| Let's understand the internal architecture of JVM. It contains classloader, memory area, execution engine etc. |
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### 1) Classloader

Classloader is a subsystem of JVM that is used to load class files.

### 2) Class(Method) Area

Class(Method) Area stores per-class structures such as the runtime constant pool, field and method data, the code for methods.

### 3) Heap

It is the runtime data area in which objects are allocated.

### 4) Stack

|  |
| --- |
| Java Stack stores frames.It holds local variables and partial results, and plays a part in method invocation and return. |
| Each thread has a private JVM stack, created at the same time as thread. |
| A new frame is created each time a method is invoked. A frame is destroyed when its method invocation completes. |

### 5) Program Counter Register

PC (program counter) register. It contains the address of the Java virtual machine instruction currently being executed.

### 6) Native Method Stack

It contains all the native methods used in the application.

### 7) Execution Engine

|  |
| --- |
| It contains: |
| **1) A virtual processor** |
| **2) Interpreter:** Read bytecode stream then execute the instructions. |
| **3) Just-In-Time(JIT) compiler:** It is used to improve the performance.JIT compiles parts of the byte code that have similar functionality at the same time, and hence reduces the amount of time needed for compilation.Here the term ?compiler? refers to a translator from the instruction set of a Java virtual machine (JVM) to the instruction set of a specific CPU Variables and Data Types in Java Variable is a name of memory location. There are three types of variables in java: local, instance and static.  There are two types of data types in java: primitive and non-primitive. Variable **Variable** is name of reserved area allocated in memory. In other words, it is a name of memory location. It is a combination of "vary + able" that means its value can be changed.  variables in java   1. **int** data=50;//Here data is variable  Types of Variable There are three types of variables in java:   * local variable * instance variable * static variable   types of variables in java 1) Local Variable A variable which is declared inside the method is called local variable. 2) Instance Variable A variable which is declared inside the class but outside the method, is called instance variable . It is not declared as static. 3) Static variable A variable that is declared as static is called static variable. It cannot be local.  We will have detailed learning of these variables in next chapters. Example to understand the types of variables in java  1. **class** A{ 2. **int** data=50;//instance variable 3. **static** **int** m=100;//static variable 4. **void** method(){ 5. **int** n=90;//local variable 6. } 7. }//end of class  Data Types in Java Data types represent the different values to be stored in the variable. In java, there are two types of data types:   * Primitive data types * Non-primitive data types   datatype in java   |  |  |  | | --- | --- | --- | | **Data Type** | **Default Value** | **Default size** | | boolean | false | 1 bit | | char | '\u0000' | 2 byte | | byte | 0 | 1 byte | | short | 0 | 2 byte | | int | 0 | 4 byte | | long | 0L | 8 byte | | float | 0.0f | 4 byte | | double | 0.0d | 8 byte |  Why char uses 2 byte in java and what is \u0000 ? It is because java uses Unicode system than ASCII code system. The \u0000 is the lowest range of Unicode system. To get detail explanation about Unicode visit next page. Java Variable Example: Add Two Numbers  1. **class** Simple{ 2. **public** **static** **void** main(String[] args){ 3. **int** a=10; 4. **int** b=10; 5. **int** c=a+b; 6. System.out.println(c); 7. }}   Output:  20 Java Variable Example: Widening  1. **class** Simple{ 2. **public** **static** **void** main(String[] args){ 3. **int** a=10; 4. **float** f=a; 5. System.out.println(a); 6. System.out.println(f); 7. }}   Output:  10  10.0 Java Variable Example: Narrowing (Typecasting)  1. **class** Simple{ 2. **public** **static** **void** main(String[] args){ 3. **float** f=10.5f; 4. //int a=f;//Compile time error 5. **int** a=(**int**)f; 6. System.out.println(f); 7. System.out.println(a); 8. }}   Output:  10.5  10 Java Variable Example: Overflow  1. **class** Simple{ 2. **public** **static** **void** main(String[] args){ 3. //Overflow 4. **int** a=130; 5. **byte** b=(**byte**)a; 6. System.out.println(a); 7. System.out.println(b); 8. }}   Output:  130  -126 Java Variable Example: Adding Lower Type  1. **class** Simple{ 2. **public** **static** **void** main(String[] args){ 3. **byte** a=10; 4. **byte** b=10; 5. //byte c=a+b;//Compile Time Error: because a+b=20 will be int 6. **byte** c=(**byte**)(a+b); 7. System.out.println(c); 8. }}   Output:  20 Control Statements Java If-else Statement  The Java *if statement* is used to test the condition. It checks boolean condition: *true* or *false*. There are various types of if statement in java.   * if statement * if-else statement * nested if statement * if-else-if ladder   Java IF Statement  The Java if statement tests the condition. It executes the *if block* if condition is true.  **Syntax:**   1. **if**(condition){ 2. //code to be executed 3. }   if statement in java  **Example:**   1. **public** **class** IfExample { 2. **public** **static** **void** main(String[] args) { 3. **int** age=20; 4. **if**(age>18){ 5. System.out.print("Age is greater than 18"); 6. } 7. } 8. }   Output:  Age is greater than 18  Java IF-else Statement  The Java if-else statement also tests the condition. It executes the *if block* if condition is true otherwise *else block* is executed.  **Syntax:**   1. **if**(condition){ 2. //code if condition is true 3. }**else**{ 4. //code if condition is false 5. }   if-else statement in java  **Example:**   1. **public** **class** IfElseExample { 2. **public** **static** **void** main(String[] args) { 3. **int** number=13; 4. **if**(number%2==0){ 5. System.out.println("even number"); 6. }**else**{ 7. System.out.println("odd number"); 8. } 9. } 10. }   Output:  odd number  Java IF-else-if ladder Statement  The if-else-if ladder statement executes one condition from multiple statements.  **Syntax:**   1. **if**(condition1){ 2. //code to be executed if condition1 is true 3. }**else** **if**(condition2){ 4. //code to be executed if condition2 is true 5. } 6. **else** **if**(condition3){ 7. //code to be executed if condition3 is true 8. } 9. ... 10. **else**{ 11. //code to be executed if all the conditions are false 12. }   if-else-if ladder statement in java  **Example:**   1. **public** **class** IfElseIfExample { 2. **public** **static** **void** main(String[] args) { 3. **int** marks=65; 5. **if**(marks<50){ 6. System.out.println("fail"); 7. } 8. **else** **if**(marks>=50 && marks<60){ 9. System.out.println("D grade"); 10. } 11. **else** **if**(marks>=60 && marks<70){ 12. System.out.println("C grade"); 13. } 14. **else** **if**(marks>=70 && marks<80){ 15. System.out.println("B grade"); 16. } 17. **else** **if**(marks>=80 && marks<90){ 18. System.out.println("A grade"); 19. }**else** **if**(marks>=90 && marks<100){ 20. System.out.println("A+ grade"); 21. }**else**{ 22. System.out.println("Invalid!"); 23. } 24. } 25. }   Output:  C grade  Java Switch Statement  The Java *switch statement* executes one statement from multiple conditions. It is like if-else-if ladder statement.  **Syntax:**   1. **switch**(expression){ 2. **case** value1: 3. //code to be executed; 4. **break**;  //optional 5. **case** value2: 6. //code to be executed; 7. **break**;  //optional 8. ...... 10. **default**: 11. code to be executed **if** all cases are not matched; 12. }   flow of switch statement in java  **Example:**   1. **public** **class** SwitchExample { 2. **public** **static** **void** main(String[] args) { 3. **int** number=20; 4. **switch**(number){ 5. **case** 10: System.out.println("10");**break**; 6. **case** 20: System.out.println("20");**break**; 7. **case** 30: System.out.println("30");**break**; 8. **default**:System.out.println("Not in 10, 20 or 30"); 9. } 10. } 11. }   Output:  20  Java Switch Statement is fall-through  The java switch statement is fall-through. It means it executes all statement after first match if break statement is not used with switch cases.  **Example:**   1. **public** **class** SwitchExample2 { 2. **public** **static** **void** main(String[] args) { 3. **int** number=20; 4. **switch**(number){ 5. **case** 10: System.out.println("10"); 6. **case** 20: System.out.println("20"); 7. **case** 30: System.out.println("30"); 8. **default**:System.out.println("Not in 10, 20 or 30"); 9. } 10. } 11. }   Output:  20  30  Not in 10, 20 or 30  Java For Loop  The Java *for loop* is used to iterate a part of the program several times. If the number of iteration is fixed, it is recommended to use for loop.  There are three types of for loop in java.   * Simple For Loop * For-each or Enhanced For Loop * Labeled For Loop   Java Simple For Loop  The simple for loop is same as C/C++. We can initialize variable, check condition and increment/decrement value.  **Syntax:**   1. **for**(initialization;condition;incr/decr){ 2. //code to be executed 3. }   for loop in java flowchart  **Example:**   1. **public** **class** ForExample { 2. **public** **static** **void** main(String[] args) { 3. **for**(**int** i=1;i<=10;i++){ 4. System.out.println(i); 5. } 6. } 7. }   Output:  1  2  3  4  5  6  7  8  9  10  Java For-each Loop  The for-each loop is used to traverse array or collection in java. It is easier to use than simple for loop because we don't need to increment value and use subscript notation.  It works on elements basis not index. It returns element one by one in the defined variable.  **Syntax:**   1. **for**(Type var:array){ 2. //code to be executed 3. }   **Example:**   1. **public** **class** ForEachExample { 2. **public** **static** **void** main(String[] args) { 3. **int** arr[]={12,23,44,56,78}; 4. **for**(**int** i:arr){ 5. System.out.println(i); 6. } 7. } 8. }   Output:  12  23  44  56  78  Java Labeled For Loop  We can have name of each for loop. To do so, we use label before the for loop. It is useful if we have nested for loop so that we can break/continue specific for loop.  Normally, break and continue keywords breaks/continues the inner most for loop only.  **Syntax:**   1. labelname: 2. **for**(initialization;condition;incr/decr){ 3. //code to be executed 4. }   **Example:**   1. **public** **class** LabeledForExample { 2. **public** **static** **void** main(String[] args) { 3. aa: 4. **for**(**int** i=1;i<=3;i++){ 5. bb: 6. **for**(**int** j=1;j<=3;j++){ 7. **if**(i==2&&j==2){ 8. **break** aa; 9. } 10. System.out.println(i+" "+j); 11. } 12. } 13. } 14. }   Output:  1 1  1 2  1 3  2 1  If you use **break bb;**, it will break inner loop only which is the default behavior of any loop.   1. **public** **class** LabeledForExample { 2. **public** **static** **void** main(String[] args) { 3. aa: 4. **for**(**int** i=1;i<=3;i++){ 5. bb: 6. **for**(**int** j=1;j<=3;j++){ 7. **if**(i==2&&j==2){ 8. **break** bb; 9. } 10. System.out.println(i+" "+j); 11. } 12. } 13. } 14. }   Output:  1 1  1 2  1 3  2 1  3 1  3 2  3 3  Java Infinitive For Loop  If you use two semicolons ;; in the for loop, it will be infinitive for loop.  **Syntax:**   1. **for**(;;){ 2. //code to be executed 3. }   **Example:**   1. **public** **class** ForExample { 2. **public** **static** **void** main(String[] args) { 3. **for**(;;){ 4. System.out.println("infinitive loop"); 5. } 6. } 7. }   Output:  infinitive loop  infinitive loop  infinitive loop  infinitive loop  infinitive loop  ctrl+c  Now, you need to press ctrl+c to exit from the program.  Java While Loop  The Java *while loop* is used to iterate a part of the program several times. If the number of iteration is not fixed, it is recommended to use while loop.  **Syntax:**   1. **while**(condition){ 2. //code to be executed 3. }   flowchart of java while loop  **Example:**   1. **public** **class** WhileExample { 2. **public** **static** **void** main(String[] args) { 3. **int** i=1; 4. **while**(i<=10){ 5. System.out.println(i); 6. i++; 7. } 8. } 9. }   Output:  1  2  3  4  5  6  7  8  9  10  Java Infinitive While Loop  If you pass **true** in the while loop, it will be infinitive while loop.  **Syntax:**   1. **while**(**true**){ 2. //code to be executed 3. }   **Example:**   1. **public** **class** WhileExample2 { 2. **public** **static** **void** main(String[] args) { 3. **while**(**true**){ 4. System.out.println("infinitive while loop"); 5. } 6. } 7. }   Output:  infinitive while loop  infinitive while loop  infinitive while loop  infinitive while loop  infinitive while loop  ctrl+c  Now, you need to press ctrl+c to exit from the program. |

Java do-while Loop

The Java *do-while loop* is used to iterate a part of the program several times. If the number of iteration is not fixed and you must have to execute the loop at least once, it is recommended to use do-while loop.

The Java *do-while loop* is executed at least once because condition is checked after loop body.

**Syntax:**

1. **do**{
2. //code to be executed
3. }**while**(condition);
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**Example:**

1. **public** **class** DoWhileExample {
2. **public** **static** **void** main(String[] args) {
3. **int** i=1;
4. **do**{
5. System.out.println(i);
6. i++;
7. }**while**(i<=10);
8. }
9. }

Output:

1

2

3

4

5

6

7

8

9

10

Java Infinitive do-while Loop

If you pass **true** in the do-while loop, it will be infinitive do-while loop.

**Syntax:**

1. **do**{
2. //code to be executed
3. }**while**(**true**);

**Example:**

1. **public** **class** DoWhileExample2 {
2. **public** **static** **void** main(String[] args) {
3. **do**{
4. System.out.println("infinitive do while loop");
5. }**while**(**true**);
6. }
7. }

Output:

infinitive do while loop

infinitive do while loop

infinitive do while loop

ctrl+c

Now, you need to press ctrl+c to exit from the program.

Java Break Statement

The Java *break* is used to break loop or switch statement. It breaks the current flow of the program at specified condition. In case of inner loop, it breaks only inner loop.

**Syntax:**

1. jump-statement;
2. **break**;
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Java Break Statement with Loop

**Example:**

1. **public** **class** BreakExample {
2. **public** **static** **void** main(String[] args) {
3. **for**(**int** i=1;i<=10;i++){
4. **if**(i==5){
5. **break**;
6. }
7. System.out.println(i);
8. }
9. }
10. }

Output:

1

2

3

4

Java Break Statement with Inner Loop

It breaks inner loop only if you use break statement inside the inner loop.

**Example:**

1. **public** **class** BreakExample2 {
2. **public** **static** **void** main(String[] args) {
3. **for**(**int** i=1;i<=3;i++){
4. **for**(**int** j=1;j<=3;j++){
5. **if**(i==2&&j==2){
6. **break**;
7. }
8. System.out.println(i+" "+j);
9. }
10. }
11. }
12. }

Output:

1 1

1 2

1 3

2 1

3 1

3 2

3 3

Java Break Statement with Switch

To understand the example of break with switch statement, please visit here: [Java Switch Statement](http://www.javatpoint.com/java-switch).

Java Continue Statement

The Java *continue statement* is used to continue loop. It continues the current flow of the program and skips the remaining code at specified condition. In case of inner loop, it continues only inner loop.

**Syntax:**

1. jump-statement;
2. **continue**;

Java Continue Statement Example

**Example:**

1. **public** **class** ContinueExample {
2. **public** **static** **void** main(String[] args) {
3. **for**(**int** i=1;i<=10;i++){
4. **if**(i==5){
5. **continue**;
6. }
7. System.out.println(i);
8. }
9. }
10. }

Output:

1

2

3

4

6

7

8

9

10

Java Continue Statement with Inner Loop

It continues inner loop only if you use continue statement inside the inner loop.

**Example:**

1. **public** **class** ContinueExample2 {
2. **public** **static** **void** main(String[] args) {
3. **for**(**int** i=1;i<=3;i++){
4. **for**(**int** j=1;j<=3;j++){
5. **if**(i==2&&j==2){
6. **continue**;
7. }
8. System.out.println(i+" "+j);
9. }
10. }
11. }
12. }

Output:

1 1

1 2

1 3

2 1

2 3

3 1

3 2

3 3

Java Comments

The java comments are statements that are not executed by the compiler and interpreter. The comments can be used to provide information or explanation about the variable, method, class or any statement. It can also be used to hide program code for specific time.

Types of Java Comments

There are 3 types of comments in java.

1. Single Line Comment
2. Multi Line Comment
3. Documentation Comment

1) Java Single Line Comment

The single line comment is used to comment only one line.

**Syntax:**

1. //This is single line comment

**Example:**

1. **public** **class** CommentExample1 {
2. **public** **static** **void** main(String[] args) {
3. **int** i=10;//Here, i is a variable
4. System.out.println(i);
5. }
6. }

Output:

10

2) Java Multi Line Comment

The multi line comment is used to comment multiple lines of code.

**Syntax:**

1. /\*
2. This
3. is
4. multi line
5. comment
6. \*/

**Example:**

1. **public** **class** CommentExample2 {
2. **public** **static** **void** main(String[] args) {
3. /\* Let's declare and
4. print variable in java. \*/
5. **int** i=10;
6. System.out.println(i);
7. }
8. }

Output:

10

3) Java Documentation Comment

The documentation comment is used to create documentation API. To create documentation API, you need to use **javadoc tool**.

**Syntax:**

1. /\*\*
2. This
3. is
4. documentation
5. comment
6. \*/

**Example:**

1. /\*\* The Calculator class provides methods to get addition and subtraction of given 2 numbers.\*/
2. **public** **class** Calculator {
3. /\*\* The add() method returns addition of given numbers.\*/
4. **public** **static** **int** add(**int** a, **int** b){**return** a+b;}
5. /\*\* The sub() method returns subtraction of given numbers.\*/
6. **public** **static** **int** sub(**int** a, **int** b){**return** a-b;}
7. }

Compile it by javac tool:

javac Calculator.java

Create Documentation API by javadoc tool:

javadoc Calculator.java

Now, there will be HTML files created for your Calculator class in the current directory. Open the HTML files and see the explanation of Calculator class provided through documentation comment.

Java OOPs Concepts

1. [Object Oriented Programming](http://www.javatpoint.com/java-oops-concepts#oops)
2. [Advantage of OOPs over Procedure-oriented programming language](http://www.javatpoint.com/java-oops-concepts#oopsadvantage)
3. [Difference between Objcet-oriented and Objcet-based programming language.](http://www.javatpoint.com/java-oops-concepts#oopsdifference)

In this page, we will learn about basics of OOPs. Object Oriented Programming is a paradigm that provides many concepts such as**inheritance**, **data binding**, **polymorphism** etc.

**Simula** is considered as the first object-oriented programming language. The programming paradigm where everything is represented as an object, is known as truly object-oriented programming language.

**Smalltalk** is considered as the first truly object-oriented programming language.

OOPs (Object Oriented Programming System)
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* Object
* Class
* Inheritance
* Polymorphism
* Abstraction
* Encapsulation

## Object

Any entity that has state and behavior is known as an object. For example: chair, pen, table, keyboard, bike etc. It can be physical and logical.

## Class

**Collection of objects** is called class. It is a logical entity.

#### Inheritance

**When one object acquires all the properties and behaviours of parent object** i.e. known as inheritance. It provides code reusability. It is used to achieve runtime polymorphism.
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#### Polymorphism

When **one task is performed by different ways** i.e. known as polymorphism. For example: to convince the customer differently, to draw something e.g. shape or rectangle etc.

In java, we use method overloading and method overriding to achieve polymorphism.

Another example can be to speak something e.g. cat speaks meaw, dog barks woof etc.

#### Abstraction

**Hiding internal details and showing functionality** is known as abstraction. For example: phone call, we don't know the internal processing.

In java, we use abstract class and interface to achieve abstraction.
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#### Encapsulation

**Binding (or wrapping) code and data together into a single unit is known as encapsulation**. For example: capsule, it is wrapped with different medicines.

A java class is the example of encapsulation. Java bean is the fully encapsulated class because all the data members are private here.

## Advantage of OOPs over Procedure-oriented programming language

|  |
| --- |
| 1)OOPs makes development and maintenance easier where as in Procedure-oriented programming language it is not easy to manage if code grows as project size grows. |
| 2)OOPs provides data hiding whereas in Procedure-oriented programming language a global data can be accessed from anywhere. |
| 3)OOPs provides ability to simulate real-world event much more effectively. We can provide the solution of real word problem if we are using the Object-Oriented Programming language. |

|  |  |
| --- | --- |
| Global Data | Object Data |

## What is difference between object-oriented programming language and object-based programming language?

Object based programming language follows all the features of OOPs except Inheritance. JavaScript and VBScript are examples of object based programming languages.

Java Naming conventions

Java **naming convention** is a rule to follow as you decide what to name your identifiers such as class, package, variable, constant, method etc.

But, it is not forced to follow. So, it is known as convention not rule.

All the classes, interfaces, packages, methods and fields of java programming language are given according to java naming convention.

Advantage of naming conventions in java

By using standard Java naming conventions, you make your code easier to read for yourself and for other programmers. Readability of Java program is very important. It indicates that **less time** is spent to figure out what the code does.

|  |  |
| --- | --- |
| **Name** | **Convention** |
| class name | should start with uppercase letter and be a noun e.g. String, Color, Button, System, Thread etc. |
| interface name | should start with uppercase letter and be an adjective e.g. Runnable, Remote, ActionListener etc. |
| method name | should start with lowercase letter and be a verb e.g. actionPerformed(), main(), print(), println() etc. |
| variable name | should start with lowercase letter e.g. firstName, orderNumber etc. |
| package name | should be in lowercase letter e.g. java, lang, sql, util etc. |
| constants name | should be in uppercase letter. e.g. RED, YELLOW, MAX\_PRIORITY etc. |

## CamelCase in java naming conventions

Java follows camelcase syntax for naming the class, interface, method and variable.

If name is combined with two words, second word will start with uppercase letter always e.g. actionPerformed(), firstName, ActionEvent, ActionListener etc.

# Object and Class in Java

1. [Object in Java](http://www.javatpoint.com/object-and-class-in-java#object)
2. [Class in Java](http://www.javatpoint.com/object-and-class-in-java#class)
3. [Instace Variable in Java](http://www.javatpoint.com/object-and-class-in-java#objectinstancevariable)
4. [Method in Java](http://www.javatpoint.com/object-and-class-in-java#objectmethod)
5. [Example of Object and class that maintains the records of student](http://www.javatpoint.com/object-and-class-in-java#objectex2)
6. [Annonymous Object](http://www.javatpoint.com/object-and-class-in-java#objectannonymous)

In this page, we will learn about java objects and classes. In object-oriented programming technique, we design a program using objects and classes.

Object is the physical as well as logical entity whereas class is the logical entity only.

### Object in Java
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An entity that has state and behavior is known as an object e.g. chair, bike, marker, pen, table, car etc. It can be physical or logical (tangible and intangible). The example of intangible object is banking system.

An object has three characteristics:

* **state:** represents data (value) of an object.
* **behavior:** represents the behavior (functionality) of an object such as deposit, withdraw etc.
* **identity:** Object identity is typically implemented via a unique ID. The value of the ID is not visible to the external user. But, it is used internally by the JVM to identify each object uniquely.

For Example: Pen is an object. Its name is Reynolds, color is white etc. known as its state. It is used to write, so writing is its behavior.

**Object is an instance of a class.** Class is a template or blueprint from which objects are created. So object is the instance(result) of a class.

**Object Definitions:**

* Object is a real world entity.
* Object is a run time entity.
* Object is an entity which has state and behavior.
* Object is an instance of a class.

### Class in Java

A class is a group of objects which have common properties. It is a template or blueprint from which objects are created. It is a logical entity. It can't be physical.

A class in Java can contain:

* **fields**
* **methods**
* **constructors**
* **blocks**
* **nested class and interface**

### Syntax to declare a class:

1. **class** <class\_name>{
2. field;
3. method;
4. }

### Instance variable in Java

A variable which is created inside the class but outside the method, is known as instance variable. Instance variable doesn't get memory at compile time. It gets memory at run time when object(instance) is created. That is why, it is known as instance variable.

### Method in Java

In java, a method is like function i.e. used to expose behavior of an object.

#### Advantage of Method

* Code Reusability
* Code Optimization

### new keyword in Java

The new keyword is used to allocate memory at run time. All objects get memory in Heap memory area.

### Object and Class Example: main within class

In this example, we have created a Student class that have two data members id and name. We are creating the object of the Student class by new keyword and printing the objects value.

Here, we are creating main() method inside the class.

*File: Student.java*

1. **class** Student{
2. **int** id;//field or data member or instance variable
3. String name;
5. **public** **static** **void** main(String args[]){
6. Student s1=**new** Student();//creating an object of Student
7. System.out.println(s1.id);//accessing member through reference variable
8. System.out.println(s1.name);
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student)

Output:

0

null

### Object and Class Example: main outside class

In real time development, we create classes and use it from another class. It is a better approach than previous one. Let's see a simple example, where we are having main() method in another class.

We can have multiple classes in different java files or single java file. If you define multiple classes in a single java source file, it is a good idea to save the file name with the class name which has main() method.

*File: TestStudent1.java*

1. **class** Student{
2. **int** id;
3. String name;
4. }
5. **class** TestStudent1{
6. **public** **static** **void** main(String args[]){
7. Student s1=**new** Student();
8. System.out.println(s1.id);
9. System.out.println(s1.name);
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestStudent1)

Output:

0

null

## 3 Ways to initialize object

There are 3 ways to initialize object in java.

1. By reference variable
2. By method
3. By constructor

### 1) Object and Class Example: Initialization through reference

Initializing object simply means storing data into object. Let's see a simple example where we are going to initialize object through reference variable.

*File: TestStudent2.java*

1. **class** Student{
2. **int** id;
3. String name;
4. }
5. **class** TestStudent2{
6. **public** **static** **void** main(String args[]){
7. Student s1=**new** Student();
8. s1.id=101;
9. s1.name="Sonoo";
10. System.out.println(s1.id+" "+s1.name);//printing members with a white space
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestStudent2)

Output:

101 Sonoo

We can also create multiple objects and store information in it through reference variable.

*File: TestStudent3.java*

1. **class** Student{
2. **int** id;
3. String name;
4. }
5. **class** TestStudent3{
6. **public** **static** **void** main(String args[]){
7. //Creating objects
8. Student s1=**new** Student();
9. Student s2=**new** Student();
10. //Initializing objects
11. s1.id=101;
12. s1.name="Sonoo";
13. s2.id=102;
14. s2.name="Amit";
15. //Printing data
16. System.out.println(s1.id+" "+s1.name);
17. System.out.println(s2.id+" "+s2.name);
18. }
19. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestStudent3)

Output:

101 Sonoo

102 Amit

### 2) Object and Class Example: Initialization through method

In this example, we are creating the two objects of Student class and initializing the value to these objects by invoking the insertRecord method. Here, we are displaying the state (data) of the objects by invoking the displayInformation() method.

*File: TestStudent4.java*

1. **class** Student{
2. **int** rollno;
3. String name;
4. **void** insertRecord(**int** r, String n){
5. rollno=r;
6. name=n;
7. }
8. **void** displayInformation(){System.out.println(rollno+" "+name);}
9. }
10. **class** TestStudent4{
11. **public** **static** **void** main(String args[]){
12. Student s1=**new** Student();
13. Student s2=**new** Student();
14. s1.insertRecord(111,"Karan");
15. s2.insertRecord(222,"Aryan");
16. s1.displayInformation();
17. s2.displayInformation();
18. }
19. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestStudent4)

Output:

111 Karan

222 Aryan
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As you can see in the above figure, object gets the memory in heap memory area. The reference variable refers to the object allocated in the heap memory area. Here, s1 and s2 both are reference variables that refer to the objects allocated in memory.

### 3) Object and Class Example: Initialization through constructor

We will learn about constructors in java later.

### Object and Class Example: Employee

Let's see an example where we are maintaining records of employees.

*File: TestEmployee.java*

1. **class** Employee{
2. **int** id;
3. String name;
4. **float** salary;
5. **void** insert(**int** i, String n, **float** s) {
6. id=i;
7. name=n;
8. salary=s;
9. }
10. **void** display(){System.out.println(id+" "+name+" "+salary);}
11. }
12. **public** **class** TestEmployee {
13. **public** **static** **void** main(String[] args) {
14. Employee e1=**new** Employee();
15. Employee e2=**new** Employee();
16. Employee e3=**new** Employee();
17. e1.insert(101,"ajeet",45000);
18. e2.insert(102,"irfan",25000);
19. e3.insert(103,"nakul",55000);
20. e1.display();
21. e2.display();
22. e3.display();
23. }
24. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestEmployee)

Output:

101 ajeet 45000.0

102 irfan 25000.0

103 nakul 55000.0

### Object and Class Example: Rectangle

There is given another example that maintains the records of Rectangle class.

*File: TestRectangle1.java*

1. **class** Rectangle{
2. **int** length;
3. **int** width;
4. **void** insert(**int** l, **int** w){
5. length=l;
6. width=w;
7. }
8. **void** calculateArea(){System.out.println(length\*width);}
9. }
10. **class** TestRectangle1{
11. **public** **static** **void** main(String args[]){
12. Rectangle r1=**new** Rectangle();
13. Rectangle r2=**new** Rectangle();
14. r1.insert(11,5);
15. r2.insert(3,15);
16. r1.calculateArea();
17. r2.calculateArea();
18. }
19. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestRectangle1)

Output:

55

45

## What are the different ways to create an object in Java?

There are many ways to create an object in java. They are:

* By new keyword
* By newInstance() method
* By clone() method
* By deserialization
* By factory method etc.

We will learn these ways to create object later.

## Anonymous object

Anonymous simply means nameless. An object which has no reference is known as anonymous object. It can be used at the time of object creation only.

If you have to use an object only once, anonymous object is a good approach. For example:

1. **new** Calculation();//anonymous object

Calling method through reference:

1. Calculation c=**new** Calculation();
2. c.fact(5);

Calling method through anonymous object

1. **new** Calculation().fact(5);

Let's see the full example of anonymous object in java.

1. **class** Calculation{
2. **void** fact(**int**  n){
3. **int** fact=1;
4. **for**(**int** i=1;i<=n;i++){
5. fact=fact\*i;
6. }
7. System.out.println("factorial is "+fact);
8. }
9. **public** **static** **void** main(String args[]){
10. **new** Calculation().fact(5);//calling method with anonymous object
11. }
12. }

Output:

Factorial is 120

### Creating multiple objects by one type only

We can create multiple objects by one type only as we do in case of primitives.

Initialization of primitive variables:

1. **int** a=10, b=20;

Initialization of refernce variables:

1. Rectangle r1=**new** Rectangle(), r2=**new** Rectangle();//creating two objects

Let's see the example:

1. **class** Rectangle{
2. **int** length;
3. **int** width;
4. **void** insert(**int** l,**int** w){
5. length=l;
6. width=w;
7. }
8. **void** calculateArea(){System.out.println(length\*width);}
9. }
10. **class** TestRectangle2{
11. **public** **static** **void** main(String args[]){
12. Rectangle r1=**new** Rectangle(),r2=**new** Rectangle();//creating two objects
13. r1.insert(11,5);
14. r2.insert(3,15);
15. r1.calculateArea();
16. r2.calculateArea();
17. }
18. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestRectangle2)

Output:

55

45

### Real World Example: Account

*File: TestAccount.java*

1. **class** Account{
2. **int** acc\_no;
3. String name;
4. **float** amount;
5. **void** insert(**int** a,String n,**float** amt){
6. acc\_no=a;
7. name=n;
8. amount=amt;
9. }
10. **void** deposit(**float** amt){
11. amount=amount+amt;
12. System.out.println(amt+" deposited");
13. }
14. **void** withdraw(**float** amt){
15. **if**(amount<amt){
16. System.out.println("Insufficient Balance");
17. }**else**{
18. amount=amount-amt;
19. System.out.println(amt+" withdrawn");
20. }
21. }
22. **void** checkBalance(){System.out.println("Balance is: "+amount);}
23. **void** display(){System.out.println(acc\_no+" "+name+" "+amount);}
24. }
26. **class** TestAccount{
27. **public** **static** **void** main(String[] args){
28. Account a1=**new** Account();
29. a1.insert(832345,"Ankit",1000);
30. a1.display();
31. a1.checkBalance();
32. a1.deposit(40000);
33. a1.checkBalance();
34. a1.withdraw(15000);
35. a1.checkBalance();
36. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestAccount)

Output:

832345 Ankit 1000.0

Balance is: 1000.0

40000.0 deposited

Balance is: 41000.0

15000.0 withdrawn

Balance is: 26000.0

# Constructor in Java

1. [Types of constructors](http://www.javatpoint.com/constructor#constypes)
   1. [Default Constructor](http://www.javatpoint.com/constructor#consdef)
   2. [Parameterized Constructor](http://www.javatpoint.com/constructor#conspara)
2. [Constructor Overloading](http://www.javatpoint.com/constructor#consoverloading)
3. [Does constructor return any value](http://www.javatpoint.com/constructor#consdoesreturn)
4. [Copying the values of one object into another](http://www.javatpoint.com/constructor#conscopy)
5. [Does constructor perform other task instead initialization](http://www.javatpoint.com/constructor#consothertask)

**Constructor in java** is a special type of method that is used to initialize the object.

Java constructor is invoked at the time of object creation. It constructs the values i.e. provides data for the object that is why it is known as constructor.

### Rules for creating java constructor

There are basically two rules defined for the constructor.

1. Constructor name must be same as its class name
2. Constructor must have no explicit return type

### Types of java constructors

There are two types of constructors:

1. Default constructor (no-arg constructor)
2. Parameterized constructor
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|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Java Default Constructor  |  | | --- | | A constructor that have no parameter is known as default constructor. |  Syntax of default constructor:  1. <class\_name>(){}  Example of default constructor  |  | | --- | | In this example, we are creating the no-arg constructor in the Bike class. It will be invoked at the time of object creation. |  1. **class** Bike1{ 2. Bike1(){System.out.println("Bike is created");} 3. **public** **static** **void** main(String args[]){ 4. Bike1 b=**new** Bike1(); 5. } 6. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Bike1)  Output:  Bike is created Rule: If there is no constructor in a class, compiler automatically creates a default constructor. default constructor Q) What is the purpose of default constructor? Default constructor provides the default values to the object like 0, null etc. depending on the type. Example of default constructor that displays the default values  1. **class** Student3{ 2. **int** id; 3. String name; 5. **void** display(){System.out.println(id+" "+name);} 7. **public** **static** **void** main(String args[]){ 8. Student3 s1=**new** Student3(); 9. Student3 s2=**new** Student3(); 10. s1.display(); 11. s2.display(); 12. } 13. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student3)  Output:  0 null  0 null  **Explanation:**In the above class,you are not creating any constructor so compiler provides you a default constructor.Here 0 and null values are provided by default constructor. Java parameterized constructor  |  | | --- | | A constructor that have parameters is known as parameterized constructor. |  Why use parameterized constructor?  |  | | --- | | Parameterized constructor is used to provide different values to the distinct objects. |  Example of parameterized constructor  |  | | --- | | In this example, we have created the constructor of Student class that have two parameters. We can have any number of parameters in the constructor. |  1. **class** Student4{ 2. **int** id; 3. String name; 5. Student4(**int** i,String n){ 6. id = i; 7. name = n; 8. } 9. **void** display(){System.out.println(id+" "+name);} 11. **public** **static** **void** main(String args[]){ 12. Student4 s1 = **new** Student4(111,"Karan"); 13. Student4 s2 = **new** Student4(222,"Aryan"); 14. s1.display(); 15. s2.display(); 16. } 17. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student4)  Output:  111 Karan  222 Aryan Constructor Overloading in Java  |  | | --- | | Constructor overloading is a technique in Java in which a class can have any number of constructors that differ in parameter lists.The compiler differentiates these constructors by taking into account the number of parameters in the list and their type. |  Example of Constructor Overloading  1. **class** Student5{ 2. **int** id; 3. String name; 4. **int** age; 5. Student5(**int** i,String n){ 6. id = i; 7. name = n; 8. } 9. Student5(**int** i,String n,**int** a){ 10. id = i; 11. name = n; 12. age=a; 13. } 14. **void** display(){System.out.println(id+" "+name+" "+age);} 16. **public** **static** **void** main(String args[]){ 17. Student5 s1 = **new** Student5(111,"Karan"); 18. Student5 s2 = **new** Student5(222,"Aryan",25); 19. s1.display(); 20. s2.display(); 21. } 22. }   [**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student5)  Output:  111 Karan 0  222 Aryan 25 Difference between constructor and method in java There are many differences between constructors and methods. They are given below.   |  |  | | --- | --- | | **Java Constructor** | **Java Method** | | Constructor is used to initialize the state of an object. | Method is used to  expose behaviour of an object. | | Constructor must not have return type. | Method must have  return type. | | Constructor is invoked implicitly. | Method is invoked explicitly. | | The java compiler provides a default constructor if you don't have any constructor. | Method is not provided by  compiler in any case. | | Constructor name must be same as the class name. | Method name may or may  not be same as class name. |  Java Copy Constructor There is no copy constructor in java. But, we can copy the values of one object to another like copy constructor in C++.  There are many ways to copy the values of one object into another in java. They are:   * By constructor * By assigning the values of one object into another * By clone() method of Object class   In this example, we are going to copy the values of one object into another using java constructor. |

1. **class** Student6{
2. **int** id;
3. String name;
4. Student6(**int** i,String n){
5. id = i;
6. name = n;
7. }
9. Student6(Student6 s){
10. id = s.id;
11. name =s.name;
12. }
13. **void** display(){System.out.println(id+" "+name);}
15. **public** **static** **void** main(String args[]){
16. Student6 s1 = **new** Student6(111,"Karan");
17. Student6 s2 = **new** Student6(s1);
18. s1.display();
19. s2.display();
20. }
21. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student6)

Output:

111 Karan

111 Karan

## Copying values without constructor

We can copy the values of one object into another by assigning the objects values to another object. In this case, there is no need to create the constructor.

1. **class** Student7{
2. **int** id;
3. String name;
4. Student7(**int** i,String n){
5. id = i;
6. name = n;
7. }
8. Student7(){}
9. **void** display(){System.out.println(id+" "+name);}
11. **public** **static** **void** main(String args[]){
12. Student7 s1 = **new** Student7(111,"Karan");
13. Student7 s2 = **new** Student7();
14. s2.id=s1.id;
15. s2.name=s1.name;
16. s1.display();
17. s2.display();
18. }
19. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student7)

Output:

111 Karan

111 Karan

### Q) Does constructor return any value?

**Ans:**yes, that is current class instance (You cannot use return type yet it returns a value).

### Can constructor perform other tasks instead of initialization?

Yes, like object creation, starting a thread, calling method etc. You can perform any operation in the constructor as you perform in the method.

# Java static keyword

1. [Static variable](http://www.javatpoint.com/static-keyword-in-java#staticv)
2. [Program of counter without static variable](http://www.javatpoint.com/static-keyword-in-java#staticvcounter1)
3. [Program of counter with static variable](http://www.javatpoint.com/static-keyword-in-java#staticvcounter2)
4. [Static method](http://www.javatpoint.com/static-keyword-in-java#staticm)
5. [Restrictions for static method](http://www.javatpoint.com/static-keyword-in-java#staticmr)
6. [Why main method is static ?](http://www.javatpoint.com/static-keyword-in-java#staticwhymain)
7. [Static block](http://www.javatpoint.com/static-keyword-in-java#staticblock)
8. [Can we execute a program without main method ?](http://www.javatpoint.com/static-keyword-in-java#staticwithoutmain)

The **static keyword** in java is used for memory management mainly. We can apply java static keyword with variables, methods, blocks and nested class. The static keyword belongs to the class than instance of the class.

The static can be:

1. variable (also known as class variable)
2. method (also known as class method)
3. block
4. nested class

## 1) Java static variable

If you declare any variable as static, it is known static variable.

* The static variable can be used to refer the common property of all objects (that is not unique for each object) e.g. company name of employees,college name of students etc.
* The static variable gets memory only once in class area at the time of class loading.

### Advantage of static variable

It makes your program **memory efficient** (i.e it saves memory).

#### Understanding problem without static variable

1. **class** Student{
2. **int** rollno;
3. String name;
4. String college="ITS";
5. }

Suppose there are 500 students in my college, now all instance data members will get memory each time when object is created.All student have its unique rollno and name so instance data member is good.Here, college refers to the common property of all objects.If we make it static,this field will get memory only once.

#### Java static property is shared to all objects.

### Example of static variable

1. //Program of static variable
3. **class** Student8{
4. **int** rollno;
5. String name;
6. **static** String college ="ITS";
8. Student8(**int** r,String n){
9. rollno = r;
10. name = n;
11. }
12. **void** display (){System.out.println(rollno+" "+name+" "+college);}
14. **public** **static** **void** main(String args[]){
15. Student8 s1 = **new** Student8(111,"Karan");
16. Student8 s2 = **new** Student8(222,"Aryan");
18. s1.display();
19. s2.display();
20. }
21. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student8)

Output:111 Karan ITS

222 Aryan ITS

![Static Variable](data:image/jpeg;base64,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)

### Program of counter without static variable

In this example, we have created an instance variable named count which is incremented in the constructor. Since instance variable gets the memory at the time of object creation, each object will have the copy of the instance variable, if it is incremented, it won't reflect to other objects. So each objects will have the value 1 in the count variable.

1. **class** Counter{
2. **int** count=0;//will get memory when instance is created
4. Counter(){
5. count++;
6. System.out.println(count);
7. }
9. **public** **static** **void** main(String args[]){
11. Counter c1=**new** Counter();
12. Counter c2=**new** Counter();
13. Counter c3=**new** Counter();
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Counter)

Output:1

1

1

### Program of counter by static variable

|  |
| --- |
| As we have mentioned above, static variable will get the memory only once, if any object changes the value of the static variable, it will retain its value. |

1. **class** Counter2{
2. **static** **int** count=0;//will get memory only once and retain its value
4. Counter2(){
5. count++;
6. System.out.println(count);
7. }
9. **public** **static** **void** main(String args[]){
11. Counter2 c1=**new** Counter2();
12. Counter2 c2=**new** Counter2();
13. Counter2 c3=**new** Counter2();
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Counter2)

Output:1

2

3

## 2) Java static method

If you apply static keyword with any method, it is known as static method.

* A static method belongs to the class rather than object of a class.
* A static method can be invoked without the need for creating an instance of a class.
* static method can access static data member and can change the value of it.

### Example of static method

1. //Program of changing the common property of all objects(static field).
3. **class** Student9{
4. **int** rollno;
5. String name;
6. **static** String college = "ITS";
8. **static** **void** change(){
9. college = "BBDIT";
10. }
12. Student9(**int** r, String n){
13. rollno = r;
14. name = n;
15. }
17. **void** display (){System.out.println(rollno+" "+name+" "+college);}
19. **public** **static** **void** main(String args[]){
20. Student9.change();
22. Student9 s1 = **new** Student9 (111,"Karan");
23. Student9 s2 = **new** Student9 (222,"Aryan");
24. Student9 s3 = **new** Student9 (333,"Sonoo");
26. s1.display();
27. s2.display();
28. s3.display();
29. }
30. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student9)

Output:111 Karan BBDIT

222 Aryan BBDIT

333 Sonoo BBDIT

### Another example of static method that performs normal calculation

1. //Program to get cube of a given number by static method
3. **class** Calculate{
4. **static** **int** cube(**int** x){
5. **return** x\*x\*x;
6. }
8. **public** **static** **void** main(String args[]){
9. **int** result=Calculate.cube(5);
10. System.out.println(result);
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Calculate)

Output:125

### Restrictions for static method

|  |
| --- |
| There are two main restrictions for the static method. They are: |

|  |
| --- |
| 1. The static method can not use non static data member or call non-static method directly. 2. this and super cannot be used in static context. |

1. **class** A{
2. **int** a=40;//non static
4. **public** **static** **void** main(String args[]){
5. System.out.println(a);
6. }
7. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=A)

Output:Compile Time Error

### Q) why java main method is static?

|  |
| --- |
| Ans) because object is not required to call static method if it were non-static method, jvm create object first then call main() method that will lead the problem of extra memory allocation. |

## 3) Java static block

* Is used to initialize the static data member.
* It is executed before main method at the time of classloading.

### Example of static block

1. **class** A2{
2. **static**{System.out.println("static block is invoked");}
3. **public** **static** **void** main(String args[]){
4. System.out.println("Hello main");
5. }
6. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=A2)

Output:static block is invoked

Hello main

### Q) Can we execute a program without main() method?

Ans) Yes, one of the way is static block but in previous version of JDK not in JDK 1.7.

1. **class** A3{
2. **static**{
3. System.out.println("static block is invoked");
4. System.exit(0);
5. }
6. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=A3)

Output:static block is invoked (if not JDK7)

In JDK7 and above, output will be:

Output:Error: Main method not found in class A3, please define the main method as:

public static void main(String[] args)

this keyword in java

There can be a lot of usage of **java this keyword**. In java, this is a **reference variable** that refers to the current object.

Usage of java this keyword

Here is given the 6 usage of java this keyword.

1. this can be used to refer current class instance variable.
2. this can be used to invoke current class method (implicitly)
3. this() can be used to invoke current class constructor.
4. this can be passed as an argument in the method call.
5. this can be passed as argument in the constructor call.
6. this can be used to return the current class instance from the method.

**Suggestion:** If you are beginner to java, lookup only three usage of this keyword.
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### 1) this: to refer current class instance variable

The this keyword can be used to refer current class instance variable. If there is ambiguity between the instance variables and parameters, this keyword resolves the problem of ambiguity.

#### Understanding the problem without this keyword

|  |
| --- |
| Let's understand the problem if we don't use this keyword by the example given below: |

1. **class** Student{
2. **int** rollno;
3. String name;
4. **float** fee;
5. Student(**int** rollno,String name,**float** fee){
6. rollno=rollno;
7. name=name;
8. fee=fee;
9. }
10. **void** display(){System.out.println(rollno+" "+name+" "+fee);}
11. }
12. **class** TestThis1{
13. **public** **static** **void** main(String args[]){
14. Student s1=**new** Student(111,"ankit",5000f);
15. Student s2=**new** Student(112,"sumit",6000f);
16. s1.display();
17. s2.display();
18. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestThis1)

Output:

0 null 0.0

0 null 0.0

In the above example, parameters (formal arguments) and instance variables are same. So, we are using this keyword to distinguish local variable and instance variable.

#### Solution of the above problem by this keyword

1. **class** Student{
2. **int** rollno;
3. String name;
4. **float** fee;
5. Student(**int** rollno,String name,**float** fee){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.fee=fee;
9. }
10. **void** display(){System.out.println(rollno+" "+name+" "+fee);}
11. }
13. **class** TestThis2{
14. **public** **static** **void** main(String args[]){
15. Student s1=**new** Student(111,"ankit",5000f);
16. Student s2=**new** Student(112,"sumit",6000f);
17. s1.display();
18. s2.display();
19. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestThis2)

Output:

111 ankit 5000

112 sumit 6000

If local variables(formal arguments) and instance variables are different, there is no need to use this keyword like in the following program:

#### Program where this keyword is not required

1. **class** Student{
2. **int** rollno;
3. String name;
4. **float** fee;
5. Student(**int** r,String n,**float** f){
6. rollno=r;
7. name=n;
8. fee=f;
9. }
10. **void** display(){System.out.println(rollno+" "+name+" "+fee);}
11. }
13. **class** TestThis3{
14. **public** **static** **void** main(String args[]){
15. Student s1=**new** Student(111,"ankit",5000f);
16. Student s2=**new** Student(112,"sumit",6000f);
17. s1.display();
18. s2.display();
19. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestThis3)

Output:

111 ankit 5000

112 sumit 6000

#### It is better approach to use meaningful names for variables. So we use same name for instance variables and parameters in real time, and always use this keyword.

### 2) this: to invoke current class method

You may invoke the method of the current class by using the this keyword. If you don't use the this keyword, compiler automatically adds this keyword while invoking the method. Let's see the example
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1. **class** A{
2. **void** m(){System.out.println("hello m");}
3. **void** n(){
4. System.out.println("hello n");
5. //m();//same as this.m()
6. **this**.m();
7. }
8. }
9. **class** TestThis4{
10. **public** **static** **void** main(String args[]){
11. A a=**new** A();
12. a.n();
13. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestThis4)

Output:

hello n

hello m

### 3) this() : to invoke current class constructor

The this() constructor call can be used to invoke the current class constructor. It is used to reuse the constructor. In other words, it is used for constructor chaining.

**Calling default constructor from parameterized constructor:**

1. **class** A{
2. A(){System.out.println("hello a");}
3. A(**int** x){
4. **this**();
5. System.out.println(x);
6. }
7. }
8. **class** TestThis5{
9. **public** **static** **void** main(String args[]){
10. A a=**new** A(10);
11. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestThis5)

Output:

hello a

10

**Calling parameterized constructor from default constructor:**

1. **class** A{
2. A(){
3. **this**(5);
4. System.out.println("hello a");
5. }
6. A(**int** x){
7. System.out.println(x);
8. }
9. }
10. **class** TestThis6{
11. **public** **static** **void** main(String args[]){
12. A a=**new** A();
13. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestThis6)

Output:

5

hello a

### Real usage of this() constructor call

The this() constructor call should be used to reuse the constructor from the constructor. It maintains the chain between the constructors i.e. it is used for constructor chaining. Let's see the example given below that displays the actual use of this keyword.

1. **class** Student{
2. **int** rollno;
3. String name,course;
4. **float** fee;
5. Student(**int** rollno,String name,String course){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.course=course;
9. }
10. Student(**int** rollno,String name,String course,**float** fee){
11. **this**(rollno,name,course);//reusing constructor
12. **this**.fee=fee;
13. }
14. **void** display(){System.out.println(rollno+" "+name+" "+course+" "+fee);}
15. }
16. **class** TestThis7{
17. **public** **static** **void** main(String args[]){
18. Student s1=**new** Student(111,"ankit","java");
19. Student s2=**new** Student(112,"sumit","java",6000f);
20. s1.display();
21. s2.display();
22. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestThis7)

Output:

111 ankit java null

112 sumit java 6000

#### Rule: Call to this() must be the first statement in constructor.

1. **class** Student{
2. **int** rollno;
3. String name,course;
4. **float** fee;
5. Student(**int** rollno,String name,String course){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.course=course;
9. }
10. Student(**int** rollno,String name,String course,**float** fee){
11. **this**.fee=fee;
12. **this**(rollno,name,course);//C.T.Error
13. }
14. **void** display(){System.out.println(rollno+" "+name+" "+course+" "+fee);}
15. }
16. **class** TestThis8{
17. **public** **static** **void** main(String args[]){
18. Student s1=**new** Student(111,"ankit","java");
19. Student s2=**new** Student(112,"sumit","java",6000f);
20. s1.display();
21. s2.display();
22. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestThis8)

Compile Time Error: Call to this must be first statement in constructor

### 4) this: to pass as an argument in the method

The this keyword can also be passed as an argument in the method. It is mainly used in the event handling. Let's see the example:

1. **class** S2{
2. **void** m(S2 obj){
3. System.out.println("method is invoked");
4. }
5. **void** p(){
6. m(**this**);
7. }
8. **public** **static** **void** main(String args[]){
9. S2 s1 = **new** S2();
10. s1.p();
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=S2)

Output:

method is invoked

### Application of this that can be passed as an argument:

In event handling (or) in a situation where we have to provide reference of a class to another one. It is used to reuse one object in many methods.

### 5) this: to pass as argument in the constructor call

We can pass the this keyword in the constructor also. It is useful if we have to use one object in multiple classes. Let's see the example:

1. **class** B{
2. A4 obj;
3. B(A4 obj){
4. **this**.obj=obj;
5. }
6. **void** display(){
7. System.out.println(obj.data);//using data member of A4 class
8. }
9. }
11. **class** A4{
12. **int** data=10;
13. A4(){
14. B b=**new** B(**this**);
15. b.display();
16. }
17. **public** **static** **void** main(String args[]){
18. A4 a=**new** A4();
19. }
20. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=A4)

Output:10

### 6) this keyword can be used to return current class instance

We can return this keyword as an statement from the method. In such case, return type of the method must be the class type (non-primitive). Let's see the example:

### Syntax of this that can be returned as a statement

1. return\_type method\_name(){
2. **return** **this**;
3. }

### Example of this keyword that you return as a statement from the method

1. **class** A{
2. A getA(){
3. **return** **this**;
4. }
5. **void** msg(){System.out.println("Hello java");}
6. }
7. **class** Test1{
8. **public** **static** **void** main(String args[]){
9. **new** A().getA().msg();
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Test1)

Output:

Hello java

### Proving this keyword

|  |
| --- |
| Let's prove that this keyword refers to the current class instance variable. In this program, we are printing the reference variable and this, output of both variables are same. |

1. **class** A5{
2. **void** m(){
3. System.out.println(**this**);//prints same reference ID
4. }
5. **public** **static** **void** main(String args[]){
6. A5 obj=**new** A5();
7. System.out.println(obj);//prints the reference ID
8. obj.m();
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=A5)

Output:

A5@22b3ea59

A5@22b3ea59

# Inheritance in Java

1. [Inheritance](http://www.javatpoint.com/inheritance-in-java)
2. [Types of Inheritance](http://www.javatpoint.com/inheritance-in-java#inheritancetypes)
3. [Why multiple inheritance is not possible in java in case of class?](http://www.javatpoint.com/inheritance-in-java#inheritancenotmultiple)

**Inheritance in java** is a mechanism in which one object acquires all the properties and behaviors of parent object.

The idea behind inheritance in java is that you can create new classes that are built upon existing classes. When you inherit from an existing class, you can reuse methods and fields of parent class, and you can add new methods and fields also.

Inheritance represents the **IS-A relationship**, also known as parent-child relationship.

### Why use inheritance in java

* For Method Overriding (so runtime polymorphism can be achieved).
* For Code Reusability.

### Syntax of Java Inheritance

1. **class** Subclass-name **extends** Superclass-name
2. {
3. //methods and fields
4. }

The **extends keyword** indicates that you are making a new class that derives from an existing class. The meaning of "extends" is to increase the functionality.

In the terminology of Java, a class which is inherited is called parent or super class and the new class is called child or subclass.

### Java Inheritance Example
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As displayed in the above figure, Programmer is the subclass and Employee is the superclass. Relationship between two classes is **Programmer IS-A Employee**.It means that Programmer is a type of Employee.

1. **class** Employee{
2. **float** salary=40000;
3. }
4. **class** Programmer **extends** Employee{
5. **int** bonus=10000;
6. **public** **static** **void** main(String args[]){
7. Programmer p=**new** Programmer();
8. System.out.println("Programmer salary is:"+p.salary);
9. System.out.println("Bonus of Programmer is:"+p.bonus);
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Programmer)

Programmer salary is:40000.0

Bonus of programmer is:10000

In the above example, Programmer object can access the field of own class as well as of Employee class i.e. code reusability.

## Types of inheritance in java

On the basis of class, there can be three types of inheritance in java: single, multilevel and hierarchical.

In java programming, multiple and hybrid inheritance is supported through interface only. We will learn about interfaces later.
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#### Note: Multiple inheritance is not supported in java through class.

When a class extends multiple classes i.e. known as multiple inheritance. For Example:
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## Single Inheritance Example

*File: TestInheritance.java*

1. **class** Animal{
2. **void** eat(){System.out.println("eating...");}
3. }
4. **class** Dog **extends** Animal{
5. **void** bark(){System.out.println("barking...");}
6. }
7. **class** TestInheritance{
8. **public** **static** **void** main(String args[]){
9. Dog d=**new** Dog();
10. d.bark();
11. d.eat();
12. }}

Output:

barking...

eating...

## Multilevel Inheritance Example

*File: TestInheritance2.java*

1. **class** Animal{
2. **void** eat(){System.out.println("eating...");}
3. }
4. **class** Dog **extends** Animal{
5. **void** bark(){System.out.println("barking...");}
6. }
7. **class** BabyDog **extends** Dog{
8. **void** weep(){System.out.println("weeping...");}
9. }
10. **class** TestInheritance2{
11. **public** **static** **void** main(String args[]){
12. BabyDog d=**new** BabyDog();
13. d.weep();
14. d.bark();
15. d.eat();
16. }}

Output:

weeping...

barking...

eating...

## Hierarchical Inheritance Example

*File: TestInheritance3.java*

1. **class** Animal{
2. **void** eat(){System.out.println("eating...");}
3. }
4. **class** Dog **extends** Animal{
5. **void** bark(){System.out.println("barking...");}
6. }
7. **class** Cat **extends** Animal{
8. **void** meow(){System.out.println("meowing...");}
9. }
10. **class** TestInheritance3{
11. **public** **static** **void** main(String args[]){
12. Cat c=**new** Cat();
13. c.meow();
14. c.eat();
15. //c.bark();//C.T.Error
16. }}

Output:

meowing...

eating...

## Q) Why multiple inheritance is not supported in java?

To reduce the complexity and simplify the language, multiple inheritance is not supported in java.

Consider a scenario where A, B and C are three classes. The C class inherits A and B classes. If A and B classes have same method and you call it from child class object, there will be ambiguity to call method of A or B class.

Since compile time errors are better than runtime errors, java renders compile time error if you inherit 2 classes. So whether you have same method or different, there will be compile time error now.

1. **class** A{
2. **void** msg(){System.out.println("Hello");}
3. }
4. **class** B{
5. **void** msg(){System.out.println("Welcome");}
6. }
7. **class** C **extends** A,B{//suppose if it were
9. Public Static **void** main(String args[]){
10. C obj=**new** C();
11. obj.msg();//Now which msg() method would be invoked?
12. }
13. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=C)

Compile Time Error

# Method Overloading in Java

1. [Different ways to overload the method](http://www.javatpoint.com/method-overloading-in-java#monumberofways)
2. [By changing the no. of arguments](http://www.javatpoint.com/method-overloading-in-java#mobynumber)
3. [By changing the datatype](http://www.javatpoint.com/method-overloading-in-java#mobydatatype)
4. [Why method overloading is not possible by changing the return type](http://www.javatpoint.com/method-overloading-in-java#moreturntype)
5. [Can we overload the main method](http://www.javatpoint.com/method-overloading-in-java#momainmethod)
6. [method overloading with Type Promotion](http://www.javatpoint.com/method-overloading-in-java#motypepromotion)

If a class has multiple methods having same name but different in parameters, it is known as **Method Overloading**.

If we have to perform only one operation, having same name of the methods increases the readability of the program.

Suppose you have to perform addition of the given numbers but there can be any number of arguments, if you write the method such as a(int,int) for two parameters, and b(int,int,int) for three parameters then it may be difficult for you as well as other programmers to understand the behavior of the method because its name differs.

So, we perform method overloading to figure out the program quickly.
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## Advantage of method overloading

Method overloading increases the readability of the program.

### Different ways to overload the method

There are two ways to overload the method in java

1. By changing number of arguments
2. By changing the data type

#### In java, Method Overloading is not possible by changing the return type of the method only.

### 1) Method Overloading: changing no. of arguments

In this example, we have created two methods, first add() method performs addition of two numbers and second add method performs addition of three numbers.

In this example, we are creating static methods so that we don't need to create instance for calling methods.

1. **class** Adder{
2. **static** **int** add(**int** a,**int** b){**return** a+b;}
3. **static** **int** add(**int** a,**int** b,**int** c){**return** a+b+c;}
4. }
5. **class** TestOverloading1{
6. **public** **static** **void** main(String[] args){
7. System.out.println(Adder.add(11,11));
8. System.out.println(Adder.add(11,11,11));
9. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestOverloading1)

Output:

22

33

### 2) Method Overloading: changing data type of arguments

In this example, we have created two methods that differs in data type. The first add method receives two integer arguments and second add method receives two double arguments.

1. **class** Adder{
2. **static** **int** add(**int** a, **int** b){**return** a+b;}
3. **static** **double** add(**double** a, **double** b){**return** a+b;}
4. }
5. **class** TestOverloading2{
6. **public** **static** **void** main(String[] args){
7. System.out.println(Adder.add(11,11));
8. System.out.println(Adder.add(12.3,12.6));
9. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestOverloading2)

Output:

22

24.9

### Q) Why Method Overloading is not possible by changing the return type of method only?

In java, method overloading is not possible by changing the return type of the method only because of ambiguity. Let's see how ambiguity may occur:

1. **class** Adder{
2. **static** **int** add(**int** a,**int** b){**return** a+b;}
3. **static** **double** add(**int** a,**int** b){**return** a+b;}
4. }
5. **class** TestOverloading3{
6. **public** **static** **void** main(String[] args){
7. System.out.println(Adder.add(11,11));//ambiguity
8. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestOverloading3)

Output:

Compile Time Error: method add(int,int) is already defined in class Adder

System.out.println(Adder.add(11,11)); //Here, how can java determine which sum() method should be called?

#### Note: Compile Time Error is better than Run Time Error. So, java compiler renders compiler time error if you declare the same method having same parameters.

### Can we overload java main() method?

Yes, by method overloading. You can have any number of main methods in a class by method overloading. But JVM calls main() method which receives string array as arguments only. Let's see the simple example:

1. **class** TestOverloading4{
2. **public** **static** **void** main(String[] args){System.out.println("main with String[]");}
3. **public** **static** **void** main(String args){System.out.println("main with String");}
4. **public** **static** **void** main(){System.out.println("main without args");}
5. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestOverloading4)

Output:

main with String[]

## Method Overloading and Type Promotion

One type is promoted to another implicitly if no matching datatype is found. Let's understand the concept by the figure given below:
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As displayed in the above diagram, byte can be promoted to short, int, long, float or double. The short datatype can be promoted to int,long,float or double. The char datatype can be promoted to int,long,float or double and so on.

### Example of Method Overloading with TypePromotion

1. **class** OverloadingCalculation1{
2. **void** sum(**int** a,**long** b){System.out.println(a+b);}
3. **void** sum(**int** a,**int** b,**int** c){System.out.println(a+b+c);}
5. **public** **static** **void** main(String args[]){
6. OverloadingCalculation1 obj=**new** OverloadingCalculation1();
7. obj.sum(20,20);//now second int literal will be promoted to long
8. obj.sum(20,20,20);
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=OverloadingCalculation1)

Output:40

60

### Example of Method Overloading with Type Promotion if matching found

If there are matching type arguments in the method, type promotion is not performed.

1. **class** OverloadingCalculation2{
2. **void** sum(**int** a,**int** b){System.out.println("int arg method invoked");}
3. **void** sum(**long** a,**long** b){System.out.println("long arg method invoked");}
5. **public** **static** **void** main(String args[]){
6. OverloadingCalculation2 obj=**new** OverloadingCalculation2();
7. obj.sum(20,20);//now int arg sum() method gets invoked
8. }
9. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=OverloadingCalculation2)

Output:int arg method invoked

### Example of Method Overloading with Type Promotion in case of ambiguity

If there are no matching type arguments in the method, and each method promotes similar number of arguments, there will be ambiguity.

1. **class** OverloadingCalculation3{
2. **void** sum(**int** a,**long** b){System.out.println("a method invoked");}
3. **void** sum(**long** a,**int** b){System.out.println("b method invoked");}
5. **public** **static** **void** main(String args[]){
6. OverloadingCalculation3 obj=**new** OverloadingCalculation3();
7. obj.sum(20,20);//now ambiguity
8. }
9. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=OverloadingCalculation3)

Output:Compile Time Error

#### One type is not de-promoted implicitly for example double cannot be depromoted to any type implicitly.

# Method Overriding in Java

1. [Understanding problem without method overriding](http://www.javatpoint.com/method-overriding-in-java#moverproblem)
2. [Can we override the static method](http://www.javatpoint.com/method-overriding-in-java#movercanstatic)
3. [method overloading vs method overriding](http://www.javatpoint.com/method-overriding-in-java#moverdiff)

If subclass (child class) has the same method as declared in the parent class, it is known as **method overriding in java**.

In other words, If subclass provides the specific implementation of the method that has been provided by one of its parent class, it is known as method overriding.

### Usage of Java Method Overriding

* Method overriding is used to provide specific implementation of a method that is already provided by its super class.
* Method overriding is used for runtime polymorphism

#### Rules for Java Method Overriding

1. method must have same name as in the parent class
2. method must have same parameter as in the parent class.
3. must be IS-A relationship (inheritance).

### Understanding the problem without method overriding

Let's understand the problem that we may face in the program if we don't use method overriding.

1. **class** Vehicle{
2. **void** run(){System.out.println("Vehicle is running");}
3. }
4. **class** Bike **extends** Vehicle{
6. **public** **static** **void** main(String args[]){
7. Bike obj = **new** Bike();
8. obj.run();
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Bike)

Output:Vehicle is running

Problem is that I have to provide a specific implementation of run() method in subclass that is why we use method overriding.

### Example of method overriding

In this example, we have defined the run method in the subclass as defined in the parent class but it has some specific implementation. The name and parameter of the method is same and there is IS-A relationship between the classes, so there is method overriding.

1. **class** Vehicle{
2. **void** run(){System.out.println("Vehicle is running");}
3. }
4. **class** Bike2 **extends** Vehicle{
5. **void** run(){System.out.println("Bike is running safely");}
7. **public** **static** **void** main(String args[]){
8. Bike2 obj = **new** Bike2();
9. obj.run();
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Bike2)

Output:Bike is running safely

### Real example of Java Method Overriding

Consider a scenario, Bank is a class that provides functionality to get rate of interest. But, rate of interest varies according to banks. For example, SBI, ICICI and AXIS banks could provide 8%, 7% and 9% rate of interest.
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1. **class** Bank{
2. **int** getRateOfInterest(){**return** 0;}
3. }
5. **class** SBI **extends** Bank{
6. **int** getRateOfInterest(){**return** 8;}
7. }
9. **class** ICICI **extends** Bank{
10. **int** getRateOfInterest(){**return** 7;}
11. }
12. **class** AXIS **extends** Bank{
13. **int** getRateOfInterest(){**return** 9;}
14. }
16. **class** Test2{
17. **public** **static** **void** main(String args[]){
18. SBI s=**new** SBI();
19. ICICI i=**new** ICICI();
20. AXIS a=**new** AXIS();
21. System.out.println("SBI Rate of Interest: "+s.getRateOfInterest());
22. System.out.println("ICICI Rate of Interest: "+i.getRateOfInterest());
23. System.out.println("AXIS Rate of Interest: "+a.getRateOfInterest());
24. }
25. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Test2)

Output:

SBI Rate of Interest: 8

ICICI Rate of Interest: 7

AXIS Rate of Interest: 9

### Can we override static method?

No, static method cannot be overridden. It can be proved by runtime polymorphism, so we will learn it later.

### Why we cannot override static method?

because static method is bound with class whereas instance method is bound with object. Static belongs to class area and instance belongs to heap area.

### Can we override java main method?

No, because main is a static method.

## Difference between method Overloading and Method Overriding in java

Difference between method overloading and method overriding in java

There are many differences between method overloading and method overriding in java. A list of differences between method overloading and method overriding are given below:

|  |  |  |
| --- | --- | --- |
| **No.** | **Method Overloading** | **Method Overriding** |
| 1) | Method overloading is used *to increase the readability* of the program. | Method overriding is used *to provide the specific implementation* of the method that is already provided by its super class. |
| 2) | Method overloading is performed *within class*. | Method overriding occurs *in two classes* that have IS-A (inheritance) relationship. |
| 3) | In case of method overloading, *parameter must be different*. | In case of method overriding, *parameter must be same*. |
| 4) | Method overloading is the example of *compile time polymorphism*. | Method overriding is the example of *run time polymorphism*. |
| 5) | In java, method overloading can't be performed by changing return type of the method only. *Return type can be same or different* in method overloading. But you must have to change the parameter. | *Return type must be same or covariant* in method overriding. |

Java Method Overloading example

1. **class** OverloadingExample{
2. **static** **int** add(**int** a,**int** b){**return** a+b;}
3. **static** **int** add(**int** a,**int** b,**int** c){**return** a+b+c;}
4. }

Java Method Overriding example

1. **class** Animal{
2. **void** eat(){System.out.println("eating...");}
3. }
4. **class** Dog **extends** Animal{
5. **void** eat(){System.out.println("eating bread...");}
6. }

super keyword in java

The **super** keyword in java is a reference variable which is used to refer immediate parent class object.

Whenever you create the instance of subclass, an instance of parent class is created implicitly which is referred by super reference variable.

Usage of java super Keyword

1. super can be used to refer immediate parent class instance variable.
2. super can be used to invoke immediate parent class method.
3. super() can be used to invoke immediate parent class constructor.

1) super is used to refer immediate parent class instance variable.

We can use super keyword to access the data member or field of parent class. It is used if parent class and child class have same fields.

1. **class** Animal{
2. String color="white";
3. }
4. **class** Dog **extends** Animal{
5. String color="black";
6. **void** printColor(){
7. System.out.println(color);//prints color of Dog class
8. System.out.println(**super**.color);//prints color of Animal class
9. }
10. }
11. **class** TestSuper1{
12. **public** **static** **void** main(String args[]){
13. Dog d=**new** Dog();
14. d.printColor();
15. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSuper1)

Output:

black

white

In the above example, Animal and Dog both classes have a common property color. If we print color property, it will print the color of current class by default. To access the parent property, we need to use super keyword.

## 2) super can be used to invoke parent class method

The super keyword can also be used to invoke parent class method. It should be used if subclass contains the same method as parent class. In other words, it is used if method is overridden.

1. **class** Animal{
2. **void** eat(){System.out.println("eating...");}
3. }
4. **class** Dog **extends** Animal{
5. **void** eat(){System.out.println("eating bread...");}
6. **void** bark(){System.out.println("barking...");}
7. **void** work(){
8. **super**.eat();
9. bark();
10. }
11. }
12. **class** TestSuper2{
13. **public** **static** **void** main(String args[]){
14. Dog d=**new** Dog();
15. d.work();
16. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSuper2)

Output:

eating...

barking...

In the above example Animal and Dog both classes have eat() method if we call eat() method from Dog class, it will call the eat() method of Dog class by default because priority is given to local.

To call the parent class method, we need to use super keyword.

## 3) super is used to invoke parent class constructor.

The super keyword can also be used to invoke the parent class constructor. Let's see a simple example:

1. **class** Animal{
2. Animal(){System.out.println("animal is created");}
3. }
4. **class** Dog **extends** Animal{
5. Dog(){
6. **super**();
7. System.out.println("dog is created");
8. }
9. }
10. **class** TestSuper3{
11. **public** **static** **void** main(String args[]){
12. Dog d=**new** Dog();
13. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSuper3)

Output:

animal is created

dog is created

#### Note: super() is added in each class constructor automatically by compiler if there is no super() or this().
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As we know well that default constructor is provided by compiler automatically if there is no constructor. But, it also adds super() as the first statement.

**Another example of super keyword where super() is provided by the compiler implicitly.**

1. **class** Animal{
2. Animal(){System.out.println("animal is created");}
3. }
4. **class** Dog **extends** Animal{
5. Dog(){
6. System.out.println("dog is created");
7. }
8. }
9. **class** TestSuper4{
10. **public** **static** **void** main(String args[]){
11. Dog d=**new** Dog();
12. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSuper4)

Output:

animal is created

dog is created

## super example: real use

Let's see the real use of super keyword. Here, Emp class inherits Person class so all the properties of Person will be inherited to Emp by default. To initialize all the property, we are using parent class constructor from child class. In such way, we are reusing the parent class constructor.

1. **class** Person{
2. **int** id;
3. String name;
4. Person(**int** id,String name){
5. **this**.id=id;
6. **this**.name=name;
7. }
8. }
9. **class** Emp **extends** Person{
10. **float** salary;
11. Emp(**int** id,String name,**float** salary){
12. **super**(id,name);//reusing parent constructor
13. **this**.salary=salary;
14. }
15. **void** display(){System.out.println(id+" "+name+" "+salary);}
16. }
17. **class** TestSuper5{
18. **public** **static** **void** main(String[] args){
19. Emp e1=**new** Emp(1,"ankit",45000f);
20. e1.display();
21. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSuper5)

Output:

1 ankit 45000

# Final Keyword In Java

1. [Final variable](http://www.javatpoint.com/final-keyword#finalv)
2. [Final method](http://www.javatpoint.com/final-keyword#finalm)
3. [Final class](http://www.javatpoint.com/final-keyword#finalc)
4. [Is final method inherited ?](http://www.javatpoint.com/final-keyword#finalisinherited)
5. [Blank final variable](http://www.javatpoint.com/final-keyword#finalblank)
6. [Static blank final variable](http://www.javatpoint.com/final-keyword#finalstaticblank)
7. [Final parameter](http://www.javatpoint.com/final-keyword#finalpara)
8. [Can you declare a final constructor](http://www.javatpoint.com/final-keyword#finalcons)

The **final keyword** in java is used to restrict the user. The java final keyword can be used in many context. Final can be:

1. variable
2. method
3. class

The final keyword can be applied with the variables, a final variable that have no value it is called blank final variable or uninitialized final variable. It can be initialized in the constructor only. The blank final variable can be static also which will be initialized in the static block only. We will have detailed learning of these. Let's first learn the basics of final keyword.
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## 1) Java final variable

If you make any variable as final, you cannot change the value of final variable(It will be constant).

### Example of final variable

There is a final variable speedlimit, we are going to change the value of this variable, but It can't be changed because final variable once assigned a value can never be changed.

1. **class** Bike9{
2. **final** **int** speedlimit=90;//final variable
3. **void** run(){
4. speedlimit=400;
5. }
6. **public** **static** **void** main(String args[]){
7. Bike9 obj=**new**  Bike9();
8. obj.run();
9. }
10. }//end of class

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Bike9)

Output:Compile Time Error

## 2) Java final method

If you make any method as final, you cannot override it.

### Example of final method

1. **class** Bike{
2. **final** **void** run(){System.out.println("running");}
3. }
5. **class** Honda **extends** Bike{
6. **void** run(){System.out.println("running safely with 100kmph");}
8. **public** **static** **void** main(String args[]){
9. Honda honda= **new** Honda();
10. honda.run();
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Honda)

Output:Compile Time Error

## 3) Java final class

If you make any class as final, you cannot extend it.

### Example of final class

1. **final** **class** Bike{}
3. **class** Honda1 **extends** Bike{
4. **void** run(){System.out.println("running safely with 100kmph");}
6. **public** **static** **void** main(String args[]){
7. Honda1 honda= **new** Honda();
8. honda.run();
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Honda1)

Output:Compile Time Error

### Q) Is final method inherited?

Ans) Yes, final method is inherited but you cannot override it. For Example:

1. **class** Bike{
2. **final** **void** run(){System.out.println("running...");}
3. }
4. **class** Honda2 **extends** Bike{
5. **public** **static** **void** main(String args[]){
6. **new** Honda2().run();
7. }
8. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Honda2)

Output:running...

### Q) What is blank or uninitialized final variable?

A final variable that is not initialized at the time of declaration is known as blank final variable.

If you want to create a variable that is initialized at the time of creating object and once initialized may not be changed, it is useful. For example PAN CARD number of an employee.

It can be initialized only in constructor.

### Example of blank final variable

1. **class** Student{
2. **int** id;
3. String name;
4. **final** String PAN\_CARD\_NUMBER;
5. ...
6. }

### Que) Can we initialize blank final variable?

Yes, but only in constructor. For example:

1. **class** Bike10{
2. **final** **int** speedlimit;//blank final variable
4. Bike10(){
5. speedlimit=70;
6. System.out.println(speedlimit);
7. }
9. **public** **static** **void** main(String args[]){
10. **new** Bike10();
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Bike10)

Output:70

### static blank final variable

A static final variable that is not initialized at the time of declaration is known as static blank final variable. It can be initialized only in static block.

### Example of static blank final variable

1. **class** A{
2. **static** **final** **int** data;//static blank final variable
3. **static**{ data=50;}
4. **public** **static** **void** main(String args[]){
5. System.out.println(A.data);
6. }
7. }

### Q) What is final parameter?

If you declare any parameter as final, you cannot change the value of it.

1. **class** Bike11{
2. **int** cube(**final** **int** n){
3. n=n+2;//can't be changed as n is final
4. n\*n\*n;
5. }
6. **public** **static** **void** main(String args[]){
7. Bike11 b=**new** Bike11();
8. b.cube(5);
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Bike11)

Output:Compile Time Error

### Q) Can we declare a constructor final?

No, because constructor is never inherited.

# Polymorphism in Java

**Polymorphism in java** is a concept by which we can perform a single action by different ways. Polymorphism is derived from 2 greek words: poly and morphs. The word "poly" means many and "morphs" means forms. So polymorphism means many forms.

There are two types of polymorphism in java: compile time polymorphism and runtime polymorphism. We can perform polymorphism in java by method overloading and method overriding.

If you overload static method in java, it is the example of compile time polymorphism. Here, we will focus on runtime polymorphism in java.

## Runtime Polymorphism in Java

**Runtime polymorphism** or **Dynamic Method Dispatch** is a process in which a call to an overridden method is resolved at runtime rather than compile-time.

In this process, an overridden method is called through the reference variable of a superclass. The determination of the method to be called is based on the object being referred to by the reference variable.

Let's first understand the upcasting before Runtime Polymorphism.

### Upcasting

When reference variable of Parent class refers to the object of Child class, it is known as upcasting. For example:

![Upcasting in java](data:image/jpeg;base64,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)

1. **class** A{}
2. **class** B **extends** A{}
3. A a=**new** B();//upcasting

### Example of Java Runtime Polymorphism

In this example, we are creating two classes Bike and Splendar. Splendar class extends Bike class and overrides its run() method. We are calling the run method by the reference variable of Parent class. Since it refers to the subclass object and subclass method overrides the Parent class method, subclass method is invoked at runtime.

Since method invocation is determined by the JVM not compiler, it is known as runtime polymorphism.

1. **class** Bike{
2. **void** run(){System.out.println("running");}
3. }
4. **class** Splender **extends** Bike{
5. **void** run(){System.out.println("running safely with 60km");}
7. **public** **static** **void** main(String args[]){
8. Bike b = **new** Splender();//upcasting
9. b.run();
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Splender)

Output:running safely with 60km.

## Java Runtime Polymorphism Example: Bank

Consider a scenario, Bank is a class that provides method to get the rate of interest. But, rate of interest may differ according to banks. For example, SBI, ICICI and AXIS banks are providing 8.4%, 7.3% and 9.7% rate of interest.
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#### Note: This example is also given in method overriding but there was no upcasting.

1. **class** Bank{
2. **float** getRateOfInterest(){**return** 0;}
3. }
4. **class** SBI **extends** Bank{
5. **float** getRateOfInterest(){**return** 8.4f;}
6. }
7. **class** ICICI **extends** Bank{
8. **float** getRateOfInterest(){**return** 7.3f;}
9. }
10. **class** AXIS **extends** Bank{
11. **float** getRateOfInterest(){**return** 9.7f;}
12. }
13. **class** TestPolymorphism{
14. **public** **static** **void** main(String args[]){
15. Bank b;
16. b=**new** SBI();
17. System.out.println("SBI Rate of Interest: "+b.getRateOfInterest());
18. b=**new** ICICI();
19. System.out.println("ICICI Rate of Interest: "+b.getRateOfInterest());
20. b=**new** AXIS();
21. System.out.println("AXIS Rate of Interest: "+b.getRateOfInterest());
22. }
23. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestPolymorphism)

Output:

SBI Rate of Interest: 8.4

ICICI Rate of Interest: 7.3

AXIS Rate of Interest: 9.7

## Java Runtime Polymorphism Example: Shape

1. **class** Shape{
2. **void** draw(){System.out.println("drawing...");}
3. }
4. **class** Rectangle **extends** Shape{
5. **void** draw(){System.out.println("drawing rectangle...");}
6. }
7. **class** Circle **extends** Shape{
8. **void** draw(){System.out.println("drawing circle...");}
9. }
10. **class** Triangle **extends** Shape{
11. **void** draw(){System.out.println("drawing triangle...");}
12. }
13. **class** TestPolymorphism2{
14. **public** **static** **void** main(String args[]){
15. Shape s;
16. s=**new** Rectangle();
17. s.draw();
18. s=**new** Circle();
19. s.draw();
20. s=**new** Triangle();
21. s.draw();
22. }
23. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestPolymorphism2)

Output:

drawing rectangle...

drawing circle...

drawing triangle...

## Java Runtime Polymorphism Example: Animal

1. **class** Animal{
2. **void** eat(){System.out.println("eating...");}
3. }
4. **class** Dog **extends** Animal{
5. **void** eat(){System.out.println("eating bread...");}
6. }
7. **class** Cat **extends** Animal{
8. **void** eat(){System.out.println("eating rat...");}
9. }
10. **class** Lion **extends** Animal{
11. **void** eat(){System.out.println("eating meat...");}
12. }
13. **class** TestPolymorphism3{
14. **public** **static** **void** main(String[] args){
15. Animal a;
16. a=**new** Dog();
17. a.eat();
18. a=**new** Cat();
19. a.eat();
20. a=**new** Lion();
21. a.eat();
22. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestPolymorphism3)

Output:

eating bread...

eating rat...

eating meat...

## Java Runtime Polymorphism with Data Member

|  |
| --- |
| Method is overridden not the datamembers, so runtime polymorphism can't be achieved by data members. |
| In the example given below, both the classes have a datamember speedlimit, we are accessing the datamember by the reference variable of Parent class which refers to the subclass object. Since we are accessing the datamember which is not overridden, hence it will access the datamember of Parent class always. |

#### Rule: Runtime polymorphism can't be achieved by data members.

1. **class** Bike{
2. **int** speedlimit=90;
3. }
4. **class** Honda3 **extends** Bike{
5. **int** speedlimit=150;
7. **public** **static** **void** main(String args[]){
8. Bike obj=**new** Honda3();
9. System.out.println(obj.speedlimit);//90
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Honda3)

Output:

90

## Java Runtime Polymorphism with Multilevel Inheritance

Let's see the simple example of Runtime Polymorphism with multilevel inheritance.

1. **class** Animal{
2. **void** eat(){System.out.println("eating");}
3. }
4. **class** Dog **extends** Animal{
5. **void** eat(){System.out.println("eating fruits");}
6. }
7. **class** BabyDog **extends** Dog{
8. **void** eat(){System.out.println("drinking milk");}
9. **public** **static** **void** main(String args[]){
10. Animal a1,a2,a3;
11. a1=**new** Animal();
12. a2=**new** Dog();
13. a3=**new** BabyDog();
14. a1.eat();
15. a2.eat();
16. a3.eat();
17. }
18. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=BabyDog)

Output:

eating

eating fruits

drinking Milk

### Try for Output

1. **class** Animal{
2. **void** eat(){System.out.println("animal is eating...");}
3. }
4. **class** Dog **extends** Animal{
5. **void** eat(){System.out.println("dog is eating...");}
6. }
7. **class** BabyDog1 **extends** Dog{
8. **public** **static** **void** main(String args[]){
9. Animal a=**new** BabyDog1();
10. a.eat();
11. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=BabyDog1)

Output:

Dog is eating

Since, BabyDog is not overriding the eat() method, so eat() method of Dog class is invoked.

# Static Binding and Dynamic Binding
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Connecting a method call to the method body is known as binding.

There are two types of binding

1. static binding (also known as early binding).
2. dynamic binding (also known as late binding).

### Understanding Type

Let's understand the type of instance.

#### 1) variables have a type

Each variable has a type, it may be primitive and non-primitive.

1. **int** data=30;

Here data variable is a type of int.

#### 2) References have a type

1. **class** Dog{
2. **public** **static** **void** main(String args[]){
3. Dog d1;//Here d1 is a type of Dog
4. }
5. }

#### 3) Objects have a type

|  |
| --- |
| An object is an instance of particular java class,but it is also an instance of its superclass. |

1. **class** Animal{}
3. **class** Dog **extends** Animal{
4. **public** **static** **void** main(String args[]){
5. Dog d1=**new** Dog();
6. }
7. }

|  |
| --- |
| Here d1 is an instance of Dog class, but it is also an instance of Animal. |

### static binding

When type of the object is determined at compiled time(by the compiler), it is known as static binding.

If there is any private, final or static method in a class, there is static binding.

### Example of static binding

1. **class** Dog{
2. **private** **void** eat(){System.out.println("dog is eating...");}
4. **public** **static** **void** main(String args[]){
5. Dog d1=**new** Dog();
6. d1.eat();
7. }
8. }

### Dynamic binding

When type of the object is determined at run-time, it is known as dynamic binding.

### Example of dynamic binding

1. **class** Animal{
2. **void** eat(){System.out.println("animal is eating...");}
3. }
5. **class** Dog **extends** Animal{
6. **void** eat(){System.out.println("dog is eating...");}
8. **public** **static** **void** main(String args[]){
9. Animal a=**new** Dog();
10. a.eat();
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Dog)

Output:dog is eating...

|  |
| --- |
| In the above example object type cannot be determined by the compiler, because the instance of Dog is also an instance of Animal.So compiler doesn't know its type, only its base type. |

# Abstract class in Java

A class that is declared with abstract keyword, is known as abstract class in java. It can have abstract and non-abstract methods (method with body).

Before learning java abstract class, let's understand the abstraction in java first.

### Abstraction in Java

**Abstraction** is a process of hiding the implementation details and showing only functionality to the user.

Another way, it shows only important things to the user and hides the internal details for example sending sms, you just type the text and send the message. You don't know the internal processing about the message delivery.

Abstraction lets you focus on what the object does instead of how it does it.

### Ways to achieve Abstaction

There are two ways to achieve abstraction in java

1. Abstract class (0 to 100%)
2. Interface (100%)

### Abstract class in Java

A class that is declared as abstract is known as **abstract class**. It needs to be extended and its method implemented. It cannot be instantiated.

### Example abstract class

1. **abstract** **class** A{}

### abstract method

|  |
| --- |
| A method that is declared as abstract and does not have implementation is known as abstract method. |

### Example abstract method

1. **abstract** **void** printStatus();//no body and abstract

### Example of abstract class that has abstract method

In this example, Bike the abstract class that contains only one abstract method run. It implementation is provided by the Honda class.

1. **abstract** **class** Bike{
2. **abstract** **void** run();
3. }
4. **class** Honda4 **extends** Bike{
5. **void** run(){System.out.println("running safely..");}
6. **public** **static** **void** main(String args[]){
7. Bike obj = **new** Honda4();
8. obj.run();
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Honda4)

running safely..

### Understanding the real scenario of abstract class

In this example, Shape is the abstract class, its implementation is provided by the Rectangle and Circle classes. Mostly, we don't know about the implementation class (i.e. hidden to the end user) and object of the implementation class is provided by the **factory method**.

A **factory method** is the method that returns the instance of the class. We will learn about the factory method later.

In this example, if you create the instance of Rectangle class, draw() method of Rectangle class will be invoked.

*File: TestAbstraction1.java*

1. **abstract** **class** Shape{
2. **abstract** **void** draw();
3. }
4. //In real scenario, implementation is provided by others i.e. unknown by end user
5. **class** Rectangle **extends** Shape{
6. **void** draw(){System.out.println("drawing rectangle");}
7. }
8. **class** Circle1 **extends** Shape{
9. **void** draw(){System.out.println("drawing circle");}
10. }
11. //In real scenario, method is called by programmer or user
12. **class** TestAbstraction1{
13. **public** **static** **void** main(String args[]){
14. Shape s=**new** Circle1();//In real scenario, object is provided through method e.g. getShape() method
15. s.draw();
16. }
17. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestAbstraction1)

drawing circle

### Another example of abstract class in java

*File: TestBank.java*

1. **abstract** **class** Bank{
2. **abstract** **int** getRateOfInterest();
3. }
4. **class** SBI **extends** Bank{
5. **int** getRateOfInterest(){**return** 7;}
6. }
7. **class** PNB **extends** Bank{
8. **int** getRateOfInterest(){**return** 8;}
9. }
11. **class** TestBank{
12. **public** **static** **void** main(String args[]){
13. Bank b;
14. b=**new** SBI();
15. System.out.println("Rate of Interest is: "+b.getRateOfInterest()+" %");
16. b=**new** PNB();
17. System.out.println("Rate of Interest is: "+b.getRateOfInterest()+" %");
18. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestBank)

Rate of Interest is: 7 %

Rate of Interest is: 8 %

### Abstract class having constructor, data member, methods etc.

An abstract class can have data member, abstract method, method body, constructor and even main() method.

*File: TestAbstraction2.java*

1. //example of abstract class that have method body
2. **abstract** **class** Bike{
3. Bike(){System.out.println("bike is created");}
4. **abstract** **void** run();
5. **void** changeGear(){System.out.println("gear changed");}
6. }
8. **class** Honda **extends** Bike{
9. **void** run(){System.out.println("running safely..");}
10. }
11. **class** TestAbstraction2{
12. **public** **static** **void** main(String args[]){
13. Bike obj = **new** Honda();
14. obj.run();
15. obj.changeGear();
16. }
17. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestAbstraction2)

bike is created

running safely..

gear changed

#### Rule: If there is any abstract method in a class, that class must be abstract.

1. **class** Bike12{
2. **abstract** **void** run();
3. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Bike12)

compile time error

#### Rule: If you are extending any abstract class that have abstract method, you must either provide the implementation of the method or make this class abstract.

### Another real scenario of abstract class

The abstract class can also be used to provide some implementation of the interface. In such case, the end user may not be forced to override all the methods of the interface.

#### Note: If you are beginner to java, learn interface first and skip this example.

1. **interface** A{
2. **void** a();
3. **void** b();
4. **void** c();
5. **void** d();
6. }
8. **abstract** **class** B **implements** A{
9. **public** **void** c(){System.out.println("I am C");}
10. }
12. **class** M **extends** B{
13. **public** **void** a(){System.out.println("I am a");}
14. **public** **void** b(){System.out.println("I am b");}
15. **public** **void** d(){System.out.println("I am d");}
16. }
18. **class** Test5{
19. **public** **static** **void** main(String args[]){
20. A a=**new** M();
21. a.a();
22. a.b();
23. a.c();
24. a.d();
25. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Test5)

Output:I am a

I am b

I am c

I am d

# Interface in Java

1. [Interface](http://www.javatpoint.com/interface-in-java)
2. [Example of Interface](http://www.javatpoint.com/interface-in-java#interfaceex)
3. [Multiple inheritance by Interface](http://www.javatpoint.com/interface-in-java#interfacemultiple)
4. [Why multiple inheritance is supported in Interface while it is not supported in case of class.](http://www.javatpoint.com/interface-in-java#interfacewhynot)
5. [Marker Interface](http://www.javatpoint.com/interface-in-java#interfacemarker)
6. [Nested Interface](http://www.javatpoint.com/nested-interface)

An **interface in java** is a blueprint of a class. It has static constants and abstract methods.

The interface in java is **a mechanism to achieve abstraction**. There can be only abstract methods in the java interface not method body. It is used to achieve abstraction and multiple inheritance in Java.

Java Interface also **represents IS-A relationship**.

It cannot be instantiated just like abstract class.

## Why use Java interface?

There are mainly three reasons to use interface. They are given below.

* It is used to achieve abstraction.
* By interface, we can support the functionality of multiple inheritance.
* It can be used to achieve loose coupling.

## Java 8 Interface Improvement

Since Java 8, interface can have default and static methods which is discussed later.

## Internal addition by compiler

#### The java compiler adds public and abstract keywords before the interface method. More, it adds public, static and final keywords before data members.

In other words, Interface fields are public, static and final by default, and methods are public and abstract.
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#### Understanding relationship between classes and interfaces

As shown in the figure given below, a class extends another class, an interface extends another interface but a **class implements an interface**.
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## Java Interface Example

In this example, Printable interface has only one method, its implementation is provided in the A class.

1. **interface** printable{
2. **void** print();
3. }
4. **class** A6 **implements** printable{
5. **public** **void** print(){System.out.println("Hello");}
7. **public** **static** **void** main(String args[]){
8. A6 obj = **new** A6();
9. obj.print();
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=A6)

Output:

Hello

## Java Interface Example: Drawable

In this example, Drawable interface has only one method. Its implementation is provided by Rectangle and Circle classes. In real scenario, interface is defined by someone but implementation is provided by different implementation providers. And, it is used by someone else. The implementation part is hidden by the user which uses the interface.

*File: TestInterface1.java*

1. //Interface declaration: by first user
2. **interface** Drawable{
3. **void** draw();
4. }
5. //Implementation: by second user
6. **class** Rectangle **implements** Drawable{
7. **public** **void** draw(){System.out.println("drawing rectangle");}
8. }
9. **class** Circle **implements** Drawable{
10. **public** **void** draw(){System.out.println("drawing circle");}
11. }
12. //Using interface: by third user
13. **class** TestInterface1{
14. **public** **static** **void** main(String args[]){
15. Drawable d=**new** Circle();//In real scenario, object is provided by method e.g. getDrawable()
16. d.draw();
17. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestInterface1)

Output:

drawing circle

## Java Interface Example: Bank

Let's see another example of java interface which provides the implementation of Bank interface.

*File: TestInterface2.java*

1. **interface** Bank{
2. **float** rateOfInterest();
3. }
4. **class** SBI **implements** Bank{
5. **public** **float** rateOfInterest(){**return** 9.15f;}
6. }
7. **class** PNB **implements** Bank{
8. **public** **float** rateOfInterest(){**return** 9.7f;}
9. }
10. **class** TestInterface2{
11. **public** **static** **void** main(String[] args){
12. Bank b=**new** SBI();
13. System.out.println("ROI: "+b.rateOfInterest());
14. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestInterface2)

Output:

ROI: 9.15

## Multiple inheritance in Java by interface

If a class implements multiple interfaces, or an interface extends multiple interfaces i.e. known as multiple inheritance.
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1. **interface** Printable{
2. **void** print();
3. }
4. **interface** Showable{
5. **void** show();
6. }
7. **class** A7 **implements** Printable,Showable{
8. **public** **void** print(){System.out.println("Hello");}
9. **public** **void** show(){System.out.println("Welcome");}
11. **public** **static** **void** main(String args[]){
12. A7 obj = **new** A7();
13. obj.print();
14. obj.show();
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=A7)

Output:Hello

Welcome

## Q) Multiple inheritance is not supported through class in java but it is possible by interface, why?

As we have explained in the inheritance chapter, multiple inheritance is not supported in case of class because of ambiguity. But it is supported in case of interface because there is no ambiguity as implementation is provided by the implementation class. For example:

1. **interface** Printable{
2. **void** print();
3. }
4. **interface** Showable{
5. **void** print();
6. }
8. **class** TestTnterface3 **implements** Printable, Showable{
9. **public** **void** print(){System.out.println("Hello");}
10. **public** **static** **void** main(String args[]){
11. TestTnterface1 obj = **new** TestTnterface1();
12. obj.print();
13. }
14. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=testInterface3)

Output:

Hello

As you can see in the above example, Printable and Showable interface have same methods but its implementation is provided by class TestTnterface1, so there is no ambiguity.

## Interface inheritance

A class implements interface but one interface extends another interface .

1. **interface** Printable{
2. **void** print();
3. }
4. **interface** Showable **extends** Printable{
5. **void** show();
6. }
7. **class** TestInterface4 **implements** Showable{
8. **public** **void** print(){System.out.println("Hello");}
9. **public** **void** show(){System.out.println("Welcome");}
11. **public** **static** **void** main(String args[]){
12. TestInterface4 obj = **new** TestInterface4();
13. obj.print();
14. obj.show();
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestInterface4)

Output:

Hello

Welcome

## Java 8 Default Method in Interface

Since Java 8, we can have method body in interface. But we need to make it default method. Let's see an example:

*File: TestInterfaceDefault.java*

1. **interface** Drawable{
2. **void** draw();
3. **default** **void** msg(){System.out.println("default method");}
4. }
5. **class** Rectangle **implements** Drawable{
6. **public** **void** draw(){System.out.println("drawing rectangle");}
7. }
8. **class** TestInterfaceDefault{
9. **public** **static** **void** main(String args[]){
10. Drawable d=**new** Rectangle();
11. d.draw();
12. d.msg();
13. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestInterfaceDefault)

Output:

drawing rectangle

default method

## Java 8 Static Method in Interface

Since Java 8, we can have static method in interface. Let's see an example:

*File: TestInterfaceStatic.java*

1. **interface** Drawable{
2. **void** draw();
3. **static** **int** cube(**int** x){**return** x\*x\*x;}
4. }
5. **class** Rectangle **implements** Drawable{
6. **public** **void** draw(){System.out.println("drawing rectangle");}
7. }
9. **class** TestInterfaceStatic{
10. **public** **static** **void** main(String args[]){
11. Drawable d=**new** Rectangle();
12. d.draw();
13. System.out.println(Drawable.cube(3));
14. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestInterfaceStatic)

Output:

drawing rectangle
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## Q) What is marker or tagged interface?

An interface that have no member is known as marker or tagged interface. For example: Serializable, Cloneable, Remote etc. They are used to provide some essential information to the JVM so that JVM may perform some useful operation.

1. //How Serializable interface is written?
2. **public** **interface** Serializable{
3. }

#### Nested Interface in Java

Note: An interface can have another interface i.e. known as nested interface. We will learn it in detail in the nested classes chapter. For example:

1. **interface** printable{
2. **void** print();
3. **interface** MessagePrintable{
4. **void** msg();
5. }
6. }

# Difference between abstract class and interface

Abstract class and interface both are used to achieve abstraction where we can declare the abstract methods. Abstract class and interface both can't be instantiated.

But there are many differences between abstract class and interface that are given below.

|  |  |
| --- | --- |
| **Abstract class** | **Interface** |
| 1) Abstract class can **have abstract and non-abstract** methods. | Interface can have **only abstract** methods. |
| 2) Abstract class **doesn't support multiple inheritance**. | Interface **supports multiple inheritance**. |
| 3) Abstract class **can have final, non-final, static and non-static variables**. | Interface has **only static and final variables**. |
| 4) Abstract class **can have static methods, main method and constructor**. | Interface **can't have static methods, main method or constructor**. |
| 5) Abstract class **can provide the implementation of interface**. | Interface **can't provide the implementation of abstract class**. |
| 6) The **abstract keyword** is used to declare abstract class. | The **interface keyword** is used to declare interface. |
| 7) **Example:** public abstract class Shape{ public abstract void draw(); } | **Example:** public interface Drawable{ void draw(); } |

Simply, abstract class achieves partial abstraction (0 to 100%) whereas interface achieves fully abstraction (100%).

### Example of abstract class and interface in Java

Let's see a simple example where we are using interface and abstract class both.

1. //Creating interface that has 4 methods
2. **interface** A{
3. **void** a();//bydefault, public and abstract
4. **void** b();
5. **void** c();
6. **void** d();
7. }
9. //Creating abstract class that provides the implementation of one method of A interface
10. **abstract** **class** B **implements** A{
11. **public** **void** c(){System.out.println("I am C");}
12. }
14. //Creating subclass of abstract class, now we need to provide the implementation of rest of the methods
15. **class** M **extends** B{
16. **public** **void** a(){System.out.println("I am a");}
17. **public** **void** b(){System.out.println("I am b");}
18. **public** **void** d(){System.out.println("I am d");}
19. }
21. //Creating a test class that calls the methods of A interface
22. **class** Test5{
23. **public** **static** **void** main(String args[]){
24. A a=**new** M();
25. a.a();
26. a.b();
27. a.c();
28. a.d();
29. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Test5)

Output:

I am a

I am b

I am c

I am d

Java Package

1. [Java Package](http://www.javatpoint.com/package)
2. [Example of package](http://www.javatpoint.com/package#packageex)
3. [Accessing package](http://www.javatpoint.com/package#packageaccess)
   1. [By import packagename.\*](http://www.javatpoint.com/package#packageaccess1)
   2. [By import packagename.classname](http://www.javatpoint.com/package#packageaccess2)
   3. [By fully qualified name](http://www.javatpoint.com/package#packageaccess3)
4. [Subpackage](http://www.javatpoint.com/package#packagesub)
5. [Sending class file to another directory](http://www.javatpoint.com/package#packageanotherdirectory)
6. [-classpath switch](http://www.javatpoint.com/package#packageclasspathswitch)
7. [4 ways to load the class file or jar file](http://www.javatpoint.com/package#packagewaystoload)
8. [How to put two public class in a package](http://www.javatpoint.com/package#packagetwopublic)
9. [Static Import](http://www.javatpoint.com/package#packagestaticimport)
10. [Package class](http://www.javatpoint.com/package-class)

A **java package** is a group of similar types of classes, interfaces and sub-packages.

Package in java can be categorized in two form, built-in package and user-defined package.

There are many built-in packages such as java, lang, awt, javax, swing, net, io, util, sql etc.

Here, we will have the detailed learning of creating and using user-defined packages.

Advantage of Java Package

1) Java package is used to categorize the classes and interfaces so that they can be easily maintained.

2) Java package provides access protection.

3) Java package removes naming collision.
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Simple example of java package

The **package keyword** is used to create a package in java.

1. //save as Simple.java
2. **package** mypack;
3. **public** **class** Simple{
4. **public** **static** **void** main(String args[]){
5. System.out.println("Welcome to package");
6. }
7. }

How to compile java package

If you are not using any IDE, you need to follow the **syntax** given below:

1. javac -d directory javafilename

For **example**

1. javac -d . Simple.java

The -d switch specifies the destination where to put the generated class file. You can use any directory name like /home (in case of Linux), d:/abc (in case of windows) etc. If you want to keep the package within the same directory, you can use . (dot).

How to run java package program

You need to use fully qualified name e.g. mypack.Simple etc to run the class.

|  |
| --- |
| **To Compile:** javac -d . Simple.java |
| **To Run:** java mypack.Simple |

Output:Welcome to package

|  |
| --- |
| The -d is a switch that tells the compiler where to put the class file i.e. it represents destination. The . represents the current folder. |

## How to access package from another package?

There are three ways to access the package from outside the package.

1. import package.\*;
2. import package.classname;
3. fully qualified name.

#### 1) Using packagename.\*

If you use package.\* then all the classes and interfaces of this package will be accessible but not subpackages.

The import keyword is used to make the classes and interface of another package accessible to the current package.

## Example of package that import the packagename.\*

1. //save by A.java
2. **package** pack;
3. **public** **class** A{
4. **public** **void** msg(){System.out.println("Hello");}
5. }
6. //save by B.java
7. **package** mypack;
8. **import** pack.\*;
10. **class** B{
11. **public** **static** **void** main(String args[]){
12. A obj = **new** A();
13. obj.msg();
14. }
15. }

Output:Hello

#### 2) Using packagename.classname

If you import package.classname then only declared class of this package will be accessible.

## Example of package by import package.classname

1. //save by A.java
3. **package** pack;
4. **public** **class** A{
5. **public** **void** msg(){System.out.println("Hello");}
6. }
7. //save by B.java
8. **package** mypack;
9. **import** pack.A;
11. **class** B{
12. **public** **static** **void** main(String args[]){
13. A obj = **new** A();
14. obj.msg();
15. }
16. }

Output:Hello

#### 3) Using fully qualified name

If you use fully qualified name then only declared class of this package will be accessible. Now there is no need to import. But you need to use fully qualified name every time when you are accessing the class or interface.

It is generally used when two packages have same class name e.g. java.util and java.sql packages contain Date class.

## Example of package by import fully qualified name

1. //save by A.java
2. **package** pack;
3. **public** **class** A{
4. **public** **void** msg(){System.out.println("Hello");}
5. }
6. //save by B.java
7. **package** mypack;
8. **class** B{
9. **public** **static** **void** main(String args[]){
10. pack.A obj = **new** pack.A();//using fully qualified name
11. obj.msg();
12. }
13. }

Output:Hello

#### Note: If you import a package, subpackages will not be imported.

If you import a package, all the classes and interface of that package will be imported excluding the classes and interfaces of the subpackages. Hence, you need to import the subpackage as well.

#### Note: Sequence of the program must be package then import then class.
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## Subpackage in java

Package inside the package is called the **subpackage**. It should be created **to categorize the package further**.

Let's take an example, Sun Microsystem has definded a package named java that contains many classes like System, String, Reader, Writer, Socket etc. These classes represent a particular group e.g. Reader and Writer classes are for Input/Output operation, Socket and ServerSocket classes are for networking etc and so on. So, Sun has subcategorized the java package into subpackages such as lang, net, io etc. and put the Input/Output related classes in io package, Server and ServerSocket classes in net packages and so on.

#### The standard of defining package is domain.company.package e.g. com.javatpoint.bean or org.sssit.dao.

### Example of Subpackage

1. **package** com.javatpoint.core;
2. **class** Simple{
3. **public** **static** **void** main(String args[]){
4. System.out.println("Hello subpackage");
5. }
6. }

|  |
| --- |
| **To Compile:** javac -d . Simple.java |
| **To Run:** java com.javatpoint.core.Simple |

Output:Hello subpackage

## How to send the class file to another directory or drive?

There is a scenario, I want to put the class file of A.java source file in classes folder of c: drive. For example:
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1. //save as Simple.java
2. **package** mypack;
3. **public** **class** Simple{
4. **public** **static** **void** main(String args[]){
5. System.out.println("Welcome to package");
6. }
7. }

### To Compile:

**e:\sources> javac -d c:\classes Simple.java**

### To Run:

|  |
| --- |
| To run this program from e:\source directory, you need to set classpath of the directory where the class file resides. |
| **e:\sources> set classpath=c:\classes;.;** |
| **e:\sources> java mypack.Simple** |

### Another way to run this program by -classpath switch of java:

The -classpath switch can be used with javac and java tool.

To run this program from e:\source directory, you can use -classpath switch of java that tells where to look for class file. For example:

**e:\sources> java -classpath c:\classes mypack.Simple**

Output:Welcome to package

### Ways to load the class files or jar files

|  |
| --- |
| There are two ways to load the class files temporary and permanent. |

* Temporary
  + By setting the classpath in the command prompt
  + By -classpath switch
* Permanent
  + By setting the classpath in the environment variables
  + By creating the jar file, that contains all the class files, and copying the jar file in the jre/lib/ext folder.

#### Rule: There can be only one public class in a java source file and it must be saved by the public class name.

1. //save as C.java otherwise Compilte Time Error
3. **class** A{}
4. **class** B{}
5. **public** **class** C{}

### How to put two public classes in a package?

|  |
| --- |
| If you want to put two public classes in a package, have two java source files containing one public class, but keep the package name same. For example: |

1. //save as A.java
3. **package** javatpoint;
4. **public** **class** A{}
5. //save as B.java
7. **package** javatpoint;
8. **public** **class** B{}

# Java Static Import

The static import feature of Java 5 facilitate the java programmer to access any static member of a class directly. There is no need to qualify it by the class name.

## Advantage of static import:

* Less coding is required if you have access any static member of a class oftenly.

## Disadvantage of static import:

* If you overuse the static import feature, it makes the program unreadable and unmaintainable.

### Simple Example of static import

1. **import** **static** java.lang.System.\*;
2. **class** StaticImportExample{
3. **public** **static** **void** main(String args[]){
5. out.println("Hello");//Now no need of System.out
6. out.println("Java");
8. }
9. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=StaticImportExample)

Output:Hello

Java

### What is the difference between import and static import?

The import allows the java programmer to access classes of a package without package qualification whereas the static import feature allows to access the static members of a class without the class qualification. The import provides accessibility to classes and interface whereas static import provides accessibility to static members of the class.

Access Modifiers in java

1. [private access modifier](http://www.javatpoint.com/access-modifiers#accessprivate)
2. [Role of private constructor](http://www.javatpoint.com/access-modifiers#accessprivatecons)
3. [default access modifier](http://www.javatpoint.com/access-modifiers#accessdefault)
4. [protected access modifier](http://www.javatpoint.com/access-modifiers#accessprotected)
5. [public access modifier](http://www.javatpoint.com/access-modifiers#accesspublic)
6. [Applying access modifier with method overriding](http://www.javatpoint.com/access-modifiers#accessoverriding)

There are two types of modifiers in java: **access modifiers** and **non-access modifiers**.

The access modifiers in java specifies accessibility (scope) of a data member, method, constructor or class.

There are 4 types of java access modifiers:

1. private
2. default
3. protected
4. public

There are many non-access modifiers such as static, abstract, synchronized, native, volatile, transient etc. Here, we will learn access modifiers.

### 1) private access modifier

|  |
| --- |
| The private access modifier is accessible only within class. |

### Simple example of private access modifier

|  |
| --- |
| In this example, we have created two classes A and Simple. A class contains private data member and private method. We are accessing these private members from outside the class, so there is compile time error. |

1. **class** A{
2. **private** **int** data=40;
3. **private** **void** msg(){System.out.println("Hello java");}
4. }
6. **public** **class** Simple{
7. **public** **static** **void** main(String args[]){
8. A obj=**new** A();
9. System.out.println(obj.data);//Compile Time Error
10. obj.msg();//Compile Time Error
11. }
12. }

### Role of Private Constructor

|  |
| --- |
| If you make any class constructor private, you cannot create the instance of that class from outside the class. For example: |

1. **class** A{
2. **private** A(){}//private constructor
3. **void** msg(){System.out.println("Hello java");}
4. }
5. **public** **class** Simple{
6. **public** **static** **void** main(String args[]){
7. A obj=**new** A();//Compile Time Error
8. }
9. }

#### Note: A class cannot be private or protected except nested class.

### 2) default access modifier

|  |
| --- |
| If you don't use any modifier, it is treated as **default** bydefault. The default modifier is accessible only within package. |

### Example of default access modifier

|  |
| --- |
| In this example, we have created two packages pack and mypack. We are accessing the A class from outside its package, since A class is not public, so it cannot be accessed from outside the package. |

1. //save by A.java
2. **package** pack;
3. **class** A{
4. **void** msg(){System.out.println("Hello");}
5. }
6. //save by B.java
7. **package** mypack;
8. **import** pack.\*;
9. **class** B{
10. **public** **static** **void** main(String args[]){
11. A obj = **new** A();//Compile Time Error
12. obj.msg();//Compile Time Error
13. }
14. }

In the above example, the scope of class A and its method msg() is default so it cannot be accessed from outside the package.

### 3) protected access modifier

The **protected access modifier** is accessible within package and outside the package but through inheritance only.

The protected access modifier can be applied on the data member, method and constructor. It can't be applied on the class.

### Example of protected access modifier

In this example, we have created the two packages pack and mypack. The A class of pack package is public, so can be accessed from outside the package. But msg method of this package is declared as protected, so it can be accessed from outside the class only through inheritance.

1. //save by A.java
2. **package** pack;
3. **public** **class** A{
4. **protected** **void** msg(){System.out.println("Hello");}
5. }
6. //save by B.java
7. **package** mypack;
8. **import** pack.\*;
10. **class** B **extends** A{
11. **public** **static** **void** main(String args[]){
12. B obj = **new** B();
13. obj.msg();
14. }
15. }

Output:Hello

### 4) public access modifier

|  |
| --- |
| The **public access modifier** is accessible everywhere. It has the widest scope among all other modifiers. |

### Example of public access modifier

1. //save by A.java
3. **package** pack;
4. **public** **class** A{
5. **public** **void** msg(){System.out.println("Hello");}
6. }
7. //save by B.java
9. **package** mypack;
10. **import** pack.\*;
12. **class** B{
13. **public** **static** **void** main(String args[]){
14. A obj = **new** A();
15. obj.msg();
16. }
17. }

Output:Hello

### Understanding all java access modifiers

Let's understand the access modifiers by a simple table.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Access Modifier** | **within class** | **within package** | **outside package by subclass only** | **outside package** |
| **Private** | Y | N | N | N |
| **Default** | Y | Y | N | N |
| **Protected** | Y | Y | Y | N |
| **Public** | Y | Y | Y | Y |

### Java access modifiers with method overriding

If you are overriding any method, overridden method (i.e. declared in subclass) must not be more restrictive.

1. **class** A{
2. **protected** **void** msg(){System.out.println("Hello java");}
3. }
5. **public** **class** Simple **extends** A{
6. **void** msg(){System.out.println("Hello java");}//C.T.Error
7. **public** **static** **void** main(String args[]){
8. Simple obj=**new** Simple();
9. obj.msg();
10. }
11. }

|  |
| --- |
| The default modifier is more restrictive than protected. That is why there is compile time error. |

# Encapsulation in Java

**Encapsulation in java** is a process of wrapping code and data together into a single unit, for example capsule i.e. mixed of several medicines.

![encapsulation in java](data:image/jpeg;base64,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)

We can create a fully encapsulated class in java by making all the data members of the class private. Now we can use setter and getter methods to set and get the data in it.

The **Java Bean** class is the example of fully encapsulated class.

### Advantage of Encapsulation in java

By providing only setter or getter method, you can make the class **read-only or write-only**.

It provides you the **control over the data**. Suppose you want to set the value of id i.e. greater than 100 only, you can write the logic inside the setter method.

### Simple example of encapsulation in java

Let's see the simple example of encapsulation that has only one field with its setter and getter methods.

1. //save as Student.java
2. **package** com.javatpoint;
3. **public** **class** Student{
4. **private** String name;
6. **public** String getName(){
7. **return** name;
8. }
9. **public** **void** setName(String name){
10. **this**.name=name
11. }
12. }
13. //save as Test.java
14. **package** com.javatpoint;
15. **class** Test{
16. **public** **static** **void** main(String[] args){
17. Student s=**new** Student();
18. s.setName("vijay");
19. System.out.println(s.getName());
20. }
21. }

Compile By: javac -d . Test.java

Run By: java com.javatpoint.Test

Output: vijay

Object class in Java

The **Object class** is the parent class of all the classes in java by default. In other words, it is the topmost class of java.

The Object class is beneficial if you want to refer any object whose type you don't know. Notice that parent class reference variable can refer the child class object, know as upcasting.

Let's take an example, there is getObject() method that returns an object but it can be of any type like Employee,Student etc, we can use Object class reference to refer that object. For example:

1. Object obj=getObject();//we don't know what object will be returned from this method

The Object class provides some common behaviors to all the objects such as object can be compared, object can be cloned, object can be notified etc.

### Methods of Object class

|  |
| --- |
| The Object class provides many methods. They are as follows: |

|  |  |
| --- | --- |
| **Method** | **Description** |
| public final Class getClass() | returns the Class class object of this object. The Class class can further be used to get the metadata of this class. |
| public int hashCode() | returns the hashcode number for this object. |
| public boolean equals(Object obj) | compares the given object to this object. |
| protected Object clone() throws CloneNotSupportedException | creates and returns the exact copy (clone) of this object. |
| public String toString() | returns the string representation of this object. |
| public final void notify() | wakes up single thread, waiting on this object's monitor. |
| public final void notifyAll() | wakes up all the threads, waiting on this object's monitor. |
| public final void wait(long timeout)throws InterruptedException | causes the current thread to wait for the specified milliseconds, until another thread notifies (invokes notify() or notifyAll() method). |
| public final void wait(long timeout,int nanos)throws InterruptedException | causes the current thread to wait for the specified milliseconds and nanoseconds, until another thread notifies (invokes notify() or notifyAll() method). |
| public final void wait()throws InterruptedException | causes the current thread to wait, until another thread notifies (invokes notify() or notifyAll() method). |
| protected void finalize()throws Throwable | is invoked by the garbage collector before object is being garbage collected. |

We will have the detailed learning of these methods in next chapters.

# Object Cloning in Java
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The **java.lang.Cloneable interface** must be implemented by the class whose object clone we want to create. If we don't implement Cloneable interface, clone() method generates **CloneNotSupportedException**.

The **clone() method** is defined in the Object class. Syntax of the clone() method is as follows:

1. **protected** Object clone() **throws** CloneNotSupportedException

### Why use clone() method ?

The **clone() method** saves the extra processing task for creating the exact copy of an object. If we perform it by using the new keyword, it will take a lot of processing to be performed that is why we use object cloning.

### Advantage of Object cloning

Less processing task.

### Example of clone() method (Object cloning)

Let's see the simple example of object cloning

1. **class** Student18 **implements** Cloneable{
2. **int** rollno;
3. String name;
5. Student18(**int** rollno,String name){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. }
10. **public** Object clone()**throws** CloneNotSupportedException{
11. **return** **super**.clone();
12. }
14. **public** **static** **void** main(String args[]){
15. **try**{
16. Student18 s1=**new** Student18(101,"amit");
18. Student18 s2=(Student18)s1.clone();
20. System.out.println(s1.rollno+" "+s1.name);
21. System.out.println(s2.rollno+" "+s2.name);
23. }**catch**(CloneNotSupportedException c){}
25. }
26. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Student18)

Output:101 amit

101 amit

[download the example of object cloning](http://www.javatpoint.com/src/oops/clone.zip)

As you can see in the above example, both reference variables have the same value. Thus, the clone() copies the values of an object to another. So we don't need to write explicit code to copy the value of an object to another.

If we create another object by new keyword and assign the values of another object to this one, it will require a lot of processing on this object. So to save the extra processing task we use clone() method.

# Java Array

Normally, array is a collection of similar type of elements that have contiguous memory location.

**Java array** is an object the contains elements of similar data type. It is a data structure where we store similar elements. We can store only fixed set of elements in a java array.

Array in java is index based, first element of the array is stored at 0 index.
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### Advantage of Java Array

* **Code Optimization:** It makes the code optimized, we can retrieve or sort the data easily.
* **Random access:** We can get any data located at any index position.

### Disadvantage of Java Array

* **Size Limit:** We can store only fixed size of elements in the array. It doesn't grow its size at runtime. To solve this problem, collection framework is used in java.

### Types of Array in java

There are two types of array.

* Single Dimensional Array
* Multidimensional Array

### Single Dimensional Array in java

### Syntax to Declare an Array in java

1. dataType[] arr; (or)
2. dataType []arr; (or)
3. dataType arr[];

### Instantiation of an Array in java

1. arrayRefVar=**new** datatype[size];

### Example of single dimensional java array

Let's see the simple example of java array, where we are going to declare, instantiate, initialize and traverse an array.

1. **class** Testarray{
2. **public** **static** **void** main(String args[]){
4. **int** a[]=**new** **int**[5];//declaration and instantiation
5. a[0]=10;//initialization
6. a[1]=20;
7. a[2]=70;
8. a[3]=40;
9. a[4]=50;
11. //printing array
12. **for**(**int** i=0;i<a.length;i++)//length is the property of array
13. System.out.println(a[i]);
15. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testarray)

Output: 10

20

70

40

50

## Declaration, Instantiation and Initialization of Java Array

We can declare, instantiate and initialize the java array together by:

1. **int** a[]={33,3,4,5};//declaration, instantiation and initialization

Let's see the simple example to print this array.

1. **class** Testarray1{
2. **public** **static** **void** main(String args[]){
4. **int** a[]={33,3,4,5};//declaration, instantiation and initialization
6. //printing array
7. **for**(**int** i=0;i<a.length;i++)//length is the property of array
8. System.out.println(a[i]);
10. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testarray1)

Output:33

3

4

5

### Passing Array to method in java

We can pass the java array to method so that we can reuse the same logic on any array.

Let's see the simple example to get minimum number of an array using method.

1. **class** Testarray2{
2. **static** **void** min(**int** arr[]){
3. **int** min=arr[0];
4. **for**(**int** i=1;i<arr.length;i++)
5. **if**(min>arr[i])
6. min=arr[i];
8. System.out.println(min);
9. }
11. **public** **static** **void** main(String args[]){
13. **int** a[]={33,3,4,5};
14. min(a);//passing array to method
16. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testarray2)

Output:3

### Multidimensional array in java

In such case, data is stored in row and column based index (also known as matrix form).

### Syntax to Declare Multidimensional Array in java

1. dataType[][] arrayRefVar; (or)
2. dataType [][]arrayRefVar; (or)
3. dataType arrayRefVar[][]; (or)
4. dataType []arrayRefVar[];

### Example to instantiate Multidimensional Array in java

1. **int**[][] arr=**new** **int**[3][3];//3 row and 3 column

### Example to initialize Multidimensional Array in java

1. arr[0][0]=1;
2. arr[0][1]=2;
3. arr[0][2]=3;
4. arr[1][0]=4;
5. arr[1][1]=5;
6. arr[1][2]=6;
7. arr[2][0]=7;
8. arr[2][1]=8;
9. arr[2][2]=9;

### Example of Multidimensional java array

Let's see the simple example to declare, instantiate, initialize and print the 2Dimensional array.

1. **class** Testarray3{
2. **public** **static** **void** main(String args[]){
4. //declaring and initializing 2D array
5. **int** arr[][]={{1,2,3},{2,4,5},{4,4,5}};
7. //printing 2D array
8. **for**(**int** i=0;i<3;i++){
9. **for**(**int** j=0;j<3;j++){
10. System.out.print(arr[i][j]+" ");
11. }
12. System.out.println();
13. }
15. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testarray3)

Output:1 2 3

2 4 5

4 4 5

### What is the class name of java array?

In java, array is an object. For array object, an proxy class is created whose name can be obtained by getClass().getName() method on the object.

1. **class** Testarray4{
2. **public** **static** **void** main(String args[]){
4. **int** arr[]={4,4,5};
6. Class c=arr.getClass();
7. String name=c.getName();
9. System.out.println(name);
11. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testarray4)

Output:I

### Copying a java array

We can copy an array to another by the arraycopy method of System class.

### Syntax of arraycopy method

1. **public** **static** **void** arraycopy(
2. Object src, **int** srcPos,Object dest, **int** destPos, **int** length
3. )

### Example of arraycopy method

1. **class** TestArrayCopyDemo {
2. **public** **static** **void** main(String[] args) {
3. **char**[] copyFrom = { 'd', 'e', 'c', 'a', 'f', 'f', 'e',
4. 'i', 'n', 'a', 't', 'e', 'd' };
5. **char**[] copyTo = **new** **char**[7];
7. System.arraycopy(copyFrom, 2, copyTo, 0, 7);
8. System.out.println(**new** String(copyTo));
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestArrayCopyDemo)

Output:caffein

### Addition of 2 matrices in java

Let's see a simple example that adds two matrices.

1. **class** Testarray5{
2. **public** **static** **void** main(String args[]){
3. //creating two matrices
4. **int** a[][]={{1,3,4},{3,4,5}};
5. **int** b[][]={{1,3,4},{3,4,5}};
7. //creating another matrix to store the sum of two matrices
8. **int** c[][]=**new** **int**[2][3];
10. //adding and printing addition of 2 matrices
11. **for**(**int** i=0;i<2;i++){
12. **for**(**int** j=0;j<3;j++){
13. c[i][j]=a[i][j]+b[i][j];
14. System.out.print(c[i][j]+" ");
15. }
16. System.out.println();//new line
17. }
19. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testarray5)

Output:2 6 8

6 8 10

Wrapper class in Java

**Wrapper class in java** provides the mechanism *to convert primitive into object and object into primitive*.

Since J2SE 5.0, **autoboxing** and **unboxing** feature converts primitive into object and object into primitive automatically. The automatic conversion of primitive into object is known as autoboxing and vice-versa unboxing.

The eight classes of *java.lang* package are known as wrapper classes in java. The list of eight wrapper classes are given below:

|  |  |
| --- | --- |
| **Primitive Type** | **Wrapper class** |
| boolean | Boolean |
| char | Character |
| byte | Byte |
| short | Short |
| int | Integer |
| long | Long |
| float | Float |
| double | Double |

Wrapper class Example: Primitive to Wrapper

1. **public** **class** WrapperExample1{
2. **public** **static** **void** main(String args[]){
3. //Converting int into Integer
4. **int** a=20;
5. Integer i=Integer.valueOf(a);//converting int into Integer
6. Integer j=a;//autoboxing, now compiler will write Integer.valueOf(a) internally
8. System.out.println(a+" "+i+" "+j);
9. }}

Output:

20 20 20

Wrapper class Example: Wrapper to Primitive

1. **public** **class** WrapperExample2{
2. **public** **static** **void** main(String args[]){
3. //Converting Integer to int
4. Integer a=**new** Integer(3);
5. **int** i=a.intValue();//converting Integer to int
6. **int** j=a;//unboxing, now compiler will write a.intValue() internally
8. System.out.println(a+" "+i+" "+j);
9. }}

Output:

3 3 3

# Java Command Line Arguments

1. [Command Line Argument](http://www.javatpoint.com/command-line-argument)
2. [Simple example of command-line argument](http://www.javatpoint.com/command-line-argument#cmdex1)
3. [Example of command-line argument that prints all the values](http://www.javatpoint.com/command-line-argument#cmdex2)

The java command-line argument is an argument i.e. passed at the time of running the java program.

The arguments passed from the console can be received in the java program and it can be used as an input.

So, it provides a convenient way to check the behavior of the program for the different values. You can pass **N** (1,2,3 and so on) numbers of arguments from the command prompt.

### Simple example of command-line argument in java

|  |
| --- |
| In this example, we are receiving only one argument and printing it. To run this java program, you must pass at least one argument from the command prompt. |

1. **class** CommandLineExample{
2. **public** **static** **void** main(String args[]){
3. System.out.println("Your first argument is: "+args[0]);
4. }
5. }
6. compile by > javac CommandLineExample.java
7. run by > java CommandLineExample sonoo

Output: Your first argument is: sonoo

### Example of command-line argument that prints all the values

|  |
| --- |
| In this example, we are printing all the arguments passed from the command-line. For this purpose, we have traversed the array using for loop. |

1. **class** A{
2. **public** **static** **void** main(String args[]){
4. **for**(**int** i=0;i<args.length;i++)
5. System.out.println(args[i]);
7. }
8. }
9. compile by > javac A.java
10. run by > java A sonoo jaiswal 1 3 abc

Output: sonoo

jaiswal

1

3

abc

Java String

In java, string is basically an object that represents sequence of char values. An array of characters works same as java string. For example:

1. **char**[] ch={'j','a','v','a','t','p','o','i','n','t'};
2. String s=**new** String(ch);

is same as:

1. String s="javatpoint";

**Java String** class provides a lot of methods to perform operations on string such as compare(), concat(), equals(), split(), length(), replace(), compareTo(), intern(), substring() etc.

The java.lang.String class implements *Serializable*, *Comparable* and *CharSequence* interfaces.
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CharSequence Interface

The CharSequence interface is used to represent sequence of characters. It is implemented by String, StringBuffer and StringBuilder classes. It means, we can create string in java by using these 3 classes.
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The java String is immutable i.e. it cannot be changed. Whenever we change any string, a new instance is created. For mutable string, you can use StringBuffer and StringBuilder classes.

We will discuss about immutable string later. Let's first understand what is string in java and how to create the string object.

### What is String in java

Generally, string is a sequence of characters. But in java, string is an object that represents a sequence of characters. The java.lang.String class is used to create string object.

### How to create String object?

|  |
| --- |
| There are two ways to create String object:   1. By string literal 2. By new keyword |

### 1) String Literal

Java String literal is created by using double quotes. For Example:

1. String s="welcome";

Each time you create a string literal, the JVM checks the string constant pool first. If the string already exists in the pool, a reference to the pooled instance is returned. If string doesn't exist in the pool, a new string instance is created and placed in the pool. For example:

1. String s1="Welcome";
2. String s2="Welcome";//will not create new instance
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In the above example only one object will be created. Firstly JVM will not find any string object with the value "Welcome" in string constant pool, so it will create a new object. After that it will find the string with the value "Welcome" in the pool, it will not create new object but will return the reference to the same instance.

#### Note: String objects are stored in a special memory area known as string constant pool.

### Why java uses concept of string literal?

To make Java more memory efficient (because no new objects are created if it exists already in string constant pool).

### 2) By new keyword

1. String s=**new** String("Welcome");//creates two objects and one reference variable

In such case, JVM will create a new string object in normal(non pool) heap memory and the literal "Welcome" will be placed in the string constant pool. The variable s will refer to the object in heap(non pool).

### Java String Example

1. **public** **class** StringExample{
2. **public** **static** **void** main(String args[]){
3. String s1="java";//creating string by java string literal
4. **char** ch[]={'s','t','r','i','n','g','s'};
5. String s2=**new** String(ch);//converting char array to string
6. String s3=**new** String("example");//creating java string by new keyword
7. System.out.println(s1);
8. System.out.println(s2);
9. System.out.println(s3);
10. }}

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=StringExample)
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# Immutable String in Java

In java, **string objects are immutable**. Immutable simply means unmodifiable or unchangeable.

Once string object is created its data or state can't be changed but a new string object is created.

Let's try to understand the immutability concept by the example given below:

1. **class** Testimmutablestring{
2. **public** **static** **void** main(String args[]){
3. String s="Sachin";
4. s.concat(" Tendulkar");//concat() method appends the string at the end
5. System.out.println(s);//will print Sachin because strings are immutable objects
6. }
7. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testimmutablestring)

Output:Sachin

Now it can be understood by the diagram given below. Here Sachin is not changed but a new object is created with sachintendulkar. That is why string is known as immutable.
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As you can see in the above figure that two objects are created but s reference variable still refers to "Sachin" not to "Sachin Tendulkar".

But if we explicitely assign it to the reference variable, it will refer to "Sachin Tendulkar" object.For example:

1. **class** Testimmutablestring1{
2. **public** **static** **void** main(String args[]){
3. String s="Sachin";
4. s=s.concat(" Tendulkar");
5. System.out.println(s);
6. }
7. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testimmutablestring1)

Output:Sachin Tendulkar

In such case, s points to the "Sachin Tendulkar". Please notice that still sachin object is not modified.

### Why string objects are immutable in java?

|  |
| --- |
| Because java uses the concept of string literal.Suppose there are 5 reference variables,all referes to one object "sachin".If one reference variable changes the value of the object, it will be affected to all the reference variables. That is why string objects are immutable in java. |

Java String compare
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We can compare string in java on the basis of content and reference.

It is used in **authentication** (by equals() method), **sorting** (by compareTo() method), **reference matching** (by == operator) etc.

There are three ways to compare string in java:

1. By equals() method
2. By = = operator
3. By compareTo() method

1) String compare by equals() method

The String equals() method compares the original content of the string. It compares values of string for equality. String class provides two methods:

* **public boolean equals(Object another)** compares this string to the specified object.
* **public boolean equalsIgnoreCase(String another)** compares this String to another string, ignoring case.

1. **class** Teststringcomparison1{
2. **public** **static** **void** main(String args[]){
3. String s1="Sachin";
4. String s2="Sachin";
5. String s3=**new** String("Sachin");
6. String s4="Saurav";
7. System.out.println(s1.equals(s2));//true
8. System.out.println(s1.equals(s3));//true
9. System.out.println(s1.equals(s4));//false
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Teststringcomparison1)

Output:true

true

false

1. **class** Teststringcomparison2{
2. **public** **static** **void** main(String args[]){
3. String s1="Sachin";
4. String s2="SACHIN";
6. System.out.println(s1.equals(s2));//false
7. System.out.println(s1.equalsIgnoreCase(s3));//true
8. }
9. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Teststringcomparison2)

Output:false

true

2) String compare by == operator

The = = operator compares references not values.

1. **class** Teststringcomparison3{
2. **public** **static** **void** main(String args[]){
3. String s1="Sachin";
4. String s2="Sachin";
5. String s3=**new** String("Sachin");
6. System.out.println(s1==s2);//true (because both refer to same instance)
7. System.out.println(s1==s3);//false(because s3 refers to instance created in nonpool)
8. }
9. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Teststringcomparison3)

Output:true

false

3) String compare by compareTo() method

The String compareTo() method compares values lexicographically and returns an integer value that describes if first string is less than, equal to or greater than second string.

Suppose s1 and s2 are two string variables. If:

* **s1 == s2** :0
* **s1 > s2**  :positive value
* **s1 < s2**  :negative value

1. **class** Teststringcomparison4{
2. **public** **static** **void** main(String args[]){
3. String s1="Sachin";
4. String s2="Sachin";
5. String s3="Ratan";
6. System.out.println(s1.compareTo(s2));//0
7. System.out.println(s1.compareTo(s3));//1(because s1>s3)
8. System.out.println(s3.compareTo(s1));//-1(because s3 < s1 )
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Teststringcomparison4)

Output:0

1

-1

String Concatenation in Java

In java, string concatenation forms a new string *that is* the combination of multiple strings. There are two ways to concat string in java:

1. By + (string concatenation) operator
2. By concat() method

1) String Concatenation by + (string concatenation) operator

Java string concatenation operator (+) is used to add strings. For Example:

1. **class** TestStringConcatenation1{
2. **public** **static** **void** main(String args[]){
3. String s="Sachin"+" Tendulkar";
4. System.out.println(s);//Sachin Tendulkar
5. }
6. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestStringConcatenation1)

Output:Sachin Tendulkar

The **Java compiler transforms** above code to this:

1. String s=(**new** StringBuilder()).append("Sachin").append(" Tendulkar).toString();

In java, String concatenation is implemented through the StringBuilder (or StringBuffer) class and its append method. String concatenation operator produces a new string by appending the second operand onto the end of the first operand. The string concatenation operator can concat not only string but primitive values also. For Example:

1. **class** TestStringConcatenation2{
2. **public** **static** **void** main(String args[]){
3. String s=50+30+"Sachin"+40+40;
4. System.out.println(s);//80Sachin4040
5. }
6. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestStringConcatenation2)

80Sachin4040

#### Note: After a string literal, all the + will be treated as string concatenation operator.

### 2) String Concatenation by concat() method

The String concat() method concatenates the specified string to the end of current string. Syntax:

1. **public** String concat(String another)

Let's see the example of String concat() method.

1. **class** TestStringConcatenation3{
2. **public** **static** **void** main(String args[]){
3. String s1="Sachin ";
4. String s2="Tendulkar";
5. String s3=s1.concat(s2);
6. System.out.println(s3);//Sachin Tendulkar
7. }
8. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestStringConcatenation3)

Sachin Tendulkar

# Substring in Java

A part of string is called **substring**. In other words, substring is a subset of another string. In case of substring startIndex is inclusive and endIndex is exclusive.

#### Note: Index starts from 0.

You can get substring from the given string object by one of the two methods:

1. **public String substring(int startIndex):** This method returns new String object containing the substring of the given string from specified startIndex (inclusive).
2. **public String substring(int startIndex, int endIndex):**This method returns new String object containing the substring of the given string from specified startIndex to endIndex.

In case of string:

* **startIndex:** inclusive
* **endIndex:** exclusive

Let's understand the startIndex and endIndex by the code given below.

1. String s="hello";
2. System.out.println(s.substring(0,2));//he

In the above substring, 0 points to h but 2 points to e (because end index is exclusive).

Example of java substring

1. **public** **class** TestSubstring{
2. **public** **static** **void** main(String args[]){
3. String s="SachinTendulkar";
4. System.out.println(s.substring(6));//Tendulkar
5. System.out.println(s.substring(0,6));//Sachin
6. }
7. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSubstring)

Tendulkar

Sachin

# Java String class methods

The java.lang.String class provides a lot of methods to work on string. By the help of these methods, we can perform operations on string such as trimming, concatenating, converting, comparing, replacing strings etc.

Java String is a powerful concept because everything is treated as a string if you submit any form in window based, web based or mobile application.

Let's see the important methods of String class.

### Java String toUpperCase() and toLowerCase() method

The java string toUpperCase() method converts this string into uppercase letter and string toLowerCase() method into lowercase letter.

1. String s="Sachin";
2. System.out.println(s.toUpperCase());//SACHIN
3. System.out.println(s.toLowerCase());//sachin
4. System.out.println(s);//Sachin(no change in original)

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testmethodofstringclass)

SACHIN

sachin

Sachin

### Java String trim() method

The string trim() method eliminates white spaces before and after string.

1. String s="  Sachin  ";
2. System.out.println(s);//  Sachin
3. System.out.println(s.trim());//Sachin

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testmethodofstringclass1)

Sachin

Sachin

### Java String startsWith() and endsWith() method

1. String s="Sachin";
2. System.out.println(s.startsWith("Sa"));//true
3. System.out.println(s.endsWith("n"));//true

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testmethodofstringclass2)

true

true

### Java String charAt() method

The string charAt() method returns a character at specified index.

1. String s="Sachin";
2. System.out.println(s.charAt(0));//S
3. System.out.println(s.charAt(3));//h

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testmethodofstringclass3)

S

h

### Java String length() method

The string length() method returns length of the string.

1. String s="Sachin";
2. System.out.println(s.length());//6

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testmethodofstringclass4)

6

### Java String intern() method

A pool of strings, initially empty, is maintained privately by the class String.

When the intern method is invoked, if the pool already contains a string equal to this String object as determined by the equals(Object) method, then the string from the pool is returned. Otherwise, this String object is added to the pool and a reference to this String object is returned.

1. String s=**new** String("Sachin");
2. String s2=s.intern();
3. System.out.println(s2);//Sachin

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testmethodofstringclass5)

Sachin

### Java String valueOf() method

The string valueOf() method coverts given type such as int, long, float, double, boolean, char and char array into string.

1. **int** a=10;
2. String s=String.valueOf(a);
3. System.out.println(s+10);

Output:

1010

### Java String replace() method

The string replace() method replaces all occurrence of first sequence of character with second sequence of character.

1. String s1="Java is a programming language. Java is a platform. Java is an Island.";
2. String replaceString=s1.replace("Java","Kava");//replaces all occurrences of "Java" to "Kava"
3. System.out.println(replaceString);

Output:

Kava is a programming language. Kava is a platform. Kava is an Island.

# Java StringBuffer class

Java StringBuffer class is used to created mutable (modifiable) string. The StringBuffer class in java is same as String class except it is mutable i.e. it can be changed.

#### Note: Java StringBuffer class is thread-safe i.e. multiple threads cannot access it simultaneously. So it is safe and will result in an order.

### Important Constructors of StringBuffer class

1. **StringBuffer():** creates an empty string buffer with the initial capacity of 16.
2. **StringBuffer(String str):** creates a string buffer with the specified string.
3. **StringBuffer(int capacity):** creates an empty string buffer with the specified capacity as length.

### Important methods of StringBuffer class

1. **public synchronized StringBuffer append(String s):** is used to append the specified string with this string. The append() method is overloaded like append(char), append(boolean), append(int), append(float), append(double) etc.
2. **public synchronized StringBuffer insert(int offset, String s):** is used to insert the specified string with this string at the specified position. The insert() method is overloaded like insert(int, char), insert(int, boolean), insert(int, int), insert(int, float), insert(int, double) etc.
3. **public synchronized StringBuffer replace(int startIndex, int endIndex, String str):** is used to replace the string from specified startIndex and endIndex.
4. **public synchronized StringBuffer delete(int startIndex, int endIndex):** is used to delete the string from specified startIndex and endIndex.
5. **public synchronized StringBuffer reverse():** is used to reverse the string.
6. **public int capacity():** is used to return the current capacity.
7. **public void ensureCapacity(int minimumCapacity):** is used to ensure the capacity at least equal to the given minimum.
8. **public char charAt(int index):** is used to return the character at the specified position.
9. **public int length():** is used to return the length of the string i.e. total number of characters.
10. **public String substring(int beginIndex):** is used to return the substring from the specified beginIndex.
11. **public String substring(int beginIndex, int endIndex):** is used to return the substring from the specified beginIndex and endIndex.

### What is mutable string

A string that can be modified or changed is known as mutable string. StringBuffer and StringBuilder classes are used for creating mutable string.

### 1) StringBuffer append() method

The append() method concatenates the given argument with this string.

1. **class** A{
2. **public** **static** **void** main(String args[]){
3. StringBuffer sb=**new** StringBuffer("Hello ");
4. sb.append("Java");//now original string is changed
5. System.out.println(sb);//prints Hello Java
6. }
7. }

### 2) StringBuffer insert() method

The insert() method inserts the given string with this string at the given position.

1. **class** A{
2. **public** **static** **void** main(String args[]){
3. StringBuffer sb=**new** StringBuffer("Hello ");
4. sb.insert(1,"Java");//now original string is changed
5. System.out.println(sb);//prints HJavaello
6. }
7. }

### 3) StringBuffer replace() method

The replace() method replaces the given string from the specified beginIndex and endIndex.

1. **class** A{
2. **public** **static** **void** main(String args[]){
3. StringBuffer sb=**new** StringBuffer("Hello");
4. sb.replace(1,3,"Java");
5. System.out.println(sb);//prints HJavalo
6. }
7. }

### 4) StringBuffer delete() method

The delete() method of StringBuffer class deletes the string from the specified beginIndex to endIndex.

1. **class** A{
2. **public** **static** **void** main(String args[]){
3. StringBuffer sb=**new** StringBuffer("Hello");
4. sb.delete(1,3);
5. System.out.println(sb);//prints Hlo
6. }
7. }

### 5) StringBuffer reverse() method

The reverse() method of StringBuilder class reverses the current string.

1. **class** A{
2. **public** **static** **void** main(String args[]){
3. StringBuffer sb=**new** StringBuffer("Hello");
4. sb.reverse();
5. System.out.println(sb);//prints olleH
6. }
7. }

### 6) StringBuffer capacity() method

The capacity() method of StringBuffer class returns the current capacity of the buffer. The default capacity of the buffer is 16. If the number of character increases from its current capacity, it increases the capacity by (oldcapacity\*2)+2. For example if your current capacity is 16, it will be (16\*2)+2=34.

1. **class** A{
2. **public** **static** **void** main(String args[]){
3. StringBuffer sb=**new** StringBuffer();
4. System.out.println(sb.capacity());//default 16
5. sb.append("Hello");
6. System.out.println(sb.capacity());//now 16
7. sb.append("java is my favourite language");
8. System.out.println(sb.capacity());//now (16\*2)+2=34 i.e (oldcapacity\*2)+2
9. }
10. }

### 7) StringBuffer ensureCapacity() method

The ensureCapacity() method of StringBuffer class ensures that the given capacity is the minimum to the current capacity. If it is greater than the current capacity, it increases the capacity by (oldcapacity\*2)+2. For example if your current capacity is 16, it will be (16\*2)+2=34.

1. **class** A{
2. **public** **static** **void** main(String args[]){
3. StringBuffer sb=**new** StringBuffer();
4. System.out.println(sb.capacity());//default 16
5. sb.append("Hello");
6. System.out.println(sb.capacity());//now 16
7. sb.append("java is my favourite language");
8. System.out.println(sb.capacity());//now (16\*2)+2=34 i.e (oldcapacity\*2)+2
9. sb.ensureCapacity(10);//now no change
10. System.out.println(sb.capacity());//now 34
11. sb.ensureCapacity(50);//now (34\*2)+2
12. System.out.println(sb.capacity());//now 70
13. }
14. }

Java StringBuilder class

Java StringBuilder class is used to create mutable (modifiable) string. The Java StringBuilder class is same as StringBuffer class except that it is non-synchronized. It is available since JDK 1.5.

Important Constructors of StringBuilder class

1. **StringBuilder():** creates an empty string Builder with the initial capacity of 16.
2. **StringBuilder(String str):** creates a string Builder with the specified string.
3. **StringBuilder(int length):** creates an empty string Builder with the specified capacity as length.

Important methods of StringBuilder class

|  |  |
| --- | --- |
| **Method** | **Description** |
| public StringBuilder append(String s) | is used to append the specified string with this string. The append() method is overloaded like append(char), append(boolean), append(int), append(float), append(double) etc. |
| public StringBuilder insert(int offset, String s) | is used to insert the specified string with this string at the specified position. The insert() method is overloaded like insert(int, char), insert(int, boolean), insert(int, int), insert(int, float), insert(int, double) etc. |
| public StringBuilder replace(int startIndex, int endIndex, String str) | is used to replace the string from specified startIndex and endIndex. |
| public StringBuilder delete(int startIndex, int endIndex) | is used to delete the string from specified startIndex and endIndex. |
| public StringBuilder reverse() | is used to reverse the string. |
| public int capacity() | is used to return the current capacity. |
| public void ensureCapacity(int minimumCapacity) | is used to ensure the capacity at least equal to the given minimum. |
| public char charAt(int index) | is used to return the character at the specified position. |
| public int length() | is used to return the length of the string i.e. total number of characters. |
| public String substring(int beginIndex) | is used to return the substring from the specified beginIndex. |
| public String substring(int beginIndex, int endIndex) | is used to return the substring from the specified beginIndex and endIndex. |

## Java StringBuilder Examples

Let's see the examples of different methods of StringBuilder class.

### 1) StringBuilder append() method

The StringBuilder append() method concatenates the given argument with this string.

1. **class** A{
2. **public** **static** **void** main(String args[]){
3. StringBuilder sb=**new** StringBuilder("Hello ");
4. sb.append("Java");//now original string is changed
5. System.out.println(sb);//prints Hello Java
6. }
7. }

### 2) StringBuilder insert() method

The StringBuilder insert() method inserts the given string with this string at the given position.

1. **class** A{
2. **public** **static** **void** main(String args[]){
3. StringBuilder sb=**new** StringBuilder("Hello ");
4. sb.insert(1,"Java");//now original string is changed
5. System.out.println(sb);//prints HJavaello
6. }
7. }

### 3) StringBuilder replace() method

The StringBuilder replace() method replaces the given string from the specified beginIndex and endIndex.

1. **class** A{
2. **public** **static** **void** main(String args[]){
3. StringBuilder sb=**new** StringBuilder("Hello");
4. sb.replace(1,3,"Java");
5. System.out.println(sb);//prints HJavalo
6. }
7. }

### 4) StringBuilder delete() method

The delete() method of StringBuilder class deletes the string from the specified beginIndex to endIndex.

1. **class** A{
2. **public** **static** **void** main(String args[]){
3. StringBuilder sb=**new** StringBuilder("Hello");
4. sb.delete(1,3);
5. System.out.println(sb);//prints Hlo
6. }
7. }

### 5) StringBuilder reverse() method

The reverse() method of StringBuilder class reverses the current string.

1. **class** A{
2. **public** **static** **void** main(String args[]){
3. StringBuilder sb=**new** StringBuilder("Hello");
4. sb.reverse();
5. System.out.println(sb);//prints olleH
6. }
7. }

### 6) StringBuilder capacity() method

The capacity() method of StringBuilder class returns the current capacity of the Builder. The default capacity of the Builder is 16. If the number of character increases from its current capacity, it increases the capacity by (oldcapacity\*2)+2. For example if your current capacity is 16, it will be (16\*2)+2=34.

1. **class** A{
2. **public** **static** **void** main(String args[]){
3. StringBuilder sb=**new** StringBuilder();
4. System.out.println(sb.capacity());//default 16
5. sb.append("Hello");
6. System.out.println(sb.capacity());//now 16
7. sb.append("java is my favourite language");
8. System.out.println(sb.capacity());//now (16\*2)+2=34 i.e (oldcapacity\*2)+2
9. }
10. }

### 7) StringBuilder ensureCapacity() method

The ensureCapacity() method of StringBuilder class ensures that the given capacity is the minimum to the current capacity. If it is greater than the current capacity, it increases the capacity by (oldcapacity\*2)+2. For example if your current capacity is 16, it will be (16\*2)+2=34.

1. **class** A{
2. **public** **static** **void** main(String args[]){
3. StringBuilder sb=**new** StringBuilder();
4. System.out.println(sb.capacity());//default 16
5. sb.append("Hello");
6. System.out.println(sb.capacity());//now 16
7. sb.append("java is my favourite language");
8. System.out.println(sb.capacity());//now (16\*2)+2=34 i.e (oldcapacity\*2)+2
9. sb.ensureCapacity(10);//now no change
10. System.out.println(sb.capacity());//now 34
11. sb.ensureCapacity(50);//now (34\*2)+2
12. System.out.println(sb.capacity());//now 70
13. }
14. }
15. Difference between String and StringBuffer

|  |  |  |
| --- | --- | --- |
| **No.** | **String** | **StringBuffer** |
| 1) | String class is immutable. | StringBuffer class is mutable. |
| 2) | String is slow and consumes more memory when you concat too many strings because every time it creates new instance. | StringBuffer is fast and consumes less memory when you cancat strings. |
| 3) | String class overrides the equals() method of Object class. So you can compare the contents of two strings by equals() method. | StringBuffer class doesn't override the equals() method of Object class. |

1. There are many differences between String and StringBuffer. A list of differences between String and StringBuffer are given below:

Performance Test of String and StringBuffer

1. **public** **class** ConcatTest{
2. **public** **static** String concatWithString()    {
3. String t = "Java";
4. **for** (**int** i=0; i<10000; i++){
5. t = t + "Tpoint";
6. }
7. **return** t;
8. }
9. **public** **static** String concatWithStringBuffer(){
10. StringBuffer sb = **new** StringBuffer("Java");
11. **for** (**int** i=0; i<10000; i++){
12. sb.append("Tpoint");
13. }
14. **return** sb.toString();
15. }
16. **public** **static** **void** main(String[] args){
17. **long** startTime = System.currentTimeMillis();
18. concatWithString();
19. System.out.println("Time taken by Concating with String: "+(System.currentTimeMillis()-startTime)+"ms");
20. startTime = System.currentTimeMillis();
21. concatWithStringBuffer();
22. System.out.println("Time taken by Concating with  StringBuffer: "+(System.currentTimeMillis()-startTime)+"ms");
23. }
24. }

Time taken by Concating with String: 578ms

Time taken by Concating with StringBuffer: 0ms

String and StringBuffer HashCode Test

As you can see in the program given below, String returns new hashcode value when you concat string but StringBuffer returns same.

1. **public** **class** InstanceTest{
2. **public** **static** **void** main(String args[]){
3. System.out.println("Hashcode test of String:");
4. String str="java";
5. System.out.println(str.hashCode());
6. str=str+"tpoint";
7. System.out.println(str.hashCode());
9. System.out.println("Hashcode test of StringBuffer:");
10. StringBuffer sb=**new** StringBuffer("java");
11. System.out.println(sb.hashCode());
12. sb.append("tpoint");
13. System.out.println(sb.hashCode());
14. }
15. }

Hashcode test of String:

3254818

229541438

Hashcode test of StringBuffer:

118352462

118352462

Difference between StringBuffer and StringBuilder

There are many differences between StringBuffer and StringBuilder. A list of differences between StringBuffer and StringBuilder are given below:

|  |  |  |
| --- | --- | --- |
| **No.** | **StringBuffer** | **StringBuilder** |
| 1) | StringBuffer is *synchronized* i.e. thread safe. It means two threads can't call the methods of StringBuffer simultaneously. | StringBuilder is *non-synchronized* i.e. not thread safe. It means two threads can call the methods of StringBuilder simultaneously. |
| 2) | StringBuffer is *less efficient* than StringBuilder. | StringBuilder is *more efficient* than StringBuffer. |

StringBuffer Example

1. **public** **class** BufferTest{
2. **public** **static** **void** main(String[] args){
3. StringBuffer buffer=**new** StringBuffer("hello");
4. buffer.append("java");
5. System.out.println(buffer);
6. }
7. }

hellojava

StringBuilder Example

1. **public** **class** BuilderTest{
2. **public** **static** **void** main(String[] args){
3. StringBuilder builder=**new** StringBuilder("hello");
4. builder.append("java");
5. System.out.println(builder);
6. }
7. }

hellojava

Performance Test of StringBuffer and StringBuilder

Let's see the code to check the performance of StringBuffer and StringBuilder classes.

1. **public** **class** ConcatTest{
2. **public** **static** **void** main(String[] args){
3. **long** startTime = System.currentTimeMillis();
4. StringBuffer sb = **new** StringBuffer("Java");
5. **for** (**int** i=0; i<10000; i++){
6. sb.append("Tpoint");
7. }
8. System.out.println("Time taken by StringBuffer: " + (System.currentTimeMillis() - startTime) + "ms");
9. startTime = System.currentTimeMillis();
10. StringBuilder sb2 = **new** StringBuilder("Java");
11. **for** (**int** i=0; i<10000; i++){
12. sb2.append("Tpoint");
13. }
14. System.out.println("Time taken by StringBuilder: " + (System.currentTimeMillis() - startTime) + "ms");
15. }
16. }

Time taken by StringBuffer: 16ms

Time taken by StringBuilder: 0ms

# How to create Immutable class?

There are many immutable classes like String, Boolean, Byte, Short, Integer, Long, Float, Double etc. In short, all the wrapper classes and String class is immutable. We can also create immutable class by creating final class that have final data members as the example given below:

### Example to create Immutable class

|  |
| --- |
| In this example, we have created a final class named Employee. It have one final datamember, a parameterized constructor and getter method. |

1. **public** **final** **class** Employee{
2. **final** String pancardNumber;
4. **public** Employee(String pancardNumber){
5. **this**.pancardNumber=pancardNumber;
6. }
8. **public** String getPancardNumber(){
9. **return** pancardNumber;
10. }
12. }

The above class is immutable because:

* The instance variable of the class is final i.e. we cannot change the value of it after creating an object.
* The class is final so we cannot create the subclass.
* There is no setter methods i.e. we have no option to change the value of the instance variable.

These points makes this class as immutable.

# Java toString() method

If you want to represent any object as a string, **toString() method** comes into existence.

The toString() method returns the string representation of the object.

If you print any object, java compiler internally invokes the toString() method on the object. So overriding the toString() method, returns the desired output, it can be the state of an object etc. depends on your implementation.

## Advantage of Java toString() method

By overriding the toString() method of the Object class, we can return values of the object, so we don't need to write much code.

### Understanding problem without toString() method

Let's see the simple code that prints reference.

1. **class** Student{
2. **int** rollno;
3. String name;
4. String city;
6. Student(**int** rollno, String name, String city){
7. **this**.rollno=rollno;
8. **this**.name=name;
9. **this**.city=city;
10. }
12. **public** **static** **void** main(String args[]){
13. Student s1=**new** Student(101,"Raj","lucknow");
14. Student s2=**new** Student(102,"Vijay","ghaziabad");
16. System.out.println(s1);//compiler writes here s1.toString()
17. System.out.println(s2);//compiler writes here s2.toString()
18. }
19. }

Output:Student@1fee6fc

Student@1eed786

|  |
| --- |
| As you can see in the above example, printing s1 and s2 prints the hashcode values of the objects but I want to print the values of these objects. Since java compiler internally calls toString() method, overriding this method will return the specified values. Let's understand it with the example given below: |

Example of Java toString() method

Now let's see the real example of toString() method.

1. **class** Student{
2. **int** rollno;
3. String name;
4. String city;
6. Student(**int** rollno, String name, String city){
7. **this**.rollno=rollno;
8. **this**.name=name;
9. **this**.city=city;
10. }
12. **public** String toString(){//overriding the toString() method
13. **return** rollno+" "+name+" "+city;
14. }
15. **public** **static** **void** main(String args[]){
16. Student s1=**new** Student(101,"Raj","lucknow");
17. Student s2=**new** Student(102,"Vijay","ghaziabad");
19. System.out.println(s1);//compiler writes here s1.toString()
20. System.out.println(s2);//compiler writes here s2.toString()
21. }
22. }

[download this example of toString method](http://www.javatpoint.com/src/string/tostring.zip)

Output:101 Raj lucknow

102 Vijay ghaziabad

# StringTokenizer in Java

1. [StringTokenizer](http://www.javatpoint.com/string-tokenizer-in-java)
2. [Methods of StringTokenizer](http://www.javatpoint.com/string-tokenizer-in-java)
3. [Example of StringTokenizer](http://www.javatpoint.com/string-tokenizer-in-java)

The **java.util.StringTokenizer** class allows you to break a string into tokens. It is simple way to break string.

It doesn't provide the facility to differentiate numbers, quoted strings, identifiers etc. like StreamTokenizer class. We will discuss about the StreamTokenizer class in I/O chapter.

#### Constructors of StringTokenizer class

There are 3 constructors defined in the StringTokenizer class.

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| StringTokenizer(String str) | creates StringTokenizer with specified string. |
| StringTokenizer(String str, String delim) | creates StringTokenizer with specified string and delimeter. |
| StringTokenizer(String str, String delim, boolean returnValue) | creates StringTokenizer with specified string, delimeter and returnValue. If return value is true, delimiter characters are considered to be tokens. If it is false, delimiter characters serve to separate tokens. |

#### Methods of StringTokenizer class

The 6 useful methods of StringTokenizer class are as follows:

|  |  |
| --- | --- |
| **Public method** | **Description** |
| boolean hasMoreTokens() | checks if there is more tokens available. |
| String nextToken() | returns the next token from the StringTokenizer object. |
| String nextToken(String delim) | returns the next token based on the delimeter. |
| boolean hasMoreElements() | same as hasMoreTokens() method. |
| Object nextElement() | same as nextToken() but its return type is Object. |
| int countTokens() | returns the total number of tokens. |

### Simple example of StringTokenizer class

Let's see the simple example of StringTokenizer class that tokenizes a string "my name is khan" on the basis of whitespace.

1. **import** java.util.StringTokenizer;
2. **public** **class** Simple{
3. **public** **static** **void** main(String args[]){
4. StringTokenizer st = **new** StringTokenizer("my name is khan"," ");
5. **while** (st.hasMoreTokens()) {
6. System.out.println(st.nextToken());
7. }
8. }
9. }

Output:my

name

is

khan

### Example of nextToken(String delim) method of StringTokenizer class

1. **import** java.util.\*;
3. **public** **class** Test {
4. **public** **static** **void** main(String[] args) {
5. StringTokenizer st = **new** StringTokenizer("my,name,is,khan");
7. // printing next token
8. System.out.println("Next token is : " + st.nextToken(","));
9. }
10. }

Output:Next token is : my

#### StringTokenizer class is deprecated now. It is recommended to use split() method of String class or regex (Regular Expression).

# Exception Handling in Java

1. [Exception Handling](http://www.javatpoint.com/exception-handling-in-java)
2. [Advantage of Exception Handling](http://www.javatpoint.com/exception-handling-in-java#exceptionad)
3. [Hierarchy of Exception classes](http://www.javatpoint.com/exception-handling-in-java#exceptionhierarchy)
4. [Types of Exception](http://www.javatpoint.com/exception-handling-in-java#exceptiontypes)
5. [Scenarios where exception may occur](http://www.javatpoint.com/exception-handling-in-java#exceptionscenarios)

The **exception handling in java** is one of the powerful *mechanism to handle the runtime errors* so that normal flow of the application can be maintained.

In this page, we will learn about java exception, its type and the difference between checked and unchecked exceptions.

### What is exception

**Dictionary Meaning:** Exception is an abnormal condition.

In java, exception is an event that disrupts the normal flow of the program. It is an object which is thrown at runtime.

### What is exception handling

Exception Handling is a mechanism to handle runtime errors such as ClassNotFound, IO, SQL, Remote etc.

### Advantage of Exception Handling

The core advantage of exception handling is **to maintain the normal flow of the application**. Exception normally disrupts the normal flow of the application that is why we use exception handling. Let's take a scenario:

1. statement 1;
2. statement 2;
3. statement 3;
4. statement 4;
5. statement 5;//exception occurs
6. statement 6;
7. statement 7;
8. statement 8;
9. statement 9;
10. statement 10;

Suppose there is 10 statements in your program and there occurs an exception at statement 5, rest of the code will not be executed i.e. statement 6 to 10 will not run. If we perform exception handling, rest of the statement will be executed. That is why we use exception handling in java.

## Hierarchy of Java Exception classes
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### Types of Exception

There are mainly two types of exceptions: checked and unchecked where error is considered as unchecked exception. The sun microsystem says there are three types of exceptions:

1. Checked Exception
2. Unchecked Exception
3. Error

## Difference between checked and unchecked exceptions

### 1) Checked Exception

The classes that extend Throwable class except RuntimeException and Error are known as checked exceptions e.g.IOException, SQLException etc. Checked exceptions are checked at compile-time.

### 2) Unchecked Exception

The classes that extend RuntimeException are known as unchecked exceptions e.g. ArithmeticException, NullPointerException, ArrayIndexOutOfBoundsException etc. Unchecked exceptions are not checked at compile-time rather they are checked at runtime.

### 3) Error

Error is irrecoverable e.g. OutOfMemoryError, VirtualMachineError, AssertionError etc.

### Common scenarios where exceptions may occur

There are given some scenarios where unchecked exceptions can occur. They are as follows:

### 1) Scenario where ArithmeticException occurs

If we divide any number by zero, there occurs an ArithmeticException.

1. **int** a=50/0;//ArithmeticException

### 2) Scenario where NullPointerException occurs

If we have null value in any variable, performing any operation by the variable occurs an NullPointerException.

1. String s=**null**;
2. System.out.println(s.length());//NullPointerException

### 3) Scenario where NumberFormatException occurs

The wrong formatting of any value, may occur NumberFormatException. Suppose I have a string variable that have characters, converting this variable into digit will occur NumberFormatException.

1. String s="abc";
2. **int** i=Integer.parseInt(s);//NumberFormatException

### 4) Scenario where ArrayIndexOutOfBoundsException occurs

If you are inserting any value in the wrong index, it would result ArrayIndexOutOfBoundsException as shown below:

1. **int** a[]=**new** **int**[5];
2. a[10]=50; //ArrayIndexOutOfBoundsException

## Java Exception Handling Keywords

There are 5 keywords used in java exception handling.

1. try
2. catch
3. finally
4. throw
5. throws

# ava try-catch

## Java try block

Java try block is used to enclose the code that might throw an exception. It must be used within the method.

Java try block must be followed by either catch or finally block.

#### Syntax of java try-catch

1. **try**{
2. //code that may throw exception
3. }**catch**(Exception\_class\_Name ref){}

#### Syntax of try-finally block

1. **try**{
2. //code that may throw exception
3. }**finally**{}

Java catch block

Java catch block is used to handle the Exception. It must be used after the try block only.

You can use multiple catch block with a single try.

Problem without exception handling

Let's try to understand the problem if we don't use try-catch block.

1. **public** **class** Testtrycatch1{
2. **public** **static** **void** main(String args[]){
3. **int** data=50/0;//may throw exception
4. System.out.println("rest of the code...");
5. }
6. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testtrycatch1)

Output:

Exception in thread main java.lang.ArithmeticException:/ by zero

As displayed in the above example, rest of the code is not executed (in such case, rest of the code... statement is not printed).

There can be 100 lines of code after exception. So all the code after exception will not be executed.

Solution by exception handling

Let's see the solution of above problem by java try-catch block.

1. **public** **class** Testtrycatch2{
2. **public** **static** **void** main(String args[]){
3. **try**{
4. **int** data=50/0;
5. }**catch**(ArithmeticException e){System.out.println(e);}
6. System.out.println("rest of the code...");
7. }
8. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testtrycatch2)

Output:

Exception in thread main java.lang.ArithmeticException:/ by zero

rest of the code...

Now, as displayed in the above example, rest of the code is executed i.e. rest of the code... statement is printed.

Internal working of java try-catch block
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The JVM firstly checks whether the exception is handled or not. If exception is not handled, JVM provides a default exception handler that performs the following tasks:

* Prints out exception description.
* Prints the stack trace (Hierarchy of methods where the exception occurred).
* Causes the program to terminate.

But if exception is handled by the application programmer, normal flow of the application is maintained i.e. rest of the code is executed.

Java catch multiple exceptions

Java Multi catch block

If you have to perform different tasks at the occurrence of different Exceptions, use java multi catch block.

Let's see a simple example of java multi-catch block.

1. **public** **class** TestMultipleCatchBlock{
2. **public** **static** **void** main(String args[]){
3. **try**{
4. **int** a[]=**new** **int**[5];
5. a[5]=30/0;
6. }
7. **catch**(ArithmeticException e){System.out.println("task1 is completed");}
8. **catch**(ArrayIndexOutOfBoundsException e){System.out.println("task 2 completed");}
9. **catch**(Exception e){System.out.println("common task completed");}
11. System.out.println("rest of the code...");
12. }
13. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestMultipleCatchBlock)

Output:task1 completed

rest of the code...

#### Rule: At a time only one Exception is occured and at a time only one catch block is executed.

#### Rule: All catch blocks must be ordered from most specific to most general i.e. catch for ArithmeticException must come before catch for Exception .

1. **class** TestMultipleCatchBlock1{
2. **public** **static** **void** main(String args[]){
3. **try**{
4. **int** a[]=**new** **int**[5];
5. a[5]=30/0;
6. }
7. **catch**(Exception e){System.out.println("common task completed");}
8. **catch**(ArithmeticException e){System.out.println("task1 is completed");}
9. **catch**(ArrayIndexOutOfBoundsException e){System.out.println("task 2 completed");}
10. System.out.println("rest of the code...");
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestMultipleCatchBlock1)

Output:

Compile-time error

# Java Nested try block

The try block within a try block is known as nested try block in java.

### Why use nested try block

Sometimes a situation may arise where a part of a block may cause one error and the entire block itself may cause another error. In such cases, exception handlers have to be nested.

### Syntax:

1. ....
2. **try**
3. {
4. statement 1;
5. statement 2;
6. **try**
7. {
8. statement 1;
9. statement 2;
10. }
11. **catch**(Exception e)
12. {
13. }
14. }
15. **catch**(Exception e)
16. {
17. }
18. ....

## Java nested try example

Let's see a simple example of java nested try block.

1. **class** Excep6{
2. **public** **static** **void** main(String args[]){
3. **try**{
4. **try**{
5. System.out.println("going to divide");
6. **int** b =39/0;
7. }**catch**(ArithmeticException e){System.out.println(e);}
9. **try**{
10. **int** a[]=**new** **int**[5];
11. a[5]=4;
12. }**catch**(ArrayIndexOutOfBoundsException e){System.out.println(e);}
14. System.out.println("other statement);
15. }**catch**(Exception e){System.out.println("handeled");}
17. System.out.println("normal flow..");
18. }
19. }

# Java finally block

**Java finally block** is a block that is used to execute important code such as closing connection, stream etc.

Java finally block is always executed whether exception is handled or not.

Java finally block follows try or catch block.
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#### Note: If you don't handle exception, before terminating the program, JVM executes finally block(if any).

## Why use java finally

* Finally block in java can be used to put "cleanup" code such as closing a file, closing connection etc.

## Usage of Java finally

Let's see the different cases where java finally block can be used.

### Case 1

Let's see the java finally example where **exception doesn't occur**.

1. **class** TestFinallyBlock{
2. **public** **static** **void** main(String args[]){
3. **try**{
4. **int** data=25/5;
5. System.out.println(data);
6. }
7. **catch**(NullPointerException e){System.out.println(e);}
8. **finally**{System.out.println("finally block is always executed");}
9. System.out.println("rest of the code...");
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestFinallyBlock)

Output:5

finally block is always executed

rest of the code...

### Case 2

Let's see the java finally example where **exception occurs and not handled**.

1. **class** TestFinallyBlock1{
2. **public** **static** **void** main(String args[]){
3. **try**{
4. **int** data=25/0;
5. System.out.println(data);
6. }
7. **catch**(NullPointerException e){System.out.println(e);}
8. **finally**{System.out.println("finally block is always executed");}
9. System.out.println("rest of the code...");
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestFinallyBlock1)

Output:finally block is always executed

Exception in thread main java.lang.ArithmeticException:/ by zero

### Case 3

Let's see the java finally example where **exception occurs and handled**.

1. **public** **class** TestFinallyBlock2{
2. **public** **static** **void** main(String args[]){
3. **try**{
4. **int** data=25/0;
5. System.out.println(data);
6. }
7. **catch**(ArithmeticException e){System.out.println(e);}
8. **finally**{System.out.println("finally block is always executed");}
9. System.out.println("rest of the code...");
10. }
11. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestFinallyBlock2)

Output:Exception in thread main java.lang.ArithmeticException:/ by zero

finally block is always executed

rest of the code...

#### Rule: For each try block there can be zero or more catch blocks, but only one finally block.

#### Note: The finally block will not be executed if program exits(either by calling System.exit() or by causing a fatal error that causes the process to abort).

Java throw keyword

The Java throw keyword is used to explicitly throw an exception.

We can throw either checked or uncheked exception in java by throw keyword. The throw keyword is mainly used to throw custom exception. We will see custom exceptions later.

The syntax of java throw keyword is given below.

1. **throw** exception;

Let's see the example of throw IOException.

1. **throw** **new** IOException("sorry device error);

java throw keyword example

In this example, we have created the validate method that takes integer value as a parameter. If the age is less than 18, we are throwing the ArithmeticException otherwise print a message welcome to vote.

1. **public** **class** TestThrow1{
2. **static** **void** validate(**int** age){
3. **if**(age<18)
4. **throw** **new** ArithmeticException("not valid");
5. **else**
6. System.out.println("welcome to vote");
7. }
8. **public** **static** **void** main(String args[]){
9. validate(13);
10. System.out.println("rest of the code...");
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestThrow1)

Output:

Exception in thread main java.lang.ArithmeticException:not valid

# Java Exception propagation

|  |
| --- |
| An exception is first thrown from the top of the stack and if it is not caught, it drops down the call stack to the previous method,If not caught there, the exception again drops down to the previous method, and so on until they are caught or until they reach the very bottom of the call stack.This is called exception propagation. |

#### Rule: By default Unchecked Exceptions are forwarded in calling chain (propagated).

***Program of Exception Propagation***

1. **class** TestExceptionPropagation1{
2. **void** m(){
3. **int** data=50/0;
4. }
5. **void** n(){
6. m();
7. }
8. **void** p(){
9. **try**{
10. n();
11. }**catch**(Exception e){System.out.println("exception handled");}
12. }
13. **public** **static** **void** main(String args[]){
14. TestExceptionPropagation1 obj=**new** TestExceptionPropagation1();
15. obj.p();
16. System.out.println("normal flow...");
17. }
18. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestExceptionPropagation1)

Output:exception handled

normal flow...

![exception propagation](data:image/jpeg;base64,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)

In the above example exception occurs in m() method where it is not handled,so it is propagated to previous n() method where it is not handled, again it is propagated to p() method where exception is handled.

Exception can be handled in any method in call stack either in main() method,p() method,n() method or m() method.

#### Rule: By default, Checked Exceptions are not forwarded in calling chain (propagated).

***Program which describes that checked exceptions are not propagated***

1. **class** TestExceptionPropagation2{
2. **void** m(){
3. **throw** **new** java.io.IOException("device error");//checked exception
4. }
5. **void** n(){
6. m();
7. }
8. **void** p(){
9. **try**{
10. n();
11. }**catch**(Exception e){System.out.println("exception handeled");}
12. }
13. **public** **static** **void** main(String args[]){
14. TestExceptionPropagation2 obj=**new** TestExceptionPropagation2();
15. obj.p();
16. System.out.println("normal flow");
17. }
18. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestExceptionPropagation2)

Output:Compile Time Error

# . Java throws keyword

The **Java throws keyword** is used to declare an exception. It gives an information to the programmer that there may occur an exception so it is better for the programmer to provide the exception handling code so that normal flow can be maintained.

Exception Handling is mainly used to handle the checked exceptions. If there occurs any unchecked exception such as NullPointerException, it is programmers fault that he is not performing check up before the code being used.

### Syntax of java throws

1. return\_type method\_name() **throws** exception\_class\_name{
2. //method code
3. }

### Which exception should be declared

**Ans)** checked exception only, because:

* **unchecked Exception:** under your control so correct your code.
* **error:** beyond your control e.g. you are unable to do anything if there occurs VirtualMachineError or StackOverflowError.

### Advantage of Java throws keyword

Now Checked Exception can be propagated (forwarded in call stack).

It provides information to the caller of the method about the exception.

## Java throws example

Let's see the example of java throws clause which describes that checked exceptions can be propagated by throws keyword.

1. **import** java.io.IOException;
2. **class** Testthrows1{
3. **void** m()**throws** IOException{
4. **throw** **new** IOException("device error");//checked exception
5. }
6. **void** n()**throws** IOException{
7. m();
8. }
9. **void** p(){
10. **try**{
11. n();
12. }**catch**(Exception e){System.out.println("exception handled");}
13. }
14. **public** **static** **void** main(String args[]){
15. Testthrows1 obj=**new** Testthrows1();
16. obj.p();
17. System.out.println("normal flow...");
18. }
19. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testthrows1)

Output:

exception handled

normal flow...

### Rule: If you are calling a method that declares an exception, you must either caught or declare the exception.

|  |
| --- |
| There are two cases:   1. **Case1:**You caught the exception i.e. handle the exception using try/catch. 2. **Case2:**You declare the exception i.e. specifying throws with the method. |

### Case1: You handle the exception

* In case you handle the exception, the code will be executed fine whether exception occurs during the program or not.

1. **import** java.io.\*;
2. **class** M{
3. **void** method()**throws** IOException{
4. **throw** **new** IOException("device error");
5. }
6. }
7. **public** **class** Testthrows2{
8. **public** **static** **void** main(String args[]){
9. **try**{
10. M m=**new** M();
11. m.method();
12. }**catch**(Exception e){System.out.println("exception handled");}
14. System.out.println("normal flow...");
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testthrows2)

Output:exception handled

normal flow...

### Case2: You declare the exception

* A)In case you declare the exception, if exception does not occur, the code will be executed fine.
* B)In case you declare the exception if exception occures, an exception will be thrown at runtime because throws does not handle the exception.

***A)Program if exception does not occur***

1. **import** java.io.\*;
2. **class** M{
3. **void** method()**throws** IOException{
4. System.out.println("device operation performed");
5. }
6. }
7. **class** Testthrows3{
8. **public** **static** **void** main(String args[])**throws** IOException{//declare exception
9. M m=**new** M();
10. m.method();
12. System.out.println("normal flow...");
13. }
14. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testthrows3)

Output:device operation performed

normal flow...

***B)Program if exception occurs***

1. **import** java.io.\*;
2. **class** M{
3. **void** method()**throws** IOException{
4. **throw** **new** IOException("device error");
5. }
6. }
7. **class** Testthrows4{
8. **public** **static** **void** main(String args[])**throws** IOException{//declare exception
9. M m=**new** M();
10. m.method();
12. System.out.println("normal flow...");
13. }
14. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=Testthrows4)

Output:Runtime Exception

Difference between throw and throws in Java

There are many differences between throw and throws keywords. A list of differences between throw and throws are given below:

|  |  |  |
| --- | --- | --- |
| **No.** | **throw** | **throws** |
| 1) | Java throw keyword is used to explicitly throw an exception. | Java throws keyword is used to declare an exception. |
| 2) | Checked exception cannot be propagated using throw only. | Checked exception can be propagated with throws. |
| 3) | Throw is followed by an instance. | Throws is followed by class. |
| 4) | Throw is used within the method. | Throws is used with the method signature. |
| 5) | You cannot throw multiple exceptions. | You can declare multiple exceptions e.g. public void method()throws IOException,SQLException. |

Java throw example

1. **void** m(){
2. **throw** **new** ArithmeticException("sorry");
3. }

Java throws example

1. **void** m()**throws** ArithmeticException{
2. //method code
3. }

Java throw and throws example

1. **void** m()**throws** ArithmeticException{
2. **throw** **new** ArithmeticException("sorry");
3. }

Difference between final, finally and finalize

There are many differences between final, finally and finalize. A list of differences between final, finally and finalize are given below:

|  |  |  |  |
| --- | --- | --- | --- |
| **No.** | **final** | **finally** | **finalize** |
| 1) | Final is used to apply restrictions on class, method and variable. Final class can't be inherited, final method can't be overridden and final variable value can't be changed. | Finally is used to place important code, it will be executed whether exception is handled or not. | Finalize is used to perform clean up processing just before object is garbage collected. |
| 2) | Final is a keyword. | Finally is a block. | Finalize is a method. |

Java final example

1. **class** FinalExample{
2. **public** **static** **void** main(String[] args){
3. **final** **int** x=100;
4. x=200;//Compile Time Error
5. }}

Java finally example

1. **class** FinallyExample{
2. **public** **static** **void** main(String[] args){
3. **try**{
4. **int** x=300;
5. }**catch**(Exception e){System.out.println(e);}
6. **finally**{System.out.println("finally block is executed");}
7. }}

Java finalize example

1. **class** FinalizeExample{
2. **public** **void** finalize(){System.out.println("finalize called");}
3. **public** **static** **void** main(String[] args){
4. FinalizeExample f1=**new** FinalizeExample();
5. FinalizeExample f2=**new** FinalizeExample();
6. f1=**null**;
7. f2=**null**;
8. System.gc();
9. }}

# ExceptionHandling with MethodOverriding in Java

|  |
| --- |
| There are many rules if we talk about methodoverriding with exception handling. The Rules are as follows:   * **If the superclass method does not declare an exception**   + If the superclass method does not declare an exception, subclass overridden method cannot declare the checked exception but it can declare unchecked exception. * **If the superclass method declares an exception**   + If the superclass method declares an exception, subclass overridden method can declare same, subclass exception or no exception but cannot declare parent exception. |

### If the superclass method does not declare an exception

#### 1) Rule: If the superclass method does not declare an exception, subclass overridden method cannot declare the checked exception.

1. **import** java.io.\*;
2. **class** Parent{
3. **void** msg(){System.out.println("parent");}
4. }
6. **class** TestExceptionChild **extends** Parent{
7. **void** msg()**throws** IOException{
8. System.out.println("TestExceptionChild");
9. }
10. **public** **static** **void** main(String args[]){
11. Parent p=**new** TestExceptionChild();
12. p.msg();
13. }
14. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestExceptionChild)

Output:Compile Time Error

#### 2) Rule: If the superclass method does not declare an exception, subclass overridden method cannot declare the checked exception but can declare unchecked exception.

1. **import** java.io.\*;
2. **class** Parent{
3. **void** msg(){System.out.println("parent");}
4. }
6. **class** TestExceptionChild1 **extends** Parent{
7. **void** msg()**throws** ArithmeticException{
8. System.out.println("child");
9. }
10. **public** **static** **void** main(String args[]){
11. Parent p=**new** TestExceptionChild1();
12. p.msg();
13. }
14. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestExceptionChild1)

Output:child

### If the superclass method declares an exception

#### 1) Rule: If the superclass method declares an exception, subclass overridden method can declare same, subclass exception or no exception but cannot declare parent exception.

### Example in case subclass overridden method declares parent exception

1. **import** java.io.\*;
2. **class** Parent{
3. **void** msg()**throws** ArithmeticException{System.out.println("parent");}
4. }
6. **class** TestExceptionChild2 **extends** Parent{
7. **void** msg()**throws** Exception{System.out.println("child");}
9. **public** **static** **void** main(String args[]){
10. Parent p=**new** TestExceptionChild2();
11. **try**{
12. p.msg();
13. }**catch**(Exception e){}
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestExceptionChild2)

Output:Compile Time Error

### Example in case subclass overridden method declares same exception

1. **import** java.io.\*;
2. **class** Parent{
3. **void** msg()**throws** Exception{System.out.println("parent");}
4. }
6. **class** TestExceptionChild3 **extends** Parent{
7. **void** msg()**throws** Exception{System.out.println("child");}
9. **public** **static** **void** main(String args[]){
10. Parent p=**new** TestExceptionChild3();
11. **try**{
12. p.msg();
13. }**catch**(Exception e){}
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestExceptionChild3)

Output:child

### Example in case subclass overridden method declares subclass exception

1. **import** java.io.\*;
2. **class** Parent{
3. **void** msg()**throws** Exception{System.out.println("parent");}
4. }
6. **class** TestExceptionChild4 **extends** Parent{
7. **void** msg()**throws** ArithmeticException{System.out.println("child");}
9. **public** **static** **void** main(String args[]){
10. Parent p=**new** TestExceptionChild4();
11. **try**{
12. p.msg();
13. }**catch**(Exception e){}
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestExceptionChild4)

Output:child

### Example in case subclass overridden method declares no exception

1. **import** java.io.\*;
2. **class** Parent{
3. **void** msg()**throws** Exception{System.out.println("parent");}
4. }
6. **class** TestExceptionChild5 **extends** Parent{
7. **void** msg(){System.out.println("child");}
9. **public** **static** **void** main(String args[]){
10. Parent p=**new** TestExceptionChild5();
11. **try**{
12. p.msg();
13. }**catch**(Exception e){}
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestExceptionChild5)

Output:child

Java Custom Exception

If you are creating your own Exception that is known as custom exception or user-defined exception. Java custom exceptions are used to customize the exception according to user need.

By the help of custom exception, you can have your own exception and message.

Let's see a simple example of java custom exception.

1. **class** InvalidAgeException **extends** Exception{
2. InvalidAgeException(String s){
3. **super**(s);
4. }
5. }
6. **class** TestCustomException1{
8. **static** **void** validate(**int** age)**throws** InvalidAgeException{
9. **if**(age<18)
10. **throw** **new** InvalidAgeException("not valid");
11. **else**
12. System.out.println("welcome to vote");
13. }
15. **public** **static** **void** main(String args[]){
16. **try**{
17. validate(13);
18. }**catch**(Exception m){System.out.println("Exception occured: "+m);}
20. System.out.println("rest of the code...");
21. }
22. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCustomException1)

Output:Exception occured: InvalidAgeException:not valid

rest of the code...

# Multithreading in Java

1. [Multithreading](http://www.javatpoint.com/multithreading-in-java)
2. [Multitasking](http://www.javatpoint.com/multithreading-in-java#multitasing)
3. [Process-based multitasking](http://www.javatpoint.com/multithreading-in-java#multiprocessing)
4. [Thread-based multitasking](http://www.javatpoint.com/multithreading-in-java#multithreading)
5. [What is Thread](http://www.javatpoint.com/multithreading-in-java#thread)

**Multithreading in java** is a process of executing multiple threads simultaneously.

Thread is basically a lightweight sub-process, a smallest unit of processing. Multiprocessing and multithreading, both are used to achieve multitasking.

But we use multithreading than multiprocessing because threads share a common memory area. They don't allocate separate memory area so saves memory, and context-switching between the threads takes less time than process.

Java Multithreading is mostly used in games, animation etc.

### Advantages of Java Multithreading

1) It **doesn't block the user** because threads are independent and you can perform multiple operations at same time.

2) You **can perform many operations together so it saves time**.

3) Threads are **independent** so it doesn't affect other threads if exception occur in a single thread.

## Multitasking

Multitasking is a process of executing multiple tasks simultaneously. We use multitasking to utilize the CPU. Multitasking can be achieved by two ways:

* Process-based Multitasking(Multiprocessing)
* Thread-based Multitasking(Multithreading)

### 1) Process-based Multitasking (Multiprocessing)

* Each process have its own address in memory i.e. each process allocates separate memory area.
* Process is heavyweight.
* Cost of communication between the process is high.
* Switching from one process to another require some time for saving and loading registers, memory maps, updating lists etc.

### 2) Thread-based Multitasking (Multithreading)

* Threads share the same address space.
* Thread is lightweight.
* Cost of communication between the thread is low.

#### Note: At least one process is required for each thread.

## What is Thread in java

A thread is a lightweight sub process, a smallest unit of processing. It is a separate path of execution.

Threads are independent, if there occurs exception in one thread, it doesn't affect other threads. It shares a common memory area.
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As shown in the above figure, thread is executed inside the process. There is context-switching between the threads. There can be multiple processes inside the OS and one process can have multiple threads.

#### Note: At a time one thread is executed only.

Life cycle of a Thread (Thread States)

1. [Life cycle of a thread](http://www.javatpoint.com/life-cycle-of-a-thread)
   1. [New](http://www.javatpoint.com/life-cycle-of-a-thread#threadstatenew)
   2. [Runnable](http://www.javatpoint.com/life-cycle-of-a-thread#threadstaterunnable)
   3. [Running](http://www.javatpoint.com/life-cycle-of-a-thread#threadstaterunning)
   4. [Non-Runnable (Blocked)](http://www.javatpoint.com/life-cycle-of-a-thread#threadstateblocked)
   5. [Terminated](http://www.javatpoint.com/life-cycle-of-a-thread#threadstateterminated)

A thread can be in one of the five states. According to sun, there is only 4 states in **thread life cycle in java** new, runnable, non-runnable and terminated. There is no running state.

But for better understanding the threads, we are explaining it in the 5 states.

The life cycle of the thread in java is controlled by JVM. The java thread states are as follows:

1. New
2. Runnable
3. Running
4. Non-Runnable (Blocked)
5. Terminated

|  |
| --- |
| 1) New The thread is in new state if you create an instance of Thread class but before the invocation of start() method. |

### 2) Runnable

The thread is in runnable state after invocation of start() method, but the thread scheduler has not selected it to be the running thread.

### 3) Running

The thread is in running state if the thread scheduler has selected it.

### 4) Non-Runnable (Blocked)

This is the state when the thread is still alive, but is currently not eligible to run.

### 5) Terminated

A thread is in terminated or dead state when its run() method exits.

# How to create thread

There are two ways to create a thread:

1. By extending Thread class
2. By implementing Runnable interface.

### Thread class:

|  |
| --- |
| Thread class provide constructors and methods to create and perform operations on a thread.Thread class extends Object class and implements Runnable interface. |

### Commonly used Constructors of Thread class:

|  |
| --- |
| * Thread() * Thread(String name) * Thread(Runnable r) * Thread(Runnable r,String name) |

### Commonly used methods of Thread class:

|  |
| --- |
| 1. **public void run():**is used to perform action for a thread. 2. **public void start():**starts the execution of the thread.JVM calls the run() method on the thread. 3. **public void sleep(long miliseconds):**Causes the currently executing thread to sleep (temporarily cease execution) for the specified number of milliseconds. 4. **public void join():**waits for a thread to die. 5. **public void join(long miliseconds):**waits for a thread to die for the specified miliseconds. 6. **public int getPriority():**returns the priority of the thread. 7. **public int setPriority(int priority):**changes the priority of the thread. 8. **public String getName():**returns the name of the thread. 9. **public void setName(String name):**changes the name of the thread. 10. **public Thread currentThread():**returns the reference of currently executing thread. 11. **public int getId():**returns the id of the thread. 12. **public Thread.State getState():**returns the state of the thread. 13. **public boolean isAlive():**tests if the thread is alive. 14. **public void yield():**causes the currently executing thread object to temporarily pause and allow other threads to execute. 15. **public void suspend():**is used to suspend the thread(depricated). 16. **public void resume():**is used to resume the suspended thread(depricated). 17. **public void stop():**is used to stop the thread(depricated). 18. **public boolean isDaemon():**tests if the thread is a daemon thread. 19. **public void setDaemon(boolean b):**marks the thread as daemon or user thread. 20. **public void interrupt():**interrupts the thread. 21. **public boolean isInterrupted():**tests if the thread has been interrupted. 22. **public static boolean interrupted():**tests if the current thread has been interrupted. |

### Runnable interface:

|  |
| --- |
| The Runnable interface should be implemented by any class whose instances are intended to be executed by a thread. Runnable interface have only one method named run(). |

|  |
| --- |
| 1. **public void run():**is used to perform action for a thread. |

### Starting a thread:

|  |
| --- |
| **start() method** of Thread class is used to start a newly created thread. It performs following tasks:   * A new thread starts(with new callstack). * The thread moves from New state to the Runnable state. * When the thread gets a chance to execute, its target run() method will run. |

### 1) Java Thread Example by extending Thread class

1. **class** Multi **extends** Thread{
2. **public** **void** run(){
3. System.out.println("thread is running...");
4. }
5. **public** **static** **void** main(String args[]){
6. Multi t1=**new** Multi();
7. t1.start();
8. }
9. }

Output:thread is running...

### 2) Java Thread Example by implementing Runnable interface

1. **class** Multi3 **implements** Runnable{
2. **public** **void** run(){
3. System.out.println("thread is running...");
4. }
6. **public** **static** **void** main(String args[]){
7. Multi3 m1=**new** Multi3();
8. Thread t1 =**new** Thread(m1);
9. t1.start();
10. }
11. }

Output:thread is running...

|  |
| --- |
| If you are not extending the Thread class,your class object would not be treated as a thread object.So you need to explicitely create Thread class object.We are passing the object of your class that implements Runnable so that your class run() method may execute. |

# Thread Scheduler in Java

**Thread scheduler** in java is the part of the JVM that decides which thread should run.

There is no guarantee that which runnable thread will be chosen to run by the thread scheduler.

Only one thread at a time can run in a single process.

The thread scheduler mainly uses preemptive or time slicing scheduling to schedule the threads.

### Difference between preemptive scheduling and time slicing

Under preemptive scheduling, the highest priority task executes until it enters the waiting or dead states or a higher priority task comes into existence. Under time slicing, a task executes for a predefined slice of time and then reenters the pool of ready tasks. The scheduler then determines which task should execute next, based on priority and other factors.

Sleep method in java

The sleep() method of Thread class is used to sleep a thread for the specified amount of time.

Syntax of sleep() method in java

The Thread class provides two methods for sleeping a thread:

* public static void sleep(long miliseconds)throws InterruptedException
* public static void sleep(long miliseconds, int nanos)throws InterruptedException

Example of sleep method in java

1. **class** TestSleepMethod1 **extends** Thread{
2. **public** **void** run(){
3. **for**(**int** i=1;i<5;i++){
4. **try**{Thread.sleep(500);}**catch**(InterruptedException e){System.out.println(e);}
5. System.out.println(i);
6. }
7. }
8. **public** **static** **void** main(String args[]){
9. TestSleepMethod1 t1=**new** TestSleepMethod1();
10. TestSleepMethod1 t2=**new** TestSleepMethod1();
12. t1.start();
13. t2.start();
14. }
15. }

Output:

1

1

2

2

3

3

4

4

As you know well that at a time only one thread is executed. If you sleep a thread for the specified time,the thread shedular picks up another thread and so on.

Can we start a thread twice

No. After starting a thread, it can never be started again. If you does so, an *IllegalThreadStateException* is thrown. In such case, thread will run once but for second time, it will throw exception.

Let's understand it by the example given below:

1. **public** **class** TestThreadTwice1 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("running...");
4. }
5. **public** **static** **void** main(String args[]){
6. TestThreadTwice1 t1=**new** TestThreadTwice1();
7. t1.start();
8. t1.start();
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestThreadTwice1)

running

Exception in thread "main" java.lang.IllegalThreadStateException

What if we call run() method directly instead start() method?

|  |
| --- |
| * Each thread starts in a separate call stack. * Invoking the run() method from main thread, the run() method goes onto the current call stack rather than at the beginning of a new call stack. |

1. **class** TestCallRun1 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("running...");
4. }
5. **public** **static** **void** main(String args[]){
6. TestCallRun1 t1=**new** TestCallRun1();
7. t1.run();//fine, but does not start a separate call stack
8. }
9. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCallRun1)

Output:running...
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1. **class** TestCallRun2 **extends** Thread{
2. **public** **void** run(){
3. **for**(**int** i=1;i<5;i++){
4. **try**{Thread.sleep(500);}**catch**(InterruptedException e){System.out.println(e);}
5. System.out.println(i);
6. }
7. }
8. **public** **static** **void** main(String args[]){
9. TestCallRun2 t1=**new** TestCallRun2();
10. TestCallRun2 t2=**new** TestCallRun2();
12. t1.run();
13. t2.run();
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCallRun2)

Output:1

2

3

4

5

1

2

3

4

5

|  |
| --- |
| As you can see in the above program that there is no context-switching because here t1 and t2 will be treated as normal object not thread object. |

# The join() method

The join() method waits for a thread to die. In other words, it causes the currently running threads to stop executing until the thread it joins with completes its task.

### Syntax:

|  |
| --- |
| public void join()throws InterruptedException |
| public void join(long milliseconds)throws InterruptedException |

***Example of join() method***

1. **class** TestJoinMethod1 **extends** Thread{
2. **public** **void** run(){
3. **for**(**int** i=1;i<=5;i++){
4. **try**{
5. Thread.sleep(500);
6. }**catch**(Exception e){System.out.println(e);}
7. System.out.println(i);
8. }
9. }
10. **public** **static** **void** main(String args[]){
11. TestJoinMethod1 t1=**new** TestJoinMethod1();
12. TestJoinMethod1 t2=**new** TestJoinMethod1();
13. TestJoinMethod1 t3=**new** TestJoinMethod1();
14. t1.start();
15. **try**{
16. t1.join();
17. }**catch**(Exception e){System.out.println(e);}
19. t2.start();
20. t3.start();
21. }
22. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestJoinMethod1)

Output:1

2

3

4

5

1

1

2

2

3

3

4

4

5

5

|  |
| --- |
| As you can see in the above example,when t1 completes its task then t2 and t3 starts executing. |

***Example of join(long miliseconds) method***

1. **class** TestJoinMethod2 **extends** Thread{
2. **public** **void** run(){
3. **for**(**int** i=1;i<=5;i++){
4. **try**{
5. Thread.sleep(500);
6. }**catch**(Exception e){System.out.println(e);}
7. System.out.println(i);
8. }
9. }
10. **public** **static** **void** main(String args[]){
11. TestJoinMethod2 t1=**new** TestJoinMethod2();
12. TestJoinMethod2 t2=**new** TestJoinMethod2();
13. TestJoinMethod2 t3=**new** TestJoinMethod2();
14. t1.start();
15. **try**{
16. t1.join(1500);
17. }**catch**(Exception e){System.out.println(e);}
19. t2.start();
20. t3.start();
21. }
22. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestJoinMethod2)

Output:1

2

3

1

4

1

2

5

2

3

3

4

4

5

5

|  |
| --- |
| In the above example,when t1 is completes its task for 1500 miliseconds(3 times) then t2 and t3 starts executing. |

### getName(),setName(String) and getId() method:

|  |
| --- |
| public String getName() |
| public void setName(String name) |
| public long getId() |

1. **class** TestJoinMethod3 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("running...");
4. }
5. **public** **static** **void** main(String args[]){
6. TestJoinMethod3 t1=**new** TestJoinMethod3();
7. TestJoinMethod3 t2=**new** TestJoinMethod3();
8. System.out.println("Name of t1:"+t1.getName());
9. System.out.println("Name of t2:"+t2.getName());
10. System.out.println("id of t1:"+t1.getId());
12. t1.start();
13. t2.start();
15. t1.setName("Sonoo Jaiswal");
16. System.out.println("After changing name of t1:"+t1.getName());
17. }
18. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestJoinMethod3)

Output:Name of t1:Thread-0

Name of t2:Thread-1

id of t1:8

running...

After changling name of t1:Sonoo Jaiswal

running...

### The currentThread() method:

|  |
| --- |
| The currentThread() method returns a reference to the currently executing thread object. |

### Syntax:

|  |
| --- |
| public static Thread currentThread() |

***Example of currentThread() method***

1. **class** TestJoinMethod4 **extends** Thread{
2. **public** **void** run(){
3. System.out.println(Thread.currentThread().getName());
4. }
5. }
6. **public** **static** **void** main(String args[]){
7. TestJoinMethod4 t1=**new** TestJoinMethod4();
8. TestJoinMethod4 t2=**new** TestJoinMethod4();
10. t1.start();
11. t2.start();
12. }
13. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestJoinMethod4)

Output:Thread-0

Thread-1

# Naming Thread and Current Thread

## Naming Thread

The Thread class provides methods to change and get the name of a thread. By default, each thread has a name i.e. thread-0, thread-1 and so on. By we can change the name of the thread by using setName() method. The syntax of setName() and getName() methods are given below:

1. **public String getName():** is used to return the name of a thread.
2. **public void setName(String name):** is used to change the name of a thread.

## Example of naming a thread

1. **class** TestMultiNaming1 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("running...");
4. }
5. **public** **static** **void** main(String args[]){
6. TestMultiNaming1 t1=**new** TestMultiNaming1();
7. TestMultiNaming1 t2=**new** TestMultiNaming1();
8. System.out.println("Name of t1:"+t1.getName());
9. System.out.println("Name of t2:"+t2.getName());
11. t1.start();
12. t2.start();
14. t1.setName("Sonoo Jaiswal");
15. System.out.println("After changing name of t1:"+t1.getName());
16. }
17. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestMultiNaming1)

Output:Name of t1:Thread-0

Name of t2:Thread-1

id of t1:8

running...

After changeling name of t1:Sonoo Jaiswal

running...

## Current Thread

The currentThread() method returns a reference of currently executing thread.

1. **public** **static** Thread currentThread()

### Example of currentThread() method

1. **class** TestMultiNaming2 **extends** Thread{
2. **public** **void** run(){
3. System.out.println(Thread.currentThread().getName());
4. }
5. **public** **static** **void** main(String args[]){
6. TestMultiNaming2 t1=**new** TestMultiNaming2();
7. TestMultiNaming2 t2=**new** TestMultiNaming2();
9. t1.start();
10. t2.start();
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestMultiNaming2)

Output:Thread-0

Thread-1

# Priority of a Thread (Thread Priority):

|  |
| --- |
| Each thread have a priority. Priorities are represented by a number between 1 and 10. In most cases, thread schedular schedules the threads according to their priority (known as preemptive scheduling). But it is not guaranteed because it depends on JVM specification that which scheduling it chooses. |

## 3 constants defiend in Thread class:

|  |
| --- |
| 1. public static int MIN\_PRIORITY 2. public static int NORM\_PRIORITY 3. public static int MAX\_PRIORITY |

|  |
| --- |
| Default priority of a thread is 5 (NORM\_PRIORITY). The value of MIN\_PRIORITY is 1 and the value of MAX\_PRIORITY is 10. |

### Example of priority of a Thread:

1. **class** TestMultiPriority1 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("running thread name is:"+Thread.currentThread().getName());
4. System.out.println("running thread priority is:"+Thread.currentThread().getPriority());
6. }
7. **public** **static** **void** main(String args[]){
8. TestMultiPriority1 m1=**new** TestMultiPriority1();
9. TestMultiPriority1 m2=**new** TestMultiPriority1();
10. m1.setPriority(Thread.MIN\_PRIORITY);
11. m2.setPriority(Thread.MAX\_PRIORITY);
12. m1.start();
13. m2.start();
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestMultiPriority1)

Output:running thread name is:Thread-0

running thread priority is:10

running thread name is:Thread-1

running thread priority is:1

# Daemon Thread in Java

**Daemon thread in java** is a service provider thread that provides services to the user thread. Its life depend on the mercy of user threads i.e. when all the user threads dies, JVM terminates this thread automatically.

There are many java daemon threads running automatically e.g. gc, finalizer etc.

You can see all the detail by typing the jconsole in the command prompt. The jconsole tool provides information about the loaded classes, memory usage, running threads etc.

## Points to remember for Daemon Thread in Java

* It provides services to user threads for background supporting tasks. It has no role in life than to serve user threads.
* Its life depends on user threads.
* It is a low priority thread.

### Why JVM terminates the daemon thread if there is no user thread?

The sole purpose of the daemon thread is that it provides services to user thread for background supporting task. If there is no user thread, why should JVM keep running this thread. That is why JVM terminates the daemon thread if there is no user thread.

### Methods for Java Daemon thread by Thread class

The java.lang.Thread class provides two methods for java daemon thread.

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1) | public void setDaemon(boolean status) | is used to mark the current thread as daemon thread or user thread. |
| 2) | public boolean isDaemon() | is used to check that current is daemon. |

### Simple example of Daemon thread in java

*File: MyThread.java*

1. **public** **class** TestDaemonThread1 **extends** Thread{
2. **public** **void** run(){
3. **if**(Thread.currentThread().isDaemon()){//checking for daemon thread
4. System.out.println("daemon thread work");
5. }
6. **else**{
7. System.out.println("user thread work");
8. }
9. }
10. **public** **static** **void** main(String[] args){
11. TestDaemonThread1 t1=**new** TestDaemonThread1();//creating thread
12. TestDaemonThread1 t2=**new** TestDaemonThread1();
13. TestDaemonThread1 t3=**new** TestDaemonThread1();
15. t1.setDaemon(**true**);//now t1 is daemon thread
17. t1.start();//starting threads
18. t2.start();
19. t3.start();
20. }
21. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestDaemonThread1)

#### Output

daemon thread work

user thread work

user thread work

#### Note: If you want to make a user thread as Daemon, it must not be started otherwise it will throw IllegalThreadStateException.

*File: MyThread.java*

1. **class** TestDaemonThread2 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("Name: "+Thread.currentThread().getName());
4. System.out.println("Daemon: "+Thread.currentThread().isDaemon());
5. }
7. **public** **static** **void** main(String[] args){
8. TestDaemonThread2 t1=**new** TestDaemonThread2();
9. TestDaemonThread2 t2=**new** TestDaemonThread2();
10. t1.start();
11. t1.setDaemon(**true**);//will throw exception here
12. t2.start();
13. }
14. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestDaemonThread2)

Output:exception in thread main: java.lang.IllegalThreadStateException

# Java Thread Pool

**Java Thread pool** represents a group of worker threads that are waiting for the job and reuse many times.

In case of thread pool, a group of fixed size threads are created. A thread from the thread pool is pulled out and assigned a job by the service provider. After completion of the job, thread is contained in the thread pool again.

#### Advantage of Java Thread Pool

**Better performance** It saves time because there is no need to create new thread.

#### Real time usage

It is used in Servlet and JSP where container creates a thread pool to process the request.

#### Example of Java Thread Pool

Let's see a simple example of java thread pool using ExecutorService and Executors.

*File: WorkerThread.java*

1. **import** java.util.concurrent.ExecutorService;
2. **import** java.util.concurrent.Executors;
3. **class** WorkerThread **implements** Runnable {
4. **private** String message;
5. **public** WorkerThread(String s){
6. **this**.message=s;
7. }
8. **public** **void** run() {
9. System.out.println(Thread.currentThread().getName()+" (Start) message = "+message);
10. processmessage();//call processmessage method that sleeps the thread for 2 seconds
11. System.out.println(Thread.currentThread().getName()+" (End)");//prints thread name
12. }
13. **private** **void** processmessage() {
14. **try** {  Thread.sleep(2000);  } **catch** (InterruptedException e) { e.printStackTrace(); }
15. }
16. }

*File: JavaThreadPoolExample.java*

1. **public** **class** TestThreadPool {
2. **public** **static** **void** main(String[] args) {
3. ExecutorService executor = Executors.newFixedThreadPool(5);//creating a pool of 5 threads
4. **for** (**int** i = 0; i < 10; i++) {
5. Runnable worker = **new** WorkerThread("" + i);
6. executor.execute(worker);//calling execute method of ExecutorService
7. }
8. executor.shutdown();
9. **while** (!executor.isTerminated()) {   }
11. System.out.println("Finished all threads");
12. }
13. }

[download this example](http://www.javatpoint.com/src/multi/threadpool.zip)

Output:

pool-1-thread-1 (Start) message = 0

pool-1-thread-2 (Start) message = 1

pool-1-thread-3 (Start) message = 2

pool-1-thread-5 (Start) message = 4

pool-1-thread-4 (Start) message = 3

pool-1-thread-2 (End)

pool-1-thread-2 (Start) message = 5

pool-1-thread-1 (End)

pool-1-thread-1 (Start) message = 6

pool-1-thread-3 (End)

pool-1-thread-3 (Start) message = 7

pool-1-thread-4 (End)

pool-1-thread-4 (Start) message = 8

pool-1-thread-5 (End)

pool-1-thread-5 (Start) message = 9

pool-1-thread-2 (End)

pool-1-thread-1 (End)

pool-1-thread-4 (End)

pool-1-thread-3 (End)

pool-1-thread-5 (End)

Finished all threads

# ThreadGroup in Java

Java provides a convenient way to group multiple threads in a single object. In such way, we can suspend, resume or interrupt group of threads by a single method call.

#### Note: Now suspend(), resume() and stop() methods are deprecated.

Java thread group is implemented by java.lang.ThreadGroup class.

## Constructors of ThreadGroup class

There are only two constructors of ThreadGroup class.

|  |  |  |
| --- | --- | --- |
| **No.** | **Constructor** | **Description** |
| 1) | ThreadGroup(String name) | creates a thread group with given name. |
| 2) | ThreadGroup(ThreadGroup parent, String name) | creates a thread group with given parent group and name. |

## Important methods of ThreadGroup class

There are many methods in ThreadGroup class. A list of important methods are given below.

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1) | int activeCount() | returns no. of threads running in current group. |
| 2) | int activeGroupCount() | returns a no. of active group in this thread group. |
| 3) | void destroy() | destroys this thread group and all its sub groups. |
| 4) | String getName() | returns the name of this group. |
| 5) | ThreadGroup getParent() | returns the parent of this group. |
| 6) | void interrupt() | interrupts all threads of this group. |
| 7) | void list() | prints information of this group to standard console. |

Let's see a code to group multiple threads.

1. ThreadGroup tg1 = **new** ThreadGroup("Group A");
2. Thread t1 = **new** Thread(tg1,**new** MyRunnable(),"one");
3. Thread t2 = **new** Thread(tg1,**new** MyRunnable(),"two");
4. Thread t3 = **new** Thread(tg1,**new** MyRunnable(),"three");

Now all 3 threads belong to one group. Here, tg1 is the thread group name, MyRunnable is the class that implements Runnable interface and "one", "two" and "three" are the thread names.

Now we can interrupt all threads by a single line of code only.

1. Thread.currentThread().getThreadGroup().interrupt();

## ThreadGroup Example

*File: ThreadGroupDemo.java*

1. **public** **class** ThreadGroupDemo **implements** Runnable{
2. **public** **void** run() {
3. System.out.println(Thread.currentThread().getName());
4. }
5. **public** **static** **void** main(String[] args) {
6. ThreadGroupDemo runnable = **new** ThreadGroupDemo();
7. ThreadGroup tg1 = **new** ThreadGroup("Parent ThreadGroup");
9. Thread t1 = **new** Thread(tg1, runnable,"one");
10. t1.start();
11. Thread t2 = **new** Thread(tg1, runnable,"two");
12. t2.start();
13. Thread t3 = **new** Thread(tg1, runnable,"three");
14. t3.start();
16. System.out.println("Thread Group Name: "+tg1.getName());
17. tg1.list();
19. }
20. }

Output:

one

two

three

Thread Group Name: Parent ThreadGroup

java.lang.ThreadGroup[name=Parent ThreadGroup,maxpri=10]

Thread[one,5,Parent ThreadGroup]

Thread[two,5,Parent ThreadGroup]

Thread[three,5,Parent ThreadGroup]

# Java Shutdown Hook

The shutdown hook can be used to perform cleanup resource or save the state when JVM shuts down normally or abruptly. Performing clean resource means closing log file, sending some alerts or something else. So if you want to execute some code before JVM shuts down, use shutdown hook.

### When does the JVM shut down?

The JVM shuts down when:

* user presses ctrl+c on the command prompt
* System.exit(int) method is invoked
* user logoff
* user shutdown etc.

#### The addShutdownHook(Thread hook) method

The addShutdownHook() method of Runtime class is used to register the thread with the Virtual Machine. Syntax:

1. **public** **void** addShutdownHook(Thread hook){}

The object of Runtime class can be obtained by calling the static factory method getRuntime(). For example:

Runtime r = Runtime.getRuntime();

#### Factory method

The method that returns the instance of a class is known as factory method.

### Simple example of Shutdown Hook

1. **class** MyThread **extends** Thread{
2. **public** **void** run(){
3. System.out.println("shut down hook task completed..");
4. }
5. }
7. **public** **class** TestShutdown1{
8. **public** **static** **void** main(String[] args)**throws** Exception {
10. Runtime r=Runtime.getRuntime();
11. r.addShutdownHook(**new** MyThread());
13. System.out.println("Now main sleeping... press ctrl+c to exit");
14. **try**{Thread.sleep(3000);}**catch** (Exception e) {}
15. }
16. }

Output:Now main sleeping... press ctrl+c to exit

shut down hook task completed..

#### Note: The shutdown sequence can be stopped by invoking the halt(int) method of Runtime class.

### Same example of Shutdown Hook by annonymous class:

1. **public** **class** TestShutdown2{
2. **public** **static** **void** main(String[] args)**throws** Exception {
4. Runtime r=Runtime.getRuntime();
6. r.addShutdownHook(**new** Thread(){
7. **public** **void** run(){
8. System.out.println("shut down hook task completed..");
9. }
10. }
11. );
13. System.out.println("Now main sleeping... press ctrl+c to exit");
14. **try**{Thread.sleep(3000);}**catch** (Exception e) {}
15. }
16. }

Output:Now main sleeping... press ctrl+c to exit

shut down hook task completed..

# How to perform single task by multiple threads?

|  |
| --- |
| If you have to perform single task by many threads, have only one run() method.For example: |

***Program of performing single task by multiple threads***

1. **class** TestMultitasking1 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("task one");
4. }
5. **public** **static** **void** main(String args[]){
6. TestMultitasking1 t1=**new** TestMultitasking1();
7. TestMultitasking1 t2=**new** TestMultitasking1();
8. TestMultitasking1 t3=**new** TestMultitasking1();
10. t1.start();
11. t2.start();
12. t3.start();
13. }
14. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestMultitasking1)

Output:task one

task one

task one

***Program of performing single task by multiple threads***

1. **class** TestMultitasking2 **implements** Runnable{
2. **public** **void** run(){
3. System.out.println("task one");
4. }
6. **public** **static** **void** main(String args[]){
7. Thread t1 =**new** Thread(**new** TestMultitasking2());//passing annonymous object of TestMultitasking2 class
8. Thread t2 =**new** Thread(**new** TestMultitasking2());
10. t1.start();
11. t2.start();
13. }
14. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestMultitasking2)

Output:task one

task one

#### Note: Each thread run in a separate callstack.
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### How to perform multiple tasks by multiple threads (multitasking in multithreading)?

|  |
| --- |
| If you have to perform multiple tasks by multiple threads,have multiple run() methods.For example: |

***Program of performing two tasks by two threads***

1. **class** Simple1 **extends** Thread{
2. **public** **void** run(){
3. System.out.println("task one");
4. }
5. }
7. **class** Simple2 **extends** Thread{
8. **public** **void** run(){
9. System.out.println("task two");
10. }
11. }
13. **class** TestMultitasking3{
14. **public** **static** **void** main(String args[]){
15. Simple1 t1=**new** Simple1();
16. Simple2 t2=**new** Simple2();
18. t1.start();
19. t2.start();
20. }
21. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestMultitasking3)

Output:task one

task two

### Same example as above by annonymous class that extends Thread class:

***Program of performing two tasks by two threads***

1. **class** TestMultitasking4{
2. **public** **static** **void** main(String args[]){
3. Thread t1=**new** Thread(){
4. **public** **void** run(){
5. System.out.println("task one");
6. }
7. };
8. Thread t2=**new** Thread(){
9. **public** **void** run(){
10. System.out.println("task two");
11. }
12. };

15. t1.start();
16. t2.start();
17. }
18. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestMultitasking4)

Output:task one

task two

### Same example as above by annonymous class that implements Runnable interface:

***Program of performing two tasks by two threads***

1. **class** TestMultitasking5{
2. **public** **static** **void** main(String args[]){
3. Runnable r1=**new** Runnable(){
4. **public** **void** run(){
5. System.out.println("task one");
6. }
7. };
9. Runnable r2=**new** Runnable(){
10. **public** **void** run(){
11. System.out.println("task two");
12. }
13. };
15. Thread t1=**new** Thread(r1);
16. Thread t2=**new** Thread(r2);
18. t1.start();
19. t2.start();
20. }
21. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestMultitasking5)

Output:task one

task two

# Java Garbage Collection

In java, garbage means unreferenced objects.

Garbage Collection is process of reclaiming the runtime unused memory automatically. In other words, it is a way to destroy the unused objects.

To do so, we were using free() function in C language and delete() in C++. But, in java it is performed automatically. So, java provides better memory management.

### Advantage of Garbage Collection

* It makes java **memory efficient** because garbage collector removes the unreferenced objects from heap memory.
* It is **automatically done** by the garbage collector(a part of JVM) so we don't need to make extra efforts.

## How can an object be unreferenced?

There are many ways:

* By nulling the reference
* By assigning a reference to another
* By annonymous object etc.

### 1) By nulling a reference:

1. Employee e=**new** Employee();
2. e=**null**;

### 2) By assigning a reference to another:

1. Employee e1=**new** Employee();
2. Employee e2=**new** Employee();
3. e1=e2;//now the first object referred by e1 is available for garbage collection

### 3) By annonymous object:

1. **new** Employee();

## finalize() method

The finalize() method is invoked each time before the object is garbage collected. This method can be used to perform cleanup processing. This method is defined in Object class as:

1. **protected** **void** finalize(){}

#### Note: The Garbage collector of JVM collects only those objects that are created by new keyword. So if you have created any object without new, you can use finalize method to perform cleanup processing (destroying remaining objects).

## gc() method

The gc() method is used to invoke the garbage collector to perform cleanup processing. The gc() is found in System and Runtime classes.

1. **public** **static** **void** gc(){}

#### Note: Garbage collection is performed by a daemon thread called Garbage Collector(GC). This thread calls the finalize() method before object is garbage collected.

### Simple Example of garbage collection in java

1. **public** **class** TestGarbage1{
2. **public** **void** finalize(){System.out.println("object is garbage collected");}
3. **public** **static** **void** main(String args[]){
4. TestGarbage1 s1=**new** TestGarbage1();
5. TestGarbage1 s2=**new** TestGarbage1();
6. s1=**null**;
7. s2=**null**;
8. System.gc();
9. }
10. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestGarbage1)

object is garbage collected

object is garbage collected

#### Note: Neither finalization nor garbage collection is guaranteed.

Java Runtime class

**Java Runtime** class is used *to interact with java runtime environment*. Java Runtime class provides methods to execute a process, invoke GC, get total and free memory etc. There is only one instance of java.lang.Runtime class is available for one java application.

The **Runtime.getRuntime()** method returns the singleton instance of Runtime class.

Important methods of Java Runtime class

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1) | public static Runtime getRuntime() | returns the instance of Runtime class. |
| 2) | public void exit(int status) | terminates the current virtual machine. |
| 3) | public void addShutdownHook(Thread hook) | registers new hook thread. |
| 4) | public Process exec(String command)throws IOException | executes given command in a separate process. |
| 5) | public int availableProcessors() | returns no. of available processors. |
| 6) | public long freeMemory() | returns amount of free memory in JVM. |
| 7) | public long totalMemory() | returns amount of total memory in JVM. |

Java Runtime exec() method

1. **public** **class** Runtime1{
2. **public** **static** **void** main(String args[])**throws** Exception{
3. Runtime.getRuntime().exec("notepad");//will open a new notepad
4. }
5. }

How to shutdown system in Java

You can use *shutdown -s* command to shutdown system. For windows OS, you need to provide full path of shutdown command e.g. c:\\Windows\\System32\\shutdown.

Here you can use -s switch to shutdown system, -r switch to restart system and -t switch to specify time delay.

1. **public** **class** Runtime2{
2. **public** **static** **void** main(String args[])**throws** Exception{
3. Runtime.getRuntime().exec("shutdown -s -t 0");
4. }
5. }

How to shutdown windows system in Java

1. **public** **class** Runtime2{
2. **public** **static** **void** main(String args[])**throws** Exception{
3. Runtime.getRuntime().exec("c:\\Windows\\System32\\shutdown -s -t 0");
4. }
5. }

How to restart system in Java

1. **public** **class** Runtime3{
2. **public** **static** **void** main(String args[])**throws** Exception{
3. Runtime.getRuntime().exec("shutdown -r -t 0");
4. }
5. }

Java Runtime availableProcessors()

1. **public** **class** Runtime4{
2. **public** **static** **void** main(String args[])**throws** Exception{
3. System.out.println(Runtime.getRuntime().availableProcessors());
4. }
5. }

Java Runtime freeMemory() and totalMemory() method

In the given program, after creating 10000 instance, free memory will be less than the previous free memory. But after gc() call, you will get more free memory.

1. **public** **class** MemoryTest{
2. **public** **static** **void** main(String args[])**throws** Exception{
3. Runtime r=Runtime.getRuntime();
4. System.out.println("Total Memory: "+r.totalMemory());
5. System.out.println("Free Memory: "+r.freeMemory());
7. **for**(**int** i=0;i<10000;i++){
8. **new** MemoryTest();
9. }
10. System.out.println("After creating 10000 instance, Free Memory: "+r.freeMemory());
11. System.gc();
12. System.out.println("After gc(), Free Memory: "+r.freeMemory());
13. }
14. }

Total Memory: 100139008

Free Memory: 99474824

After creating 10000 instance, Free Memory: 99310552

After gc(), Free Memory: 100182832

# Synchronization in Java

Synchronization in java is the capability to control the access of multiple threads to any shared resource.

Java Synchronization is better option where we want to allow only one thread to access the shared resource.

### Why use Synchronization

The synchronization is mainly used to

1. To prevent thread interference.
2. To prevent consistency problem.

### Types of Synchronization

There are two types of synchronization

1. Process Synchronization
2. Thread Synchronization

Here, we will discuss only thread synchronization.

### Thread Synchronization

There are two types of thread synchronization mutual exclusive and inter-thread communication.

1. Mutual Exclusive
   1. Synchronized method.
   2. Synchronized block.
   3. static synchronization.
2. Cooperation (Inter-thread communication in java)

### Mutual Exclusive

Mutual Exclusive helps keep threads from interfering with one another while sharing data. This can be done by three ways in java:

1. by synchronized method
2. by synchronized block
3. by static synchronization

### Concept of Lock in Java

Synchronization is built around an internal entity known as the lock or monitor. Every object has an lock associated with it. By convention, a thread that needs consistent access to an object's fields has to acquire the object's lock before accessing them, and then release the lock when it's done with them.

From Java 5 the package java.util.concurrent.locks contains several lock implementations.

### Understanding the problem without Synchronization

In this example, there is no synchronization, so output is inconsistent. Let's see the example:

1. Class Table{
3. **void** printTable(**int** n){//method not synchronized
4. **for**(**int** i=1;i<=5;i++){
5. System.out.println(n\*i);
6. **try**{
7. Thread.sleep(400);
8. }**catch**(Exception e){System.out.println(e);}
9. }
11. }
12. }
14. **class** MyThread1 **extends** Thread{
15. Table t;
16. MyThread1(Table t){
17. **this**.t=t;
18. }
19. **public** **void** run(){
20. t.printTable(5);
21. }
23. }
24. **class** MyThread2 **extends** Thread{
25. Table t;
26. MyThread2(Table t){
27. **this**.t=t;
28. }
29. **public** **void** run(){
30. t.printTable(100);
31. }
32. }
34. **class** TestSynchronization1{
35. **public** **static** **void** main(String args[]){
36. Table obj = **new** Table();//only one object
37. MyThread1 t1=**new** MyThread1(obj);
38. MyThread2 t2=**new** MyThread2(obj);
39. t1.start();
40. t2.start();
41. }
42. }

Output: 5
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### Java synchronized method

If you declare any method as synchronized, it is known as synchronized method.

Synchronized method is used to lock an object for any shared resource.

When a thread invokes a synchronized method, it automatically acquires the lock for that object and releases it when the thread completes its task.

1. //example of java synchronized method
2. **class** Table{
3. **synchronized** **void** printTable(**int** n){//synchronized method
4. **for**(**int** i=1;i<=5;i++){
5. System.out.println(n\*i);
6. **try**{
7. Thread.sleep(400);
8. }**catch**(Exception e){System.out.println(e);}
9. }
11. }
12. }
14. **class** MyThread1 **extends** Thread{
15. Table t;
16. MyThread1(Table t){
17. **this**.t=t;
18. }
19. **public** **void** run(){
20. t.printTable(5);
21. }
23. }
24. **class** MyThread2 **extends** Thread{
25. Table t;
26. MyThread2(Table t){
27. **this**.t=t;
28. }
29. **public** **void** run(){
30. t.printTable(100);
31. }
32. }
34. **public** **class** TestSynchronization2{
35. **public** **static** **void** main(String args[]){
36. Table obj = **new** Table();//only one object
37. MyThread1 t1=**new** MyThread1(obj);
38. MyThread2 t2=**new** MyThread2(obj);
39. t1.start();
40. t2.start();
41. }
42. }

Output: 5
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### Example of synchronized method by using annonymous class

In this program, we have created the two threads by annonymous class, so less coding is required.

1. //Program of synchronized method by using annonymous class
2. **class** Table{
3. **synchronized** **void** printTable(**int** n){//synchronized method
4. **for**(**int** i=1;i<=5;i++){
5. System.out.println(n\*i);
6. **try**{
7. Thread.sleep(400);
8. }**catch**(Exception e){System.out.println(e);}
9. }
11. }
12. }
14. **public** **class** TestSynchronization3{
15. **public** **static** **void** main(String args[]){
16. **final** Table obj = **new** Table();//only one object
18. Thread t1=**new** Thread(){
19. **public** **void** run(){
20. obj.printTable(5);
21. }
22. };
23. Thread t2=**new** Thread(){
24. **public** **void** run(){
25. obj.printTable(100);
26. }
27. };
29. t1.start();
30. t2.start();
31. }
32. }

Output: 5
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# Synchronized block in java

Synchronized block can be used to perform synchronization on any specific resource of the method.

Suppose you have 50 lines of code in your method, but you want to synchronize only 5 lines, you can use synchronized block.

If you put all the codes of the method in the synchronized block, it will work same as the synchronized method.

### Points to remember for Synchronized block

* Synchronized block is used to lock an object for any shared resource.
* Scope of synchronized block is smaller than the method.

**Syntax to use synchronized block**

1. **synchronized** (object reference expression) {
2. //code block
3. }

### Example of synchronized block

Let's see the simple example of synchronized block.

***Program of synchronized block***

1. **class** Table{
3. **void** printTable(**int** n){
4. **synchronized**(**this**){//synchronized block
5. **for**(**int** i=1;i<=5;i++){
6. System.out.println(n\*i);
7. **try**{
8. Thread.sleep(400);
9. }**catch**(Exception e){System.out.println(e);}
10. }
11. }
12. }//end of the method
13. }
15. **class** MyThread1 **extends** Thread{
16. Table t;
17. MyThread1(Table t){
18. **this**.t=t;
19. }
20. **public** **void** run(){
21. t.printTable(5);
22. }
24. }
25. **class** MyThread2 **extends** Thread{
26. Table t;
27. MyThread2(Table t){
28. **this**.t=t;
29. }
30. **public** **void** run(){
31. t.printTable(100);
32. }
33. }
35. **public** **class** TestSynchronizedBlock1{
36. **public** **static** **void** main(String args[]){
37. Table obj = **new** Table();//only one object
38. MyThread1 t1=**new** MyThread1(obj);
39. MyThread2 t2=**new** MyThread2(obj);
40. t1.start();
41. t2.start();
42. }
43. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSynchronizedBlock1)
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### Same Example of synchronized block by using annonymous class:

***//Program of synchronized block by using annonymous class***

1. **class** Table{
3. **void** printTable(**int** n){
4. **synchronized**(**this**){//synchronized block
5. **for**(**int** i=1;i<=5;i++){
6. System.out.println(n\*i);
7. **try**{
8. Thread.sleep(400);
9. }**catch**(Exception e){System.out.println(e);}
10. }
11. }
12. }//end of the method
13. }
15. **public** **class** TestSynchronizedBlock2{
16. **public** **static** **void** main(String args[]){
17. **final** Table obj = **new** Table();//only one object
19. Thread t1=**new** Thread(){
20. **public** **void** run(){
21. obj.printTable(5);
22. }
23. };
24. Thread t2=**new** Thread(){
25. **public** **void** run(){
26. obj.printTable(100);
27. }
28. };
30. t1.start();
31. t2.start();
32. }
33. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSynchronizedBlock2)
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# Static synchronization

If you make any static method as synchronized, the lock will be on the class not on object.
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### Problem without static synchronization

Suppose there are two objects of a shared class(e.g. Table) named object1 and object2.In case of synchronized method and synchronized block there cannot be interference between t1 and t2 or t3 and t4 because t1 and t2 both refers to a common object that have a single lock.But there can be interference between t1 and t3 or t2 and t4 because t1 acquires another lock and t3 acquires another lock.I want no interference between t1 and t3 or t2 and t4.Static synchronization solves this problem.

### Example of static synchronization

In this example we are applying synchronized keyword on the static method to perform static synchronization.

1. **class** Table{
3. **synchronized** **static** **void** printTable(**int** n){
4. **for**(**int** i=1;i<=10;i++){
5. System.out.println(n\*i);
6. **try**{
7. Thread.sleep(400);
8. }**catch**(Exception e){}
9. }
10. }
11. }
13. **class** MyThread1 **extends** Thread{
14. **public** **void** run(){
15. Table.printTable(1);
16. }
17. }
19. **class** MyThread2 **extends** Thread{
20. **public** **void** run(){
21. Table.printTable(10);
22. }
23. }
25. **class** MyThread3 **extends** Thread{
26. **public** **void** run(){
27. Table.printTable(100);
28. }
29. }



34. **class** MyThread4 **extends** Thread{
35. **public** **void** run(){
36. Table.printTable(1000);
37. }
38. }
40. **public** **class** TestSynchronization4{
41. **public** **static** **void** main(String t[]){
42. MyThread1 t1=**new** MyThread1();
43. MyThread2 t2=**new** MyThread2();
44. MyThread3 t3=**new** MyThread3();
45. MyThread4 t4=**new** MyThread4();
46. t1.start();
47. t2.start();
48. t3.start();
49. t4.start();
50. }
51. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSynchronization4)
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### Same example of static synchronization by annonymous class

In this example, we are using annonymous class to create the threads.

1. **class** Table{
3. **synchronized** **static**  **void** printTable(**int** n){
4. **for**(**int** i=1;i<=10;i++){
5. System.out.println(n\*i);
6. **try**{
7. Thread.sleep(400);
8. }**catch**(Exception e){}
9. }
10. }
11. }
13. **public** **class** TestSynchronization5 {
14. **public** **static** **void** main(String[] args) {
16. Thread t1=**new** Thread(){
17. **public** **void** run(){
18. Table.printTable(1);
19. }
20. };
22. Thread t2=**new** Thread(){
23. **public** **void** run(){
24. Table.printTable(10);
25. }
26. };
28. Thread t3=**new** Thread(){
29. **public** **void** run(){
30. Table.printTable(100);
31. }
32. };
34. Thread t4=**new** Thread(){
35. **public** **void** run(){
36. Table.printTable(1000);
37. }
38. };
39. t1.start();
40. t2.start();
41. t3.start();
42. t4.start();
44. }
45. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSynchronization5)

Output: 1

2

3

4

5

6

7

8

9

10

10

20

30

40

50

60

70

80

90

100

100

200

300

400

500

600

700

800

900

1000

1000

2000

3000

4000

5000

6000

7000

8000

9000

10000

### Synchronized block on a class lock:

The block synchronizes on the lock of the object denoted by the reference .class name .class. A static synchronized method printTable(int n) in class Table is equivalent to the following declaration:

1. **static** **void** printTable(**int** n) {
2. **synchronized** (Table.**class**) {       // Synchronized block on class A
3. // ...
4. }
5. }

# Deadlock in java

Deadlock in java is a part of multithreading. Deadlock can occur in a situation when a thread is waiting for an object lock, that is acquired by another thread and second thread is waiting for an object lock that is acquired by first thread. Since, both threads are waiting for each other to release the lock, the condition is called deadlock.

![Deadlock in java](data:image/jpeg;base64,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)

### Example of Deadlock in java

1. **public** **class** TestDeadlockExample1 {
2. **public** **static** **void** main(String[] args) {
3. **final** String resource1 = "ratan jaiswal";
4. **final** String resource2 = "vimal jaiswal";
5. // t1 tries to lock resource1 then resource2
6. Thread t1 = **new** Thread() {
7. **public** **void** run() {
8. **synchronized** (resource1) {
9. System.out.println("Thread 1: locked resource 1");
11. **try** { Thread.sleep(100);} **catch** (Exception e) {}
13. **synchronized** (resource2) {
14. System.out.println("Thread 1: locked resource 2");
15. }
16. }
17. }
18. };
20. // t2 tries to lock resource2 then resource1
21. Thread t2 = **new** Thread() {
22. **public** **void** run() {
23. **synchronized** (resource2) {
24. System.out.println("Thread 2: locked resource 2");
26. **try** { Thread.sleep(100);} **catch** (Exception e) {}
28. **synchronized** (resource1) {
29. System.out.println("Thread 2: locked resource 1");
30. }
31. }
32. }
33. };

36. t1.start();
37. t2.start();
38. }
39. }

Output: Thread 1: locked resource 1

Thread 2: locked resource 2

# Inter-thread communication in Java

**Inter-thread communication** or **Co-operation** is all about allowing synchronized threads to communicate with each other.

Cooperation (Inter-thread communication) is a mechanism in which a thread is paused running in its critical section and another thread is allowed to enter (or lock) in the same critical section to be executed.It is implemented by following methods of **Object class**:

* wait()
* notify()
* notifyAll()

### 1) wait() method

Causes current thread to release the lock and wait until either another thread invokes the notify() method or the notifyAll() method for this object, or a specified amount of time has elapsed.

The current thread must own this object's monitor, so it must be called from the synchronized method only otherwise it will throw exception.

|  |  |
| --- | --- |
| **Method** | **Description** |
| public final void wait()throws InterruptedException | waits until object is notified. |
| public final void wait(long timeout)throws InterruptedException | waits for the specified amount of time. |

### 2) notify() method

Wakes up a single thread that is waiting on this object's monitor. If any threads are waiting on this object, one of them is chosen to be awakened. The choice is arbitrary and occurs at the discretion of the implementation. Syntax:

public final void notify()

### 3) notifyAll() method

Wakes up all threads that are waiting on this object's monitor. Syntax:

public final void notifyAll()

### Understanding the process of inter-thread communication

![inter thread communication in java](data:image/gif;base64,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)

The point to point explanation of the above diagram is as follows:

1. Threads enter to acquire lock.
2. Lock is acquired by on thread.
3. Now thread goes to waiting state if you call wait() method on the object. Otherwise it releases the lock and exits.
4. If you call notify() or notifyAll() method, thread moves to the notified state (runnable state).
5. Now thread is available to acquire lock.
6. After completion of the task, thread releases the lock and exits the monitor state of the object.

### Why wait(), notify() and notifyAll() methods are defined in Object class not Thread class?

It is because they are related to lock and object has a lock.

### Difference between wait and sleep?

Let's see the important differences between wait and sleep methods.

|  |  |
| --- | --- |
| **wait()** | **sleep()** |
| wait() method releases the lock | sleep() method doesn't release the lock. |
| is the method of Object class | is the method of Thread class |
| is the non-static method | is the static method |
| is the non-static method | is the static method |
| should be notified by notify() or notifyAll() methods | after the specified amount of time, sleep is completed. |

### Example of inter thread communication in java

Let's see the simple example of inter thread communication.

1. **class** Customer{
2. **int** amount=10000;
4. **synchronized** **void** withdraw(**int** amount){
5. System.out.println("going to withdraw...");
7. **if**(**this**.amount<amount){
8. System.out.println("Less balance; waiting for deposit...");
9. **try**{wait();}**catch**(Exception e){}
10. }
11. **this**.amount-=amount;
12. System.out.println("withdraw completed...");
13. }
15. **synchronized** **void** deposit(**int** amount){
16. System.out.println("going to deposit...");
17. **this**.amount+=amount;
18. System.out.println("deposit completed... ");
19. notify();
20. }
21. }
23. **class** Test{
24. **public** **static** **void** main(String args[]){
25. **final** Customer c=**new** Customer();
26. **new** Thread(){
27. **public** **void** run(){c.withdraw(15000);}
28. }.start();
29. **new** Thread(){
30. **public** **void** run(){c.deposit(10000);}
31. }.start();
33. }}

Output: going to withdraw...

Less balance; waiting for deposit...

going to deposit...

deposit completed...

withdraw completed

Interrupting a Thread:

|  |
| --- |
| If any thread is in sleeping or waiting state (i.e. sleep() or wait() is invoked), calling the interrupt() method on the thread, breaks out the sleeping or waiting state throwing InterruptedException. If the thread is not in the sleeping or waiting state, calling the interrupt() method performs normal behaviour and doesn't interrupt the thread but sets the interrupt flag to true. Let's first see the methods provided by the Thread class for thread interruption. |

The 3 methods provided by the Thread class for interrupting a thread

|  |
| --- |
| * **public void interrupt()** * **public static boolean interrupted()** * **public boolean isInterrupted()** |

Example of interrupting a thread that stops working

|  |
| --- |
| In this example, after interrupting the thread, we are propagating it, so it will stop working. If we don't want to stop the thread, we can handle it where sleep() or wait() method is invoked. Let's first see the example where we are propagating the exception. |

1. **class** TestInterruptingThread1 **extends** Thread{
2. **public** **void** run(){
3. **try**{
4. Thread.sleep(1000);
5. System.out.println("task");
6. }**catch**(InterruptedException e){
7. **throw** **new** RuntimeException("Thread interrupted..."+e);
8. }
10. }
12. **public** **static** **void** main(String args[]){
13. TestInterruptingThread1 t1=**new** TestInterruptingThread1();
14. t1.start();
15. **try**{
16. t1.interrupt();
17. }**catch**(Exception e){System.out.println("Exception handled "+e);}
19. }
20. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestInterruptingThread1)

[download this example](http://www.javatpoint.com/src/multi/interrupt1.zip)

Output:Exception in thread-0

java.lang.RuntimeException: Thread interrupted...

java.lang.InterruptedException: sleep interrupted

at A.run(A.java:7)

Example of interrupting a thread that doesn't stop working

|  |
| --- |
| In this example, after interrupting the thread, we handle the exception, so it will break out the sleeping but will not stop working. |

1. **class** TestInterruptingThread2 **extends** Thread{
2. **public** **void** run(){
3. **try**{
4. Thread.sleep(1000);
5. System.out.println("task");
6. }**catch**(InterruptedException e){
7. System.out.println("Exception handled "+e);
8. }
9. System.out.println("thread is running...");
10. }
12. **public** **static** **void** main(String args[]){
13. TestInterruptingThread2 t1=**new** TestInterruptingThread2();
14. t1.start();
16. t1.interrupt();
18. }
19. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestInterruptingThread2)

[download this example](http://www.javatpoint.com/src/multi/interrupt2.zip)

Output:Exception handled

java.lang.InterruptedException: sleep interrupted

thread is running...

Example of interrupting thread that behaves normally

|  |
| --- |
| If thread is not in sleeping or waiting state, calling the interrupt() method sets the interrupted flag to true that can be used to stop the thread by the java programmer later. |

1. **class** TestInterruptingThread3 **extends** Thread{
3. **public** **void** run(){
4. **for**(**int** i=1;i<=5;i++)
5. System.out.println(i);
6. }
8. **public** **static** **void** main(String args[]){
9. TestInterruptingThread3 t1=**new** TestInterruptingThread3();
10. t1.start();
12. t1.interrupt();
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestInterruptingThread3)

Output:1

2

3

4

5

What about isInterrupted and interrupted method?

|  |
| --- |
| The isInterrupted() method returns the interrupted flag either true or false. The static interrupted() method returns the interrupted flag afterthat it sets the flag to false if it is true. |

1. **public** **class** TestInterruptingThread4 **extends** Thread{
3. **public** **void** run(){
4. **for**(**int** i=1;i<=2;i++){
5. **if**(Thread.interrupted()){
6. System.out.println("code for interrupted thread");
7. }
8. **else**{
9. System.out.println("code for normal thread");
10. }
12. }//end of for loop
13. }
15. **public** **static** **void** main(String args[]){
17. TestInterruptingThread4 t1=**new** TestInterruptingThread4();
18. TestInterruptingThread4 t2=**new** TestInterruptingThread4();
20. t1.start();
21. t1.interrupt();
23. t2.start();
25. }
26. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestInterruptingThread4)

Output:Code for interrupted thread

code for normal thread

code for normal thread

code for normal thread

# Collections in Java

1. [Java Collection Framework](http://www.javatpoint.com/collections-in-java)
2. [Hierarchy of Collection Framework](http://www.javatpoint.com/collections-in-java#collectionhierarchy)
3. [Collection interface](http://www.javatpoint.com/collections-in-java#collectionmethods)
4. [Iterator interface](http://www.javatpoint.com/collections-in-java#collectioniterator)

**Collections in java** is a framework that provides an architecture to store and manipulate the group of objects.

All the operations that you perform on a data such as searching, sorting, insertion, manipulation, deletion etc. can be performed by Java Collections.

Java Collection simply means a single unit of objects. Java Collection framework provides many interfaces (Set, List, Queue, Deque etc.) and classes (ArrayList, Vector, LinkedList, PriorityQueue, HashSet, LinkedHashSet, TreeSet etc).

#### What is Collection in java

Collection represents a single unit of objects i.e. a group.

#### What is framework in java

* provides readymade architecture.
* represents set of classes and interface.
* is optional.

#### What is Collection framework

Collection framework represents a unified architecture for storing and manipulating group of objects. It has:

1. Interfaces and its implementations i.e. classes
2. Algorithm

### Hierarchy of Collection Framework

Let us see the hierarchy of collection framework.The **java.util** package contains all the classes and interfaces for Collection framework.
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### Methods of Collection interface

There are many methods declared in the Collection interface. They are as follows:

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | public boolean add(Object element) | is used to insert an element in this collection. |
| 2 | public boolean addAll(Collection c) | is used to insert the specified collection elements in the invoking collection. |
| 3 | public boolean remove(Object element) | is used to delete an element from this collection. |
| 4 | public boolean removeAll(Collection c) | is used to delete all the elements of specified collection from the invoking collection. |
| 5 | public boolean retainAll(Collection c) | is used to delete all the elements of invoking collection except the specified collection. |
| 6 | public int size() | return the total number of elements in the collection. |
| 7 | public void clear() | removes the total no of element from the collection. |
| 8 | public boolean contains(Object element) | is used to search an element. |
| 9 | public boolean containsAll(Collection c) | is used to search the specified collection in this collection. |
| 10 | public Iterator iterator() | returns an iterator. |
| 11 | public Object[] toArray() | converts collection into array. |
| 12 | public boolean isEmpty() | checks if collection is empty. |
| 13 | public boolean equals(Object element) | matches two collection. |
| 14 | public int hashCode() | returns the hashcode number for collection. |

### Iterator interface

|  |
| --- |
| Iterator interface provides the facility of iterating the elements in forward direction only. |

#### Methods of Iterator interface

There are only three methods in the Iterator interface. They are:

1. **public boolean hasNext()** it returns true if iterator has more elements.
2. **public object next()** it returns the element and moves the cursor pointer to the next element.
3. **public void remove()** it removes the last elements returned by the iterator. It is rarely used.

# Java ArrayList class
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Java ArrayList class uses a dynamic array for storing the elements. It inherits AbstractList class and implements List interface.

The important points about Java ArrayList class are:

* Java ArrayList class can contain duplicate elements.
* Java ArrayList class maintains insertion order.
* Java ArrayList class is non synchronized.
* Java ArrayList allows random access because array works at the index basis.
* In Java ArrayList class, manipulation is slow because a lot of shifting needs to be occurred if any element is removed from the array list.

### Hierarchy of ArrayList class

As shown in above diagram, Java ArrayList class extends AbstractList class which implements List interface. The List interface extends Collection and Iterable interfaces in hierarchical order.

### ArrayList class declaration

Let's see the declaration for java.util.ArrayList class.

1. **public** **class** ArrayList<E> **extends** AbstractList<E> **implements** List<E>, RandomAccess, Cloneable, Serializable

### Constructors of Java ArrayList

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| ArrayList() | It is used to build an empty array list. |
| ArrayList(Collection c) | It is used to build an array list that is initialized with the elements of the collection c. |
| ArrayList(int capacity) | It is used to build an array list that has the specified initial capacity. |

### Methods of Java ArrayList

|  |  |
| --- | --- |
| **Method** | **Description** |
| void add(int index, Object element) | It is used to insert the specified element at the specified position index in a list. |
| boolean addAll(Collection c) | It is used to append all of the elements in the specified collection to the end of this list, in the order that they are returned by the specified collection's iterator. |
| void clear() | It is used to remove all of the elements from this list. |
| int lastIndexOf(Object o) | It is used to return the index in this list of the last occurrence of the specified element, or -1 if the list does not contain this element. |
| Object[] toArray() | It is used to return an array containing all of the elements in this list in the correct order. |
| Object[] toArray(Object[] a) | It is used to return an array containing all of the elements in this list in the correct order. |
| boolean add(Object o) | It is used to append the specified element to the end of a list. |
| boolean addAll(int index, Collection c) | It is used to insert all of the elements in the specified collection into this list, starting at the specified position. |
| Object clone() | It is used to return a shallow copy of an ArrayList. |
| int indexOf(Object o) | It is used to return the index in this list of the first occurrence of the specified element, or -1 if the List does not contain this element. |
| void trimToSize() | It is used to trim the capacity of this ArrayList instance to be the list's current size. |

### Java Non-generic Vs Generic Collection

Java collection framework was non-generic before JDK 1.5. Since 1.5, it is generic.

Java new generic collection allows you to have only one type of object in collection. Now it is type safe so typecasting is not required at run time.

Let's see the old non-generic example of creating java collection.

1. ArrayList al=**new** ArrayList();//creating old non-generic arraylist

Let's see the new generic example of creating java collection.

1. ArrayList<String> al=**new** ArrayList<String>();//creating new generic arraylist

In generic collection, we specify the type in angular braces. Now ArrayList is forced to have only specified type of objects in it. If you try to add another type of object, it gives *compile time error*.

For more information of java generics, click here [Java Generics Tutorial](http://www.javatpoint.com/generics-in-java).

### Java ArrayList Example

1. **import** java.util.\*;
2. **class** TestCollection1{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> list=**new** ArrayList<String>();//Creating arraylist
5. list.add("Ravi");//Adding object in arraylist
6. list.add("Vijay");
7. list.add("Ravi");
8. list.add("Ajay");
9. //Traversing list through Iterator
10. Iterator itr=list.iterator();
11. **while**(itr.hasNext()){
12. System.out.println(itr.next());
13. }
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection1)

Ravi

Vijay

Ravi

Ajay

### Two ways to iterate the elements of collection in java

There are two ways to traverse collection elements:

1. By Iterator interface.
2. By for-each loop.

In the above example, we have seen traversing ArrayList by Iterator. Let's see the example to traverse ArrayList elements using for-each loop.

### Iterating Collection through for-each loop

1. **import** java.util.\*;
2. **class** TestCollection2{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> al=**new** ArrayList<String>();
5. al.add("Ravi");
6. al.add("Vijay");
7. al.add("Ravi");
8. al.add("Ajay");
9. **for**(String obj:al)
10. System.out.println(obj);
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection2)

Ravi

Vijay

Ravi

Ajay

### User-defined class objects in Java ArrayList

Let's see an example where we are storing Student class object in array list.

1. **class** Student{
2. **int** rollno;
3. String name;
4. **int** age;
5. Student(**int** rollno,String name,**int** age){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.age=age;
9. }
10. }
11. **import** java.util.\*;
12. **public** **class** TestCollection3{
13. **public** **static** **void** main(String args[]){
14. //Creating user-defined class objects
15. Student s1=**new** Student(101,"Sonoo",23);
16. Student s2=**new** Student(102,"Ravi",21);
17. Student s2=**new** Student(103,"Hanumat",25);
18. //creating arraylist
19. ArrayList<Student> al=**new** ArrayList<Student>();
20. al.add(s1);//adding Student class object
21. al.add(s2);
22. al.add(s3);
23. //Getting Iterator
24. Iterator itr=al.iterator();
25. //traversing elements of ArrayList object
26. **while**(itr.hasNext()){
27. Student st=(Student)itr.next();
28. System.out.println(st.rollno+" "+st.name+" "+st.age);
29. }
30. }
31. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection3)

101 Sonoo 23

102 Ravi 21

103 Hanumat 25

### Example of addAll(Collection c) method

1. **import** java.util.\*;
2. **class** TestCollection4{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> al=**new** ArrayList<String>();
5. al.add("Ravi");
6. al.add("Vijay");
7. al.add("Ajay");
8. ArrayList<String> al2=**new** ArrayList<String>();
9. al2.add("Sonoo");
10. al2.add("Hanumat");
11. al.addAll(al2);//adding second list in first list
12. Iterator itr=al.iterator();
13. **while**(itr.hasNext()){
14. System.out.println(itr.next());
15. }
16. }
17. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection4)

Ravi

Vijay

Ajay

Sonoo

Hanumat

### Example of removeAll() method

1. **import** java.util.\*;
2. **class** TestCollection5{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> al=**new** ArrayList<String>();
5. al.add("Ravi");
6. al.add("Vijay");
7. al.add("Ajay");
8. ArrayList<String> al2=**new** ArrayList<String>();
9. al2.add("Ravi");
10. al2.add("Hanumat");
11. al.removeAll(al2);
12. System.out.println("iterating the elements after removing the elements of al2...");
13. Iterator itr=al.iterator();
14. **while**(itr.hasNext()){
15. System.out.println(itr.next());
16. }
18. }
19. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection5)

iterating the elements after removing the elements of al2...

Vijay

Ajay

### Example of retainAll() method

1. **import** java.util.\*;
2. **class** TestCollection6{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> al=**new** ArrayList<String>();
5. al.add("Ravi");
6. al.add("Vijay");
7. al.add("Ajay");
8. ArrayList<String> al2=**new** ArrayList<String>();
9. al2.add("Ravi");
10. al2.add("Hanumat");
11. al.retainAll(al2);
12. System.out.println("iterating the elements after retaining the elements of al2...");
13. Iterator itr=al.iterator();
14. **while**(itr.hasNext()){
15. System.out.println(itr.next());
16. }
17. }
18. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection6)

iterating the elements after retaining the elements of al2...

Ravi

### Java ArrayList Example: Book

Let's see an ArrayList example where we are adding books to list and printing all the books.

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** ArrayListExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating list of Books
17. List<Book> list=**new** ArrayList<Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to list
23. list.add(b1);
24. list.add(b2);
25. list.add(b3);
26. //Traversing list
27. **for**(Book b:list){
28. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
29. }
30. }
31. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection101)

Output:

101 Let us C Yashwant Kanetkar BPB 8

102 Data Communications & Networking Forouzan Mc Graw Hill 4

103 Operating System Galvin Wiley 6

# Java LinkedList class
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Java LinkedList class uses doubly linked list to store the elements. It provides a linked-list data structure. It inherits the AbstractList class and implements List and Deque interfaces.

The important points about Java LinkedList are:

* Java LinkedList class can contain duplicate elements.
* Java LinkedList class maintains insertion order.
* Java LinkedList class is non synchronized.
* In Java LinkedList class, manipulation is fast because no shifting needs to be occurred.
* Java LinkedList class can be used as list, stack or queue.

### Hierarchy of LinkedList class

As shown in above diagram, Java LinkedList class extends AbstractSequentialList class and implements List and Deque interfaces.

### Doubly Linked List

In case of doubly linked list, we can add or remove elements from both side.

![java LinkedList class using doubly linked list](data:image/png;base64,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)

### LinkedList class declaration

Let's see the declaration for java.util.LinkedList class.

1. **public** **class** LinkedList<E> **extends** AbstractSequentialList<E> **implements** List<E>, Deque<E>, Cloneable, Serializable

### Constructors of Java LinkedList

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| LinkedList() | It is used to construct an empty list. |
| LinkedList(Collection c) | It is used to construct a list containing the elements of the specified collection, in the order they are returned by the collection's iterator. |

### Methods of Java LinkedList

|  |  |
| --- | --- |
| **Method** | **Description** |
| void add(int index, Object element) | It is used to insert the specified element at the specified position index in a list. |
| void addFirst(Object o) | It is used to insert the given element at the beginning of a list. |
| void addLast(Object o) | It is used to append the given element to the end of a list. |
| int size() | It is used to return the number of elements in a list |
| boolean add(Object o) | It is used to append the specified element to the end of a list. |
| boolean contains(Object o) | It is used to return true if the list contains a specified element. |
| boolean remove(Object o) | It is used to remove the first occurence of the specified element in a list. |
| Object getFirst() | It is used to return the first element in a list. |
| Object getLast() | It is used to return the last element in a list. |
| int indexOf(Object o) | It is used to return the index in a list of the first occurrence of the specified element, or -1 if the list does not contain any element. |
| int lastIndexOf(Object o) | It is used to return the index in a list of the last occurrence of the specified element, or -1 if the list does not contain any element. |

### Java LinkedList Example

1. **import** java.util.\*;
2. **public** **class** TestCollection7{
3. **public** **static** **void** main(String args[]){
5. LinkedList<String> al=**new** LinkedList<String>();
6. al.add("Ravi");
7. al.add("Vijay");
8. al.add("Ravi");
9. al.add("Ajay");
11. Iterator<String> itr=al.iterator();
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection7)

Output:Ravi

Vijay

Ravi

Ajay

### Java LinkedList Example: Book

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** LinkedListExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating list of Books
17. List<Book> list=**new** LinkedList<Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to list
23. list.add(b1);
24. list.add(b2);
25. list.add(b3);
26. //Traversing list
27. **for**(Book b:list){
28. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
29. }
30. }
31. }

Output:

101 Let us C Yashwant Kanetkar BPB 8

102 Data Communications & Networking Forouzan Mc Graw Hill 4

103 Operating System Galvin Wiley 6

Difference between ArrayList and LinkedList

ArrayList and LinkedList both implements List interface and maintains insertion order. Both are non synchronized classes.

But there are many differences between ArrayList and LinkedList classes that are given below.

|  |  |
| --- | --- |
| **ArrayList** | **LinkedList** |
| 1) ArrayList internally uses **dynamic array** to store the elements. | LinkedList internally uses **doubly linked list** to store the elements. |
| 2) Manipulation with ArrayList is **slow** because it internally uses array. If any element is removed from the array, all the bits are shifted in memory. | Manipulation with LinkedList is **faster** than ArrayList because it uses doubly linked list so no bit shifting is required in memory. |
| 3) ArrayList class can **act as a list** only because it implements List only. | LinkedList class can **act as a list and queue** both because it implements List and Deque interfaces. |
| 4) ArrayList is **better for storing and accessing** data. | LinkedList is **better for manipulating** data. |

### Example of ArrayList and LinkedList in Java

Let's see a simple example where we are using ArrayList and LinkedList both.

1. **import** java.util.\*;
2. **class** TestArrayLinked{
3. **public** **static** **void** main(String args[]){
5. List<String> al=**new** ArrayList<String>();//creating arraylist
6. al.add("Ravi");//adding object in arraylist
7. al.add("Vijay");
8. al.add("Ravi");
9. al.add("Ajay");
11. List<String> al2=**new** LinkedList<String>();//creating linkedlist
12. al2.add("James");//adding object in linkedlist
13. al2.add("Serena");
14. al2.add("Swati");
15. al2.add("Junaid");
17. System.out.println("arraylist: "+al);
18. System.out.println("linkedlist: "+al2);
19. }
20. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestArrayLinked)

Output:

arraylist: [Ravi,Vijay,Ravi,Ajay]

linkedlist: [James,Serena,Swati,Junaid]

# Java List Interface

List Interface is the subinterface of Collection.It contains methods to insert and delete elements in index basis.It is a factory of ListIterator interface.

### List Interface declaration

1. **public** **interface** List<E> **extends** Collection<E>

### Methods of Java List Interface

|  |  |
| --- | --- |
| **Method** | **Description** |
| void add(int index,Object element) | It is used to insert element into the invoking list at the index passed in the index. |
| boolean addAll(int index,Collection c) | It is used to insert all elements of c into the invoking list at the index passed in the index. |
| object get(int index) | It is used to return the object stored at the specified index within the invoking collection. |
| object set(int index,Object element) | It is used to assign element to the location specified by index within the invoking list. |
| object remove(int index) | It is used to remove the element at position index from the invoking list and return the deleted element. |
| ListIterator listIterator() | It is used to return an iterator to the start of the invoking list. |
| ListIterator listIterator(int index) | It is used to return an iterator to the invoking list that begins at the specified index. |

### Java List Example

1. **import** java.util.\*;
2. **public** **class** ListExample{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> al=**new** ArrayList<String>();
5. al.add("Amit");
6. al.add("Vijay");
7. al.add("Kumar");
8. al.add(1,"Sachin");
9. System.out.println("Element at 2nd position: "+al.get(2));
10. **for**(String s:al){
11. System.out.println(s);
12. }
13. }
14. }

Output:

Element at 2nd position: Vijay

Amit

Sachin

Vijay

Kumar

## Java ListIterator Interface

ListIterator Interface is used to traverse the element in backward and forward direction.

### ListIterator Interface declaration

1. **public** **interface** ListIterator<E> **extends** Iterator<E>

### Methods of Java ListIterator Interface:

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean hasNext() | This method return true if the list iterator has more elements when traversing the list in the forward direction. |
| Object next() | This method return the next element in the list and advances the cursor position. |
| boolean hasPrevious() | This method return true if this list iterator has more elements when traversing the list in the reverse direction. |
| Object previous() | This method return the previous element in the list and moves the cursor position backwards. |

### Example of ListIterator Interface

1. **import** java.util.\*;
2. **public** **class** TestCollection8{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> al=**new** ArrayList<String>();
5. al.add("Amit");
6. al.add("Vijay");
7. al.add("Kumar");
8. al.add(1,"Sachin");
9. System.out.println("element at 2nd position: "+al.get(2));
10. ListIterator<String> itr=al.listIterator();
11. System.out.println("traversing elements in forward direction...");
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. System.out.println("traversing elements in backward direction...");
16. **while**(itr.hasPrevious()){
17. System.out.println(itr.previous());
18. }
19. }
20. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection8)

Output:

element at 2nd position: Vijay

traversing elements in forward direction...

Amit

Sachin

Vijay

Kumar

traversing elements in backward direction...

Kumar

Vijay

Sachin

Amit

### Example of ListIterator Interface: Book

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** ListExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating list of Books
17. List<Book> list=**new** ArrayList<Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to list
23. list.add(b1);
24. list.add(b2);
25. list.add(b3);
26. //Traversing list
27. **for**(Book b:list){
28. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
29. }
30. }
31. }

Output:

101 Let us C Yashwant Kanetkar BPB 8

102 Data Communications & Networking Forouzan Mc Graw Hill 4

103 Operating System Galvin Wiley 6

# Java HashSet class
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Java HashSet class is used to create a collection that uses a hash table for storage. It inherits the AbstractSet class and implements Set interface.

The important points about Java HashSet class are:

* HashSet stores the elements by using a mechanism called **hashing.**
* HashSet contains unique elements only.

## Difference between List and Set

List can contain duplicate elements whereas Set contains unique elements only.

### Hierarchy of HashSet class

The HashSet class extends AbstractSet class which implements Set interface. The Set interface inherits Collection and Iterable interfaces in hierarchical order.

### HashSet class declaration

Let's see the declaration for java.util.HashSet class.

1. **public** **class** HashSet<E> **extends** AbstractSet<E> **implements** Set<E>, Cloneable, Serializable

### Constructors of Java HashSet class:

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| HashSet() | It is used to construct a default HashSet. |
| HashSet(Collection c) | It is used to initialize the hash set by using the elements of the collection c. |
| HashSet(int capacity) | It is used to initialize the capacity of the hash set to the given integer value capacity. The capacity grows automatically as elements are added to the HashSet. |

### Methods of Java HashSet class:

|  |  |
| --- | --- |
| **Method** | **Description** |
| void clear() | It is used to remove all of the elements from this set. |
| boolean contains(Object o) | It is used to return true if this set contains the specified element. |
| boolean add(Object o) | It is used to adds the specified element to this set if it is not already present. |
| boolean isEmpty() | It is used to return true if this set contains no elements. |
| boolean remove(Object o) | It is used to remove the specified element from this set if it is present. |
| Object clone() | It is used to return a shallow copy of this HashSet instance: the elements themselves are not cloned. |
| Iterator iterator() | It is used to return an iterator over the elements in this set. |
| int size() | It is used to return the number of elements in this set. |

### Java HashSet Example

1. **import** java.util.\*;
2. **class** TestCollection9{
3. **public** **static** **void** main(String args[]){
4. //Creating HashSet and adding elements
5. HashSet<String> set=**new** HashSet<String>();
6. set.add("Ravi");
7. set.add("Vijay");
8. set.add("Ravi");
9. set.add("Ajay");
10. //Traversing elements
11. Iterator<String> itr=set.iterator();
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection9)

Ajay

Vijay

Ravi

### Java HashSet Example: Book

Let's see a HashSet example where we are adding books to set and printing all the books.

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** HashSetExample {
15. **public** **static** **void** main(String[] args) {
16. HashSet<Book> set=**new** HashSet<Book>();
17. //Creating Books
18. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
19. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
20. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
21. //Adding Books to HashSet
22. set.add(b1);
23. set.add(b2);
24. set.add(b3);
25. //Traversing HashSet
26. **for**(Book b:set){
27. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
28. }
29. }
30. }

Output:

101 Let us C Yashwant Kanetkar BPB 8

102 Data Communications & Networking Forouzan Mc Graw Hill 4

103 Operating System Galvin Wiley 6

Java LinkedHashSet class
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Java LinkedHashSet class is a Hash table and Linked list implementation of the set interface. It inherits HashSet class and implements Set interface.

The important points about Java LinkedHashSet class are:

* Contains unique elements only like HashSet.
* Provides all optional set operations, and permits null elements.
* Maintains insertion order.

Hierarchy of LinkedHashSet class

The LinkedHashSet class extends HashSet class which implements Set interface. The Set interface inherits Collection and Iterable interfaces in hierarchical order.

### LinkedHashSet class declaration

Let's see the declaration for java.util.LinkedHashSet class.

1. **public** **class** LinkedHashSet<E> **extends** HashSet<E> **implements** Set<E>, Cloneable, Serializable

### Constructors of Java LinkedHashSet class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| HashSet() | It is used to construct a default HashSet. |
| HashSet(Collection c) | It is used to initialize the hash set by using the elements of the collection c. |
| LinkedHashSet(int capacity) | It is used initialize the capacity of the linkedhashset to the given integer value capacity. |
| LinkedHashSet(int capacity, float fillRatio) | It is used to initialize both the capacity and the fill ratio (also called load capacity) of the hash set from its argument. |

### Example of LinkedHashSet class:

1. **import** java.util.\*;
2. **class** TestCollection10{
3. **public** **static** **void** main(String args[]){
4. LinkedHashSet<String> al=**new** LinkedHashSet<String>();
5. al.add("Ravi");
6. al.add("Vijay");
7. al.add("Ravi");
8. al.add("Ajay");
9. Iterator<String> itr=al.iterator();
10. **while**(itr.hasNext()){
11. System.out.println(itr.next());
12. }
13. }
14. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection10)

Ravi

Vijay

Ajay

### Java LinkedHashSet Example: Book

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** LinkedHashSetExample {
15. **public** **static** **void** main(String[] args) {
16. LinkedHashSet<Book> hs=**new** LinkedHashSet<Book>();
17. //Creating Books
18. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
19. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
20. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
21. //Adding Books to hash table
22. hs.add(b1);
23. hs.add(b2);
24. hs.add(b3);
25. //Traversing hash table
26. **for**(Book b:hs){
27. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
28. }
29. }
30. }

Output:

101 Let us C Yashwant Kanetkar BPB 8

102 Data Communications & Networking Forouzan Mc Graw Hill 4

103 Operating System Galvin Wiley 6

# Java TreeSet class
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Java TreeSet class implements the Set interface that uses a tree for storage. It inherits AbstractSet class and implements NavigableSet interface. The objects of TreeSet class are stored in ascending order.

The important points about Java TreeSet class are:

* Contains unique elements only like HashSet.
* Access and retrieval times are quiet fast.
* Maintains ascending order.

### Hierarchy of TreeSet class

As shown in above diagram, Java TreeSet class implements NavigableSet interface. The NavigableSet interface extends SortedSet, Set, Collection and Iterable interfaces in hierarchical order.

### TreeSet class declaration

Let's see the declaration for java.util.TreeSet class.

1. **public** **class** TreeSet<E> **extends** AbstractSet<E> **implements** NavigableSet<E>, Cloneable, Serializable

### Constructors of Java TreeSet class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| TreeSet() | It is used to construct an empty tree set that will be sorted in an ascending order according to the natural order of the tree set. |
| TreeSet(Collection c) | It is used to build a new tree set that contains the elements of the collection c. |
| TreeSet(Comparator comp) | It is used to construct an empty tree set that will be sorted according to given comparator. |
| TreeSet(SortedSet ss) | It is used to build a TreeSet that contains the elements of the given SortedSet. |

### Methods of Java TreeSet class

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean addAll(Collection c) | It is used to add all of the elements in the specified collection to this set. |
| boolean contains(Object o) | It is used to return true if this set contains the specified element. |
| boolean isEmpty() | It is used to return true if this set contains no elements. |
| boolean remove(Object o) | It is used to remove the specified element from this set if it is present. |
| void add(Object o) | It is used to add the specified element to this set if it is not already present. |
| void clear() | It is used to remove all of the elements from this set. |
| Object clone() | It is used to return a shallow copy of this TreeSet instance. |
| Object first() | It is used to return the first (lowest) element currently in this sorted set. |
| Object last() | It is used to return the last (highest) element currently in this sorted set. |
| int size() | It is used to return the number of elements in this set. |

### Java TreeSet Example

1. **import** java.util.\*;
2. **class** TestCollection11{
3. **public** **static** **void** main(String args[]){
4. //Creating and adding elements
5. TreeSet<String> al=**new** TreeSet<String>();
6. al.add("Ravi");
7. al.add("Vijay");
8. al.add("Ravi");
9. al.add("Ajay");
10. //Traversing elements
11. Iterator<String> itr=al.iterator();
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection11)

Output:

Ajay

Ravi

Vijay

### Java TreeSet Example: Book

Let's see a TreeSet example where we are adding books to set and printing all the books. The elements in TreeSet must be of Comparable type. String and Wrapper classes are Comparable by default. To add user-defined objects in TreeSet, you need to implement Comparable interface.

1. **import** java.util.\*;
2. **class** Book **implements** Comparable<Book>{
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. **public** **int** compareTo(Book b) {
14. **if**(id>b.id){
15. **return** 1;
16. }**else** **if**(id<b.id){
17. **return** -1;
18. }**else**{
19. **return** 0;
20. }
21. }
22. }
23. **public** **class** TreeSetExample {
24. **public** **static** **void** main(String[] args) {
25. Set<Book> set=**new** TreeSet<Book>();
26. //Creating Books
27. Book b1=**new** Book(121,"Let us C","Yashwant Kanetkar","BPB",8);
28. Book b2=**new** Book(233,"Operating System","Galvin","Wiley",6);
29. Book b3=**new** Book(101,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
30. //Adding Books to TreeSet
31. set.add(b1);
32. set.add(b2);
33. set.add(b3);
34. //Traversing TreeSet
35. **for**(Book b:set){
36. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
37. }
38. }
39. }

Output:

101 Data Communications & Networking Forouzan Mc Graw Hill 4

121 Let us C Yashwant Kanetkar BPB 8

233 Operating System Galvin Wiley 6

# Java Queue Interface

Java Queue interface orders the element in FIFO(First In First Out) manner. In FIFO, first element is removed first and last element is removed at last.

### Queue Interface declaration

1. **public** **interface** Queue<E> **extends** Collection<E>

### Methods of Java Queue Interface

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean add(object) | It is used to insert the specified element into this queue and return true upon success. |
| boolean offer(object) | It is used to insert the specified element into this queue. |
| Object remove() | It is used to retrieves and removes the head of this queue. |
| Object poll() | It is used to retrieves and removes the head of this queue, or returns null if this queue is empty. |
| Object element() | It is used to retrieves, but does not remove, the head of this queue. |
| Object peek() | It is used to retrieves, but does not remove, the head of this queue, or returns null if this queue is empty. |

## PriorityQueue class

The PriorityQueue class provides the facility of using queue. But it does not orders the elements in FIFO manner. It inherits AbstractQueue class.

### PriorityQueue class declaration

Let's see the declaration for java.util.PriorityQueue class.

1. **public** **class** PriorityQueue<E> **extends** AbstractQueue<E> **implements** Serializable

### Java PriorityQueue Example

1. **import** java.util.\*;
2. **class** TestCollection12{
3. **public** **static** **void** main(String args[]){
4. PriorityQueue<String> queue=**new** PriorityQueue<String>();
5. queue.add("Amit");
6. queue.add("Vijay");
7. queue.add("Karan");
8. queue.add("Jai");
9. queue.add("Rahul");
10. System.out.println("head:"+queue.element());
11. System.out.println("head:"+queue.peek());
12. System.out.println("iterating the queue elements:");
13. Iterator itr=queue.iterator();
14. **while**(itr.hasNext()){
15. System.out.println(itr.next());
16. }
17. queue.remove();
18. queue.poll();
19. System.out.println("after removing two elements:");
20. Iterator<String> itr2=queue.iterator();
21. **while**(itr2.hasNext()){
22. System.out.println(itr2.next());
23. }
24. }
25. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection12)

Output:head:Amit

head:Amit

iterating the queue elements:

Amit

Jai

Karan

Vijay

Rahul

after removing two elements:

Karan

Rahul

Vijay

### Java PriorityQueue Example: Book

Let's see a PriorityQueue example where we are adding books to queue and printing all the books. The elements in PriorityQueue must be of Comparable type. String and Wrapper classes are Comparable by default. To add user-defined objects in PriorityQueue, you need to implement Comparable interface.

1. **import** java.util.\*;
2. **class** Book **implements** Comparable<Book>{
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. **public** **int** compareTo(Book b) {
14. **if**(id>b.id){
15. **return** 1;
16. }**else** **if**(id<b.id){
17. **return** -1;
18. }**else**{
19. **return** 0;
20. }
21. }
22. }
23. **public** **class** LinkedListExample {
24. **public** **static** **void** main(String[] args) {
25. Queue<Book> queue=**new** PriorityQueue<Book>();
26. //Creating Books
27. Book b1=**new** Book(121,"Let us C","Yashwant Kanetkar","BPB",8);
28. Book b2=**new** Book(233,"Operating System","Galvin","Wiley",6);
29. Book b3=**new** Book(101,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
30. //Adding Books to the queue
31. queue.add(b1);
32. queue.add(b2);
33. queue.add(b3);
34. System.out.println("Traversing the queue elements:");
35. //Traversing queue elements
36. **for**(Book b:queue){
37. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
38. }
39. queue.remove();
40. System.out.println("After removing one book record:");
41. **for**(Book b:queue){
42. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
43. }
44. }
45. }

Output:

Traversing the queue elements:

101 Data Communications & Networking Forouzan Mc Graw Hill 4

233 Operating System Galvin Wiley 6

121 Let us C Yashwant Kanetkar BPB 8

After removing one book record:

121 Let us C Yashwant Kanetkar BPB 8

233 Operating System Galvin Wiley 6

# Java Deque Interface

Java Deque Interface is a linear collection that supports element insertion and removal at both ends. Deque is an acronym for**"double ended queue".**

## Deque Interface declaration

1. **public** **interface** Deque<E> **extends** Queue<E>

### Methods of Java Deque Interface

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean add(object) | It is used to insert the specified element into this deque and return true upon success. |
| boolean offer(object) | It is used to insert the specified element into this deque. |
| Object remove() | It is used to retrieves and removes the head of this deque. |
| Object poll() | It is used to retrieves and removes the head of this deque, or returns null if this deque is empty. |
| Object element() | It is used to retrieves, but does not remove, the head of this deque. |
| Object peek() | It is used to retrieves, but does not remove, the head of this deque, or returns null if this deque is empty. |

![java arraydeque hierarchy](data:image/png;base64,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)

## ArrayDeque class

The ArrayDeque class provides the facility of using deque and resizable-array. It inherits AbstractCollection class and implements the Deque interface.

The important points about ArrayDeque class are:

* Unlike Queue, we can add or remove elements from both sides.
* Null elements are not allowed in the ArrayDeque.
* ArrayDeque is not thread safe, in the absence of external synchronization.
* ArrayDeque has no capacity restrictions.
* ArrayDeque is faster than LinkedList and Stack.

### ArrayDeque Hierarchy

The hierarchy of ArrayDeque class is given in the figure displayed at the right side of the page.

### ArrayDeque class declaration

Let's see the declaration for java.util.ArrayDeque class.

1. **public** **class** ArrayDeque<E> **extends** AbstractCollection<E> **implements** Deque<E>, Cloneable, Serializable

## Java ArrayDeque Example

1. **import** java.util.\*;
2. **public** **class** ArrayDequeExample {
3. **public** **static** **void** main(String[] args) {
4. //Creating Deque and adding elements
5. Deque<String> deque = **new** ArrayDeque<String>();
6. deque.add("Ravi");
7. deque.add("Vijay");
8. deque.add("Ajay");
9. //Traversing elements
10. **for** (String str : deque) {
11. System.out.println(str);
12. }
13. }
14. }

Output:

Ravi

Vijay

Ajay

## Java ArrayDeque Example: offerFirst() and pollLast()

1. **import** java.util.\*;
2. **public** **class** DequeExample {
3. **public** **static** **void** main(String[] args) {
4. Deque<String> deque=**new** ArrayDeque<String>();
5. deque.offer("arvind");
6. deque.offer("vimal");
7. deque.add("mukul");
8. deque.offerFirst("jai");
9. System.out.println("After offerFirst Traversal...");
10. **for**(String s:deque){
11. System.out.println(s);
12. }
13. //deque.poll();
14. //deque.pollFirst();//it is same as poll()
15. deque.pollLast();
16. System.out.println("After pollLast() Traversal...");
17. **for**(String s:deque){
18. System.out.println(s);
19. }
20. }
21. }

Output:

After offerFirst Traversal...

jai

arvind

vimal

mukul

After pollLast() Traversal...

jai

arvind

vimal

## Java ArrayDeque Example: Book

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** ArrayDequeExample {
15. **public** **static** **void** main(String[] args) {
16. Deque<Book> set=**new** ArrayDeque<Book>();
17. //Creating Books
18. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
19. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
20. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
21. //Adding Books to Deque
22. set.add(b1);
23. set.add(b2);
24. set.add(b3);
25. //Traversing ArrayDeque
26. **for**(Book b:set){
27. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
28. }
29. }
30. }

Output:

101 Let us C Yashwant Kanetkar BPB 8

102 Data Communications & Networking Forouzan Mc Graw Hill 4

103 Operating System Galvin Wiley 6

# Java Map Interface

A map contains values on the basis of key i.e. key and value pair. Each key and value pair is known as an entry. Map contains only unique keys.

Map is useful if you have to search, update or delete elements on the basis of key.

### Useful methods of Map interface

|  |  |
| --- | --- |
| **Method** | **Description** |
| Object put(Object key, Object value) | It is used to insert an entry in this map. |
| void putAll(Map map) | It is used to insert the specified map in this map. |
| Object remove(Object key) | It is used to delete an entry for the specified key. |
| Object get(Object key) | It is used to return the value for the specified key. |
| boolean containsKey(Object key) | It is used to search the specified key from this map. |
| Set keySet() | It is used to return the Set view containing all the keys. |
| Set entrySet() | It is used to return the Set view containing all the keys and values. |

## Map.Entry Interface

Entry is the sub interface of Map. So we will be accessed it by Map.Entry name. It provides methods to get key and value.

### Methods of Map.Entry interface

|  |  |
| --- | --- |
| **Method** | **Description** |
| Object getKey() | It is used to obtain key. |
| Object getValue() | It is used to obtain value. |

### Java Map Example: Generic (New Style)

1. **import** java.util.\*;
2. **class** MapInterfaceExample{
3. **public** **static** **void** main(String args[]){
4. Map<Integer,String> map=**new** HashMap<Integer,String>();
5. map.put(100,"Amit");
6. map.put(101,"Vijay");
7. map.put(102,"Rahul");
8. **for**(Map.Entry m:map.entrySet()){
9. System.out.println(m.getKey()+" "+m.getValue());
10. }
11. }
12. }

Output:

102 Rahul

100 Amit

101 Vijay

### Java Map Example: Non-Generic (Old Style)

1. //Non-generic
2. **import** java.util.\*;
3. **public** **class** MapExample1 {
4. **public** **static** **void** main(String[] args) {
5. Map map=**new** HashMap();
6. //Adding elements to map
7. map.put(1,"Amit");
8. map.put(5,"Rahul");
9. map.put(2,"Jai");
10. map.put(6,"Amit");
11. //Traversing Map
12. Set set=map.entrySet();//Converting to Set so that we can traverse
13. Iterator itr=set.iterator();
14. **while**(itr.hasNext()){
15. //Converting to Map.Entry so that we can get key and value separately
16. Map.Entry entry=(Map.Entry)itr.next();
17. System.out.println(entry.getKey()+" "+entry.getValue());
18. }
19. }
20. }

Output:

1 Amit

2 Jai

5 Rahul

6 Amit

# Java HashMap class

![Java HashMap class hierarchy](data:image/png;base64,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)

Java HashMap class implements the map interface by using a hashtable. It inherits AbstractMap class and implements Map interface.

The important points about Java HashMap class are:

* A HashMap contains values based on the key.
* It contains only unique elements.
* It may have one null key and multiple null values.
* It maintains no order.

### Hierarchy of HashMap class

As shown in the above figure, HashMap class extends AbstractMap class and implements Map interface.

### HashMap class declaration

Let's see the declaration for java.util.HashMap class.

1. **public** **class** HashMap<K,V> **extends** AbstractMap<K,V> **implements** Map<K,V>, Cloneable, Serializable

### HashMap class Parameters

Let's see the Parameters for java.util.HashMap class.

* **K**: It is the type of keys maintained by this map.
* **V**: It is the type of mapped values.

### Constructors of Java HashMap class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| HashMap() | It is used to construct a default HashMap. |
| HashMap(Map m) | It is used to initializes the hash map by using the elements of the given Map object m. |
| HashMap(int capacity) | It is used to initializes the capacity of the hash map to the given integer value, capacity. |
| HashMap(int capacity, float fillRatio) | It is used to initialize both the capacity and fill ratio of the hash map by using its arguments. |

### Methods of Java HashMap class

|  |  |
| --- | --- |
| **Method** | **Description** |
| void clear() | It is used to remove all of the mappings from this map. |
| boolean containsKey(Object key) | It is used to return true if this map contains a mapping for the specified key. |
| boolean containsValue(Object value) | It is used to return true if this map maps one or more keys to the specified value. |
| boolean isEmpty() | It is used to return true if this map contains no key-value mappings. |
| Object clone() | It is used to return a shallow copy of this HashMap instance: the keys and values themselves are not cloned. |
| Set entrySet() | It is used to return a collection view of the mappings contained in this map. |
| Set keySet() | It is used to return a set view of the keys contained in this map. |
| Object put(Object key, Object value) | It is used to associate the specified value with the specified key in this map. |
| int size() | It is used to return the number of key-value mappings in this map. |
| Collection values() | It is used to return a collection view of the values contained in this map. |

### Java HashMap Example

1. **import** java.util.\*;
2. **class** TestCollection13{
3. **public** **static** **void** main(String args[]){
4. HashMap<Integer,String> hm=**new** HashMap<Integer,String>();
5. hm.put(100,"Amit");
6. hm.put(101,"Vijay");
7. hm.put(102,"Rahul");
8. **for**(Map.Entry m:hm.entrySet()){
9. System.out.println(m.getKey()+" "+m.getValue());
10. }
11. }
12. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection13)

Output:102 Rahul

100 Amit

101 Vijay

### Java HashMap Example: remove()

1. **import** java.util.\*;
2. **public** **class** HashMapExample {
3. **public** **static** **void** main(String args[]) {
4. // create and populate hash map
5. HashMap<Integer, String> map = **new** HashMap<Integer, String>();
6. map.put(101,"Let us C");
7. map.put(102, "Operating System");
8. map.put(103, "Data Communication and Networking");
9. System.out.println("Values before remove: "+ map);
10. // Remove value for key 102
11. map.remove(102);
12. System.out.println("Values after remove: "+ map);
13. }
14. }

Output:

Values before remove: {102=Operating System, 103=Data Communication and Networking, 101=Let us C}

Values after remove: {103=Data Communication and Networking, 101=Let us C}

### Difference between HashSet and HashMap

HashSet contains only values whereas HashMap contains entry(key and value).

### Java HashMap Example: Book

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** MapExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating map of Books
17. Map<Integer,Book> map=**new** HashMap<Integer,Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to map
23. map.put(1,b1);
24. map.put(2,b2);
25. map.put(3,b3);
27. //Traversing map
28. **for**(Map.Entry<Integer, Book> entry:map.entrySet()){
29. **int** key=entry.getKey();
30. Book b=entry.getValue();
31. System.out.println(key+" Details:");
32. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
33. }
34. }
35. }

Output:

1 Details:

101 Let us C Yashwant Kanetkar BPB 8

2 Details:

102 Data Communications & Networking Forouzan Mc Graw Hill 4

3 Details:

103 Operating System Galvin Wiley 6

# Java LinkedHashMap class

![Java LinkedHashMap class hierarchy](data:image/png;base64,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)

Java LinkedHashMap class is Hash table and Linked list implementation of the Map interface, with predictable iteration order. It inherits HashMap class and implements the Map interface.

The important points about Java HashMap class are:

* A LinkedHashMap contains values based on the key.
* It contains only unique elements.
* It may have one null key and multiple null values.
* It is same as HashMap instead maintains insertion order.

### LinkedHashMap class declaration

Let's see the declaration for java.util.LinkedHashMap class.

1. **public** **class** LinkedHashMap<K,V> **extends** HashMap<K,V> **implements** Map<K,V>

### LinkedHashMap class Parameters

Let's see the Parameters for java.util.LinkedHashMap class.

* **K**: It is the type of keys maintained by this map.
* **V**: It is the type of mapped values.

### Constructors of Java LinkedHashMap class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| LinkedHashMap() | It is used to construct a default LinkedHashMap. |
| LinkedHashMap(int capacity) | It is used to initialize a LinkedHashMap with the given capacity. |
| LinkedHashMap(int capacity, float fillRatio) | It is used to initialize both the capacity and the fillRatio. |
| LinkedHashMap(Map m) | It is used to initialize the LinkedHashMap with the elements from the given Map class m. |

### Methods of Java LinkedHashMap class

|  |  |
| --- | --- |
| **Method** | **Description** |
| Object get(Object key) | It is used to return the value to which this map maps the specified key. |
| void clear() | It is used to remove all mappings from this map. |
| boolean containsKey(Object key) | It is used to return true if this map maps one or more keys to the specified value. |

### Java LinkedHashMap Example

1. **import** java.util.\*;
2. **class** TestCollection14{
3. **public** **static** **void** main(String args[]){
5. LinkedHashMap<Integer,String> hm=**new** LinkedHashMap<Integer,String>();
7. hm.put(100,"Amit");
8. hm.put(101,"Vijay");
9. hm.put(102,"Rahul");
11. **for**(Map.Entry m:hm.entrySet()){
12. System.out.println(m.getKey()+" "+m.getValue());
13. }
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection14)

Output:100 Amit

101 Vijay

102 Rahul

### Java LinkedHashMap Example:remove()

1. **import** java.util.\*;
2. **public** **class** LinkedHashMapExample {
3. **public** **static** **void** main(String args[]) {
4. // Create and populate linked hash map
5. Map<Integer, String> map = **new** LinkedHashMap<Integer, String>();
6. map.put(101,"Let us C");
7. map.put(102, "Operating System");
8. map.put(103, "Data Communication and Networking");
9. System.out.println("Values before remove: "+ map);
10. // Remove value for key 102
11. map.remove(102);
12. System.out.println("Values after remove: "+ map);
13. }
14. }

Output:

Values before remove: {101=Let us C, 102=Operating System, 103=Data Communication and Networking}

Values after remove: {101=Let us C, 103=Data Communication and Networking}

### Java LinkedHashMap Example: Book

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** MapExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating map of Books
17. Map<Integer,Book> map=**new** LinkedHashMap<Integer,Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to map
23. map.put(2,b2);
24. map.put(1,b1);
25. map.put(3,b3);
27. //Traversing map
28. **for**(Map.Entry<Integer, Book> entry:map.entrySet()){
29. **int** key=entry.getKey();
30. Book b=entry.getValue();
31. System.out.println(key+" Details:");
32. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
33. }
34. }
35. }

Output:

2 Details:

102 Data Communications & Networking Forouzan Mc Graw Hill 4

1 Details:

101 Let us C Yashwant Kanetkar BPB 8

3 Details:

103 Operating System Galvin Wiley 6

# Java TreeMap class

![Java TreeMap class hierarchy](data:image/png;base64,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)

Java TreeMap class implements the Map interface by using a tree. It provides an efficient means of storing key/value pairs in sorted order.

The important points about Java TreeMap class are:

* A TreeMap contains values based on the key. It implements the NavigableMap interface and extends AbstractMap class.
* It contains only unique elements.
* It cannot have null key but can have multiple null values.
* It is same as HashMap instead maintains ascending order.

### TreeMap class declaration

Let's see the declaration for java.util.TreeMap class.

1. **public** **class** TreeMap<K,V> **extends** AbstractMap<K,V> **implements** NavigableMap<K,V>, Cloneable, Serializable

### TreeMap class Parameters

Let's see the Parameters for java.util.TreeMap class.

* **K**: It is the type of keys maintained by this map.
* **V**: It is the type of mapped values.

### Constructors of Java TreeMap class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| TreeMap() | It is used to construct an empty tree map that will be sorted using the natural order of its key. |
| TreeMap(Comparator comp) | It is used to construct an empty tree-based map that will be sorted using the comparator comp. |
| TreeMap(Map m) | It is used to initialize a tree map with the entries from **m**, which will be sorted using the natural order of the keys. |
| TreeMap(SortedMap sm) | It is used to initialize a tree map with the entries from the SortedMap **sm**, which will be sorted in the same order as **sm.** |

### Methods of Java TreeMap class

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean containsKey(Object key) | It is used to return true if this map contains a mapping for the specified key. |
| boolean containsValue(Object value) | It is used to return true if this map maps one or more keys to the specified value. |
| Object firstKey() | It is used to return the first (lowest) key currently in this sorted map. |
| Object get(Object key) | It is used to return the value to which this map maps the specified key. |
| Object lastKey() | It is used to return the last (highest) key currently in this sorted map. |
| Object remove(Object key) | It is used to remove the mapping for this key from this TreeMap if present. |
| void putAll(Map map) | It is used to copy all of the mappings from the specified map to this map. |
| Set entrySet() | It is used to return a set view of the mappings contained in this map. |
| int size() | It is used to return the number of key-value mappings in this map. |
| Collection values() | It is used to return a collection view of the values contained in this map. |

### Java TreeMap Example:

1. **import** java.util.\*;
2. **class** TestCollection15{
3. **public** **static** **void** main(String args[]){
4. TreeMap<Integer,String> hm=**new** TreeMap<Integer,String>();
5. hm.put(100,"Amit");
6. hm.put(102,"Ravi");
7. hm.put(101,"Vijay");
8. hm.put(103,"Rahul");
9. **for**(Map.Entry m:hm.entrySet()){
10. System.out.println(m.getKey()+" "+m.getValue());
11. }
12. }
13. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection15)

Output:100 Amit

101 Vijay

102 Ravi

103 Rahul

### Java TreeMap Example: remove()

1. **import** java.util.\*;
2. **public** **class** TreeMapExample {
3. **public** **static** **void** main(String args[]) {
4. // Create and populate tree map
5. Map<Integer, String> map = **new** TreeMap<Integer, String>();
6. map.put(102,"Let us C");
7. map.put(103, "Operating System");
8. map.put(101, "Data Communication and Networking");
9. System.out.println("Values before remove: "+ map);
10. // Remove value for key 102
11. map.remove(102);
12. System.out.println("Values after remove: "+ map);
13. }
14. }

Output:

Values before remove: {101=Data Communication and Networking, 102=Let us C, 103=Operating System}

Values after remove: {101=Data Communication and Networking, 103=Operating System}

### What is difference between HashMap and TreeMap?

|  |  |
| --- | --- |
| **HashMap** | **TreeMap** |
| 1) HashMap can contain one null key. | TreeMap can not contain any null key. |
| 2) HashMap maintains no order. | TreeMap maintains ascending order. |

### Java TreeMap Example: Book

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** MapExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating map of Books
17. Map<Integer,Book> map=**new** TreeMap<Integer,Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to map
23. map.put(2,b2);
24. map.put(1,b1);
25. map.put(3,b3);
27. //Traversing map
28. **for**(Map.Entry<Integer, Book> entry:map.entrySet()){
29. **int** key=entry.getKey();
30. Book b=entry.getValue();
31. System.out.println(key+" Details:");
32. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
33. }
34. }
35. }

Output:

1 Details:

101 Let us C Yashwant Kanetkar BPB 8

2 Details:

102 Data Communications & Networking Forouzan Mc Graw Hill 4

3 Details:

103 Operating System Galvin Wiley 6

# Java Hashtable class

Java Hashtable class implements a hashtable, which maps keys to values. It inherits Dictionary class and implements the Map interface.

The important points about Java Hashtable class are:

* A Hashtable is an array of list. Each list is known as a bucket. The position of bucket is identified by calling the hashcode() method. A Hashtable contains values based on the key.
* It contains only unique elements.
* It may have not have any null key or value.
* It is synchronized.

### Hashtable class declaration

Let's see the declaration for java.util.Hashtable class.

1. **public** **class** Hashtable<K,V> **extends** Dictionary<K,V> **implements** Map<K,V>, Cloneable, Serializable

### Hashtable class Parameters

Let's see the Parameters for java.util.Hashtable class.

* **K**: It is the type of keys maintained by this map.
* **V**: It is the type of mapped values.

### Constructors of Java Hashtable class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| Hashtable() | It is the default constructor of hash table it instantiates the Hashtable class. |
| Hashtable(int size) | It is used to accept an integer parameter and creates a hash table that has an initial size specified by integer value size. |
| Hashtable(int size, float fillRatio) | It is used to create a hash table that has an initial size specified by size and a fill ratio specified by fillRatio. |

### Methods of Java Hashtable class

|  |  |
| --- | --- |
| **Method** | **Description** |
| void clear() | It is used to reset the hash table. |
| boolean contains(Object value) | This method return true if some value equal to the value exist within the hash table, else return false. |
| boolean containsValue(Object value) | This method return true if some value equal to the value exists within the hash table, else return false. |
| boolean containsKey(Object key) | This method return true if some key equal to the key exists within the hash table, else return false. |
| boolean isEmpty() | This method return true if the hash table is empty; returns false if it contains at least one key. |
| void rehash() | It is used to increase the size of the hash table and rehashes all of its keys. |
| Object get(Object key) | This method return the object that contains the value associated with the key. |
| Object remove(Object key) | It is used to remove the key and its value. This method return the value associated with the key. |
| int size() | This method return the number of entries in the hash table. |

### Java Hashtable Example

1. **import** java.util.\*;
2. **class** TestCollection16{
3. **public** **static** **void** main(String args[]){
4. Hashtable<Integer,String> hm=**new** Hashtable<Integer,String>();
6. hm.put(100,"Amit");
7. hm.put(102,"Ravi");
8. hm.put(101,"Vijay");
9. hm.put(103,"Rahul");
11. **for**(Map.Entry m:hm.entrySet()){
12. System.out.println(m.getKey()+" "+m.getValue());
13. }
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestCollection16)

Output:

103 Rahul

102 Ravi

101 Vijay

100 Amit

### Java Hashtable Example: remove()

1. **import** java.util.\*;
2. **public** **class** HashtableExample {
3. **public** **static** **void** main(String args[]) {
4. // create and populate hash table
5. Hashtable<Integer, String> map = **new** Hashtable<Integer, String>();
6. map.put(102,"Let us C");
7. map.put(103, "Operating System");
8. map.put(101, "Data Communication and Networking");
9. System.out.println("Values before remove: "+ map);
10. // Remove value for key 102
11. map.remove(102);
12. System.out.println("Values after remove: "+ map);
13. }
14. }

Output:

Values before remove: {103=Operating System, 102=Let us C, 101=Data Communication and Networking}

Values after remove: {103=Operating System, 101=Data Communication and Networking}

### Java Hashtable Example: Book

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** HashtableExample {
15. **public** **static** **void** main(String[] args) {
16. //Creating map of Books
17. Map<Integer,Book> map=**new** Hashtable<Integer,Book>();
18. //Creating Books
19. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
20. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
21. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
22. //Adding Books to map
23. map.put(1,b1);
24. map.put(2,b2);
25. map.put(3,b3);
26. //Traversing map
27. **for**(Map.Entry<Integer, Book> entry:map.entrySet()){
28. **int** key=entry.getKey();
29. Book b=entry.getValue();
30. System.out.println(key+" Details:");
31. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
32. }
33. }
34. }

Output:

3 Details:

103 Operating System Galvin Wiley 6

2 Details:

102 Data Communications & Networking Forouzan Mc Graw Hill 4

1 Details:

101 Let us C Yashwant Kanetkar BPB 8

Difference between HashMap and Hashtable

HashMap and Hashtable both are used to store data in key and value form. Both are using hashing technique to store unique keys.

But there are many differences between HashMap and Hashtable classes that are given below.

|  |  |
| --- | --- |
| **HashMap** | **Hashtable** |
| 1) HashMap is **non synchronized**. It is not-thread safe and can't be shared between many threads without proper synchronization code. | Hashtable is **synchronized**. It is thread-safe and can be shared with many threads. |
| 2) HashMap **allows one null key and multiple null values**. | Hashtable **doesn't allow any null key or value**. |
| 3) HashMap is a **new class introduced in JDK 1.2**. | Hashtable is a **legacy class**. |
| 4) HashMap is **fast**. | Hashtable is **slow**. |
| 5) We can make the HashMap as synchronized by calling this code Map m = Collections.synchronizedMap(hashMap); | Hashtable is internally synchronized and can't be unsynchronized. |
| 6) HashMap is **traversed by Iterator**. | Hashtable is **traversed by Enumerator and Iterator**. |
| 7) Iterator in HashMap is **fail-fast**. | Enumerator in Hashtable is **not fail-fast**. |
| 8) HashMap inherits **AbstractMap** class. | Hashtable inherits **Dictionary** class. |

# Java EnumSet class

Java EnumSet class is the specialized Set implementation for use with enum types. It inherits AbstractSet class and implements the Set interface.

### EnumSet class hierarchy

The hierarchy of EnumSet class is given in the figure given below.
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## EnumSet class declaration

Let's see the declaration for java.util.EnumSet class.

1. **public** **abstract** **class** EnumSet<E **extends** Enum<E>> **extends** AbstractSet<E> **implements** Cloneable, Serializable

### Methods of Java EnumSet class

|  |  |
| --- | --- |
| **Method** | **Description** |
| static <E extends Enum<E>> EnumSet<E> allOf(Class<E> elementType) | It is used to create an enum set containing all of the elements in the specified element type. |
| static <E extends Enum<E>> EnumSet<E> copyOf(Collection<E> c) | It is used to create an enum set initialized from the specified collection. |
| static <E extends Enum<E>> EnumSet<E> noneOf(Class<E> elementType) | It is used to create an empty enum set with the specified element type. |
| static <E extends Enum<E>> EnumSet<E> of(E e) | It is used to create an enum set initially containing the specified element. |
| static <E extends Enum<E>> EnumSet<E> range(E from, E to) | It is used to create an enum set initially containing the specified elements. |
| EnumSet<E> clone() | It is used to return a copy of this set. |

## Java EnumSet Example

1. **import** java.util.\*;
2. **enum** days {
3. SUNDAY, MONDAY, TUESDAY, WEDNESDAY, THURSDAY, FRIDAY, SATURDAY
4. }
5. **public** **class** EnumSetExample {
6. **public** **static** **void** main(String[] args) {
7. Set<days> set = EnumSet.of(days.TUESDAY, days.WEDNESDAY);
8. // Traversing elements
9. Iterator<days> iter = set.iterator();
10. **while** (iter.hasNext())
11. System.out.println(iter.next());
12. }
13. }

Output:

TUESDAY

WEDNESDAY

## Java EnumSet Example: allOf() and noneOf()

1. **import** java.util.\*;
2. **enum** days {
3. SUNDAY, MONDAY, TUESDAY, WEDNESDAY, THURSDAY, FRIDAY, SATURDAY
4. }
5. **public** **class** EnumSetExample {
6. **public** **static** **void** main(String[] args) {
7. Set<days> set1 = EnumSet.allOf(days.**class**);
8. System.out.println("Week Days:"+set1);
9. Set<days> set2 = EnumSet.noneOf(days.**class**);
10. System.out.println("Week Days:"+set2);
11. }
12. }

Output:

Week Days:[SUNDAY, MONDAY, TUESDAY, WEDNESDAY, THURSDAY, FRIDAY, SATURDAY]

Week Days:[]

# Java EnumMap class

Java EnumMap class is the specialized Map implementation for enum keys. It inherits Enum and AbstractMap classes.

### EnumMap class hierarchy

The hierarchy of EnumMap class is given in the figure given below.
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## EnumMap class declaration

Let's see the declaration for java.util.EnumMap class.

1. **public** **class** EnumMap<K **extends** Enum<K>,V> **extends** AbstractMap<K,V> **implements** Serializable, Cloneable

## EnumMap class Parameters

Let's see the Parameters for java.util.EnumMap class.

* **K:** It is the type of keys maintained by this map.
* **V:** It is the type of mapped values.

### Constructors of Java EnumMap class

|  |  |
| --- | --- |
| **Constructor** | **Description** |
| EnumMap(Class<K> keyType) | It is used to create an empty enum map with the specified key type. |
| EnumMap(EnumMap<K,? extends V> m) | It is used to create an enum map with the same key type as the specified enum map. |
| EnumMap(Map<K,? extends V> m) | It is used to create an enum map initialized from the specified map. |

### Methods of Java EnumMap class

|  |  |
| --- | --- |
| **Method** | **Description** |
| void clear() | It is used to remove all mappings from this map. |
| boolean containsKey(Object key) | This method return true if this map contains a mapping for the specified key. |
| boolean containsValue(Object value) | This method return true if this map maps one or more keys to the specified value. |
| boolean equals(Object o) | It is used to compare the specified object with this map for equality. |
| V get(Object key) | This method returns the value to which the specified key is mapped. |
| V put(K key, V value) | It is used to associate the specified value with the specified key in this map. |
| V remove(Object key) | It is used to remove the mapping for this key. |
| Collection<V> values() | It is used to return a Collection view of the values contained in this map. |
| int size() | It is used to return the number of key-value mappings in this map. |

## Java EnumMap Example

1. **import** java.util.\*;
2. **public** **class** EnumMapExample {
3. // create an enum
4. **public** **enum** Days {
5. Monday, Tuesday, Wednesday, Thursday
6. };
7. **public** **static** **void** main(String[] args) {
8. //create and populate enum map
9. EnumMap<Days, String> map = **new** EnumMap<Days, String>(Days.**class**);
10. map.put(Days.Monday, "1");
11. map.put(Days.Tuesday, "2");
12. map.put(Days.Wednesday, "3");
13. map.put(Days.Thursday, "4");
14. // print the map
15. **for**(Map.Entry m:map.entrySet()){
16. System.out.println(m.getKey()+" "+m.getValue());
17. }
18. }
19. }

Output:

Monday 1

Tuesday 2

Wednesday 3

Thursday 4

## Java EnumMap Example: Book

1. **import** java.util.\*;
2. **class** Book {
3. **int** id;
4. String name,author,publisher;
5. **int** quantity;
6. **public** Book(**int** id, String name, String author, String publisher, **int** quantity) {
7. **this**.id = id;
8. **this**.name = name;
9. **this**.author = author;
10. **this**.publisher = publisher;
11. **this**.quantity = quantity;
12. }
13. }
14. **public** **class** EnumMapExample {
15. // Creating enum
16. **public** **enum** Key{
17. One, Two, Three
18. };
19. **public** **static** **void** main(String[] args) {
20. EnumMap<Key, Book> map = **new** EnumMap<Key, Book>(Key.**class**);
21. // Creating Books
22. Book b1=**new** Book(101,"Let us C","Yashwant Kanetkar","BPB",8);
23. Book b2=**new** Book(102,"Data Communications & Networking","Forouzan","Mc Graw Hill",4);
24. Book b3=**new** Book(103,"Operating System","Galvin","Wiley",6);
25. // Adding Books to Map
26. map.put(Key.One, b1);
27. map.put(Key.Two, b2);
28. map.put(Key.Three, b3);
29. // Traversing EnumMap
30. **for**(Map.Entry<Key, Book> entry:map.entrySet()){
31. Book b=entry.getValue();
32. System.out.println(b.id+" "+b.name+" "+b.author+" "+b.publisher+" "+b.quantity);
33. }
34. }
35. }

Output:

101 Let us C Yashwant Kanetkar BPB 8

102 Data Communications & Networking Forouzan Mc Graw Hill 4

103 Operating System Galvin Wiley 6

# Java Collections class

Java collection class is used exclusively with static methods that operate on or return collections. It inherits Object class.

The important points about Java Collections class are:

* Java Collection class supports the **polymorphic algorithms** that operate on collections.
* Java Collection class throws a **NullPointerException** if the collections or class objects provided to them are null.

## Collections class declaration

Let's see the declaration for Java.util.Collections class.

1. **public** **class** Collections **extends** Object

### Methods of Java Collections class

|  |  |
| --- | --- |
| **Method** | **Description** |
| static <T> boolean addAll(Collection<? super T> c, T... elements) | It is used to add all of the specified elements to the specified collection. |
| static <T> Queue<T> asLifoQueue(Deque<T> deque) | It is used to return a view of a Deque as a Last-In-First-Out (LIFO) Queue. |
| static <T> int binarySearch(List<? extends T> list, T key, Comparator<? super T< c) | It is used to search the specified list for the specified object using the binary search algorithm. |
| static <E> List<E> checkedList(List<E> list, Class<E> type) | It is used to return a dynamically typesafe view of the specified list. |
| static <E> Set<E> checkedSet(Set<E> s, Class<E> type) | It is used to return a dynamically typesafe view of the specified set. |
| static <E> SortedSet<E>checkedSortedSet(SortedSet<E> s, Class<E> type) | It is used to return a dynamically typesafe view of the specified sorted set |
| static void reverse(List<?> list) | It is used to reverse the order of the elements in the specified list. |
| static <T> T max(Collection<? extends T> coll, Comparator<? super T> comp) | It is used to return the maximum element of the given collection, according to the order induced by the specified comparator. |
| static <T extends Object & Comparable<? super T>>T min(Collection<? extends T> coll) | It is used to return the minimum element of the given collection, according to the natural ordering of its elements. |
| static boolean replaceAll(List list, T oldVal, T newVal) | It is used to replace all occurrences of one specified value in a list with another. |

## Java Collections Example

1. **import** java.util.\*;
2. **public** **class** CollectionsExample {
3. **public** **static** **void** main(String a[]){
4. List<String> list = **new** ArrayList<String>();
5. list.add("C");
6. list.add("Core Java");
7. list.add("Advance Java");
8. System.out.println("Initial collection value:"+list);
9. Collections.addAll(list, "Servlet","JSP");
10. System.out.println("After adding elements collection value:"+list);
11. String[] strArr = {"C#", ".Net"};
12. Collections.addAll(list, strArr);
13. System.out.println("After adding array collection value:"+list);
14. }
15. }

Output:

Initial collection value:[C, Core Java, Advance Java]

After adding elements collection value:[C, Core Java, Advance Java, Servlet, JSP]

After adding array collection value:[C, Core Java, Advance Java, Servlet, JSP, C#, .Net]

## Java Collections Example: max()

1. **import** java.util.\*;
2. **public** **class** CollectionsExample {
3. **public** **static** **void** main(String a[]){
4. List<Integer> list = **new** ArrayList<Integer>();
5. list.add(46);
6. list.add(67);
7. list.add(24);
8. list.add(16);
9. list.add(8);
10. list.add(12);
11. System.out.println("Value of maximum element from the collection: "+Collections.max(list));
12. }
13. }

Output:

Value of maximum element from the collection: 67

## Java Collections Example: min()

1. **import** java.util.\*;
2. **public** **class** CollectionsExample {
3. **public** **static** **void** main(String a[]){
4. List<Integer> list = **new** ArrayList<Integer>();
5. list.add(46);
6. list.add(67);
7. list.add(24);
8. list.add(16);
9. list.add(8);
10. list.add(12);
11. System.out.println("Value of minimum element from the collection: "+Collections.min(list));
12. }
13. }

Output:

Value of minimum element from the collection: 8

# Sorting in Collection

We can sort the elements of:

1. String objects
2. Wrapper class objects
3. User-defined class objects

|  |
| --- |
| **Collections** class provides static methods for sorting the elements of collection.If collection elements are of Set type, we can use TreeSet.But We cannot sort the elements of List.Collections class provides methods for sorting the elements of List type elements. |

### Method of Collections class for sorting List elements

|  |
| --- |
| **public void sort(List list):** is used to sort the elements of List.List elements must be of Comparable type. |

#### Note: String class and Wrapper classes implements the Comparable interface.So if you store the objects of string or wrapper classes, it will be Comparable.

### Example of Sorting the elements of List that contains string objects

1. **import** java.util.\*;
2. **class** TestSort1{
3. **public** **static** **void** main(String args[]){
5. ArrayList<String> al=**new** ArrayList<String>();
6. al.add("Viru");
7. al.add("Saurav");
8. al.add("Mukesh");
9. al.add("Tahir");
11. Collections.sort(al);
12. Iterator itr=al.iterator();
13. **while**(itr.hasNext()){
14. System.out.println(itr.next());
15. }
16. }
17. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSort1)

Output:Mukesh

Saurav

Tahir

Viru

### Example of Sorting the elements of List that contains Wrapper class objects

1. **import** java.util.\*;
2. **class** TestSort2{
3. **public** **static** **void** main(String args[]){
5. ArrayList al=**new** ArrayList();
6. al.add(Integer.valueOf(201));
7. al.add(Integer.valueOf(101));
8. al.add(230);//internally will be converted into objects as Integer.valueOf(230)
10. Collections.sort(al);
12. Iterator itr=al.iterator();
13. **while**(itr.hasNext()){
14. System.out.println(itr.next());
15. }
16. }
17. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSort2)

Output:101

201

230

# Java Comparable interface

Java Comparable interface is used to order the objects of user-defined class.This interface is found in java.lang package and contains only one method named compareTo(Object). It provide single sorting sequence only i.e. you can sort the elements on based on single data member only. For example it may be rollno, name, age or anything else.

### compareTo(Object obj) method

**public int compareTo(Object obj):** is used to compare the current object with the specified object.

We can sort the elements of:

1. String objects
2. Wrapper class objects
3. User-defined class objects

### Collections class

**Collections** class provides static methods for sorting the elements of collections. If collection elements are of Set or Map, we can use TreeSet or TreeMap. But We cannot sort the elements of List. Collections class provides methods for sorting the elements of List type elements.

### Method of Collections class for sorting List elements

**public void sort(List list):** is used to sort the elements of List. List elements must be of Comparable type.

#### Note: String class and Wrapper classes implements Comparable interface by default. So if you store the objects of string or wrapper classes in list, set or map, it will be Comparable by default.

Java Comparable Example

Let's see the example of Comparable interface that sorts the list elements on the basis of age.

*File: Student.java*

1. **class** Student **implements** Comparable<Student>{
2. **int** rollno;
3. String name;
4. **int** age;
5. Student(**int** rollno,String name,**int** age){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.age=age;
9. }
11. **public** **int** compareTo(Student st){
12. **if**(age==st.age)
13. **return** 0;
14. **else** **if**(age>st.age)
15. **return** 1;
16. **else**
17. **return** -1;
18. }
19. }

*File: TestSort3.java*

1. **import** java.util.\*;
2. **import** java.io.\*;
3. **public** **class** TestSort3{
4. **public** **static** **void** main(String args[]){
5. ArrayList<Student> al=**new** ArrayList<Student>();
6. al.add(**new** Student(101,"Vijay",23));
7. al.add(**new** Student(106,"Ajay",27));
8. al.add(**new** Student(105,"Jai",21));
10. Collections.sort(al);
11. **for**(Student st:al){
12. System.out.println(st.rollno+" "+st.name+" "+st.age);
13. }
14. }
15. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestSort3)

Output:105 Jai 21

101 Vijay 23

106 Ajay 27

# Java Comparator interface

**Java Comparator interface** is used to order the objects of user-defined class.

This interface is found in java.util package and contains 2 methods compare(Object obj1,Object obj2) and equals(Object element).

It provides multiple sorting sequence i.e. you can sort the elements on the basis of any data member, for example rollno, name, age or anything else.

#### compare() method

**public int compare(Object obj1,Object obj2):** compares the first object with second object.

## Collections class

**Collections** class provides static methods for sorting the elements of collection. If collection elements are of Set or Map, we can use TreeSet or TreeMap. But we cannot sort the elements of List. Collections class provides methods for sorting the elements of List type elements also.

#### Method of Collections class for sorting List elements

**public void sort(List list, Comparator c):** is used to sort the elements of List by the given Comparator.

Java Comparator Example (Non-generic Old Style)

Let's see the example of sorting the elements of List on the basis of age and name. In this example, we have created 4 java classes:

1. Student.java
2. AgeComparator.java
3. NameComparator.java
4. Simple.java

**Student.java**

This class contains three fields rollno, name and age and a parameterized constructor.

1. **class** Student{
2. **int** rollno;
3. String name;
4. **int** age;
5. Student(**int** rollno,String name,**int** age){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.age=age;
9. }
10. }

**AgeComparator.java**

This class defines comparison logic based on the age. If age of first object is greater than the second, we are returning positive value, it can be any one such as 1, 2 , 10 etc. If age of first object is less than the second object, we are returning negative value, it can be any negative value and if age of both objects are equal, we are returning 0.

1. **import** java.util.\*;
2. **class** AgeComparator **implements** Comparator{
3. **public** **int** compare(Object o1,Object o2){
4. Student s1=(Student)o1;
5. Student s2=(Student)o2;
7. **if**(s1.age==s2.age)
8. **return** 0;
9. **else** **if**(s1.age>s2.age)
10. **return** 1;
11. **else**
12. **return** -1;
13. }
14. }

**NameComparator.java**

This class provides comparison logic based on the name. In such case, we are using the compareTo() method of String class, which internally provides the comparison logic.

1. **import** java.util.\*;
2. **class** NameComparator **implements** Comparator{
3. **public** **int** compare(Object o1,Object o2){
4. Student s1=(Student)o1;
5. Student s2=(Student)o2;
7. **return** s1.name.compareTo(s2.name);
8. }
9. }

**Simple.java**

In this class, we are printing the objects values by sorting on the basis of name and age.

1. **import** java.util.\*;
2. **import** java.io.\*;
4. **class** Simple{
5. **public** **static** **void** main(String args[]){
7. ArrayList al=**new** ArrayList();
8. al.add(**new** Student(101,"Vijay",23));
9. al.add(**new** Student(106,"Ajay",27));
10. al.add(**new** Student(105,"Jai",21));
12. System.out.println("Sorting by Name...");
14. Collections.sort(al,**new** NameComparator());
15. Iterator itr=al.iterator();
16. **while**(itr.hasNext()){
17. Student st=(Student)itr.next();
18. System.out.println(st.rollno+" "+st.name+" "+st.age);
19. }
21. System.out.println("sorting by age...");
23. Collections.sort(al,**new** AgeComparator());
24. Iterator itr2=al.iterator();
25. **while**(itr2.hasNext()){
26. Student st=(Student)itr2.next();
27. System.out.println(st.rollno+" "+st.name+" "+st.age);
28. }

31. }
32. }

Sorting by Name...

106 Ajay 27

105 Jai 21

101 Vijay 23

Sorting by age...

105 Jai 21

101 Vijay 23

106 Ajay 27

Java Comparator Example (Generic)

**Student.java**

1. **class** Student{
2. **int** rollno;
3. String name;
4. **int** age;
5. Student(**int** rollno,String name,**int** age){
6. **this**.rollno=rollno;
7. **this**.name=name;
8. **this**.age=age;
9. }
10. }

**AgeComparator.java**

1. **import** java.util.\*;
2. **class** AgeComparator **implements** Comparator<Student>{
3. **public** **int** compare(Student s1,Student s2){
4. **if**(s1.age==s2.age)
5. **return** 0;
6. **else** **if**(s1.age>s2.age)
7. **return** 1;
8. **else**
9. **return** -1;
10. }
11. }

**NameComparator.java**

This class provides comparison logic based on the name. In such case, we are using the compareTo() method of String class, which internally provides the comparison logic.

1. **import** java.util.\*;
2. **class** NameComparator **implements** Comparator<Student>{
3. **public** **int** compare(Student s1,Student s2){
4. **return** s1.name.compareTo(s2.name);
5. }
6. }

**Simple.java**

In this class, we are printing the objects values by sorting on the basis of name and age.

1. **import** java.util.\*;
2. **import** java.io.\*;
3. **class** Simple{
4. **public** **static** **void** main(String args[]){
6. ArrayList<Student> al=**new** ArrayList<Student>();
7. al.add(**new** Student(101,"Vijay",23));
8. al.add(**new** Student(106,"Ajay",27));
9. al.add(**new** Student(105,"Jai",21));
11. System.out.println("Sorting by Name...");
13. Collections.sort(al,**new** NameComparator());
14. **for**(Student st: al){
15. System.out.println(st.rollno+" "+st.name+" "+st.age);
16. }
18. System.out.println("sorting by age...");
20. Collections.sort(al,**new** AgeComparator());
21. **for**(Student st: al){
22. System.out.println(st.rollno+" "+st.name+" "+st.age);
23. }
25. }
26. }

Output:Sorting by Name...

106 Ajay 27

105 Jai 21

101 Vijay 23

Sorting by age...

105 Jai 21

101 Vijay 23

106 Ajay 27

# Properties class in Java

The **properties** object contains key and value pair both as a string. The java.util.Properties class is the subclass of Hashtable.

It can be used to get property value based on the property key. The Properties class provides methods to get data from properties file and store data into properties file. Moreover, it can be used to get properties of system.

### Advantage of properties file

**Recompilation is not required, if information is changed from properties file:** If any information is changed from the properties file, you don't need to recompile the java class. It is used to store information which is to be changed frequently.

#### Methods of Properties class

The commonly used methods of Properties class are given below.

|  |  |
| --- | --- |
| **Method** | **Description** |
| public void load(Reader r) | loads data from the Reader object. |
| public void load(InputStream is) | loads data from the InputStream object |
| public String getProperty(String key) | returns value based on the key. |
| public void setProperty(String key,String value) | sets the property in the properties object. |
| public void store(Writer w, String comment) | writers the properties in the writer object. |
| public void store(OutputStream os, String comment) | writes the properties in the OutputStream object. |
| storeToXML(OutputStream os, String comment) | writers the properties in the writer object for generating xml document. |
| public void storeToXML(Writer w, String comment, String encoding) | writers the properties in the writer object for generating xml document with specified encoding. |

### Example of Properties class to get information from properties file

To get information from the properties file, create the properties file first.

**db.properties**

1. user=system
2. password=oracle

Now, lets create the java class to read the data from the properties file.

**Test.java**

1. **import** java.util.\*;
2. **import** java.io.\*;
3. **public** **class** Test {
4. **public** **static** **void** main(String[] args)**throws** Exception{
5. FileReader reader=**new** FileReader("db.properties");
7. Properties p=**new** Properties();
8. p.load(reader);
10. System.out.println(p.getProperty("user"));
11. System.out.println(p.getProperty("password"));
12. }
13. }

Output:system

oracle

Now if you change the value of the properties file, you don't need to compile the java class again. That means no maintenance problem.

### Example of Properties class to get all the system properties

By System.getProperties() method we can get all the properties of system. Let's create the class that gets information from the system properties.

**Test.java**

1. **import** java.util.\*;
2. **import** java.io.\*;
3. **public** **class** Test {
4. **public** **static** **void** main(String[] args)**throws** Exception{
6. Properties p=System.getProperties();
7. Set set=p.entrySet();
9. Iterator itr=set.iterator();
10. **while**(itr.hasNext()){
11. Map.Entry entry=(Map.Entry)itr.next();
12. System.out.println(entry.getKey()+" = "+entry.getValue());
13. }
15. }
16. }

Output:

java.runtime.name = Java(TM) SE Runtime Environment

sun.boot.library.path = C:\Program Files\Java\jdk1.7.0\_01\jre\bin

java.vm.version = 21.1-b02

java.vm.vendor = Oracle Corporation

java.vendor.url = http://java.oracle.com/

path.separator = ;

java.vm.name = Java HotSpot(TM) Client VM

file.encoding.pkg = sun.io

user.country = US

user.script =

sun.java.launcher = SUN\_STANDARD

...........

### Example of Properties class to create properties file

Now lets write the code to create the properties file.

**Test.java**

1. **import** java.util.\*;
2. **import** java.io.\*;
3. **public** **class** Test {
4. **public** **static** **void** main(String[] args)**throws** Exception{
6. Properties p=**new** Properties();
7. p.setProperty("name","Sonoo Jaiswal");
8. p.setProperty("email","sonoojaiswal@javatpoint.com");
10. p.store(**new** FileWriter("info.properties"),"Javatpoint Properties Example");
12. }
13. }

Let's see the generated properties file.

**info.properties**

1. #Javatpoint Properties Example
2. #Thu Oct 03 22:35:53 IST 2013
3. email=sonoojaiswal@javatpoint.com
4. name=Sonoo Jaiswal
5. Difference between ArrayList and Vector
6. ArrayList and Vector both implements List interface and maintains insertion order.
7. But there are many differences between ArrayList and Vector classes that are given below.

|  |  |
| --- | --- |
| **ArrayList** | **Vector** |
| 1) ArrayList is **not synchronized**. | Vector is **synchronized**. |
| 2) ArrayList **increments 50%** of current array size if number of element exceeds from its capacity. | Vector **increments 100%** means doubles the array size if total number of element exceeds than its capacity. |
| 3) ArrayList is **not a legacy** class, it is introduced in JDK 1.2. | Vector is a **legacy** class. |
| 4) ArrayList is **fast** because it is non-synchronized. | Vector is **slow** because it is synchronized i.e. in multithreading environment, it will hold the other threads in runnable or non-runnable state until current thread releases the lock of object. |
| 5) ArrayList uses **Iterator** interface to traverse the elements. | Vector uses **Enumeration** interface to traverse the elements. But it can use Iterator also. |

### Example of Java ArrayList

Let's see a simple example where we are using ArrayList to store and traverse the elements.

1. **import** java.util.\*;
2. **class** TestArrayList21{
3. **public** **static** **void** main(String args[]){
5. List<String> al=**new** ArrayList<String>();//creating arraylist
6. al.add("Sonoo");//adding object in arraylist
7. al.add("Michael");
8. al.add("James");
9. al.add("Andy");
10. //traversing elements using Iterator
11. Iterator itr=al.iterator();
12. **while**(itr.hasNext()){
13. System.out.println(itr.next());
14. }
15. }
16. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestArrayList21)

Output:

Sonoo

Michael

James

Andy

### Example of Java Vector

Let's see a simple example of java Vector class that uses Enumeration interface.

1. **import** java.util.\*;
2. **class** TestVector1{
3. **public** **static** **void** main(String args[]){
4. Vector<String> v=**new** Vector<String>();//creating vector
5. v.add("umesh");//method of Collection
6. v.addElement("irfan");//method of Vector
7. v.addElement("kumar");
8. //traversing elements using Enumeration
9. Enumeration e=v.elements();
10. **while**(e.hasMoreElements()){
11. System.out.println(e.nextElement());
12. }
13. }
14. }

[**Test it Now**](http://www.javatpoint.com/opr/test.jsp?filename=TestVector1)

Output:

umesh

irfan

kumar

# Java JDBC Tutorial

Java JDBC is a java API to connect and execute query with the database. JDBC API uses jdbc drivers to connect with the database.
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### Why use JDBC

Before JDBC, ODBC API was the database API to connect and execute query with the database. But, ODBC API uses ODBC driver which is written in C language (i.e. platform dependent and unsecured). That is why Java has defined its own API (JDBC API) that uses JDBC drivers (written in Java language).

## What is API

API (Application programming interface) is a document that contains description of all the features of a product or software. It represents classes and interfaces that software programs can follow to communicate with each other. An API can be created for applications, libraries, operating systems, etc

# JDBC Driver

1. [JDBC Drivers](http://www.javatpoint.com/jdbc-driver)
   1. [JDBC-ODBC bridge driver](http://www.javatpoint.com/jdbc-driver#driver1)
   2. [Native-API driver](http://www.javatpoint.com/jdbc-driver#driver2)
   3. [Network Protocol driver](http://www.javatpoint.com/jdbc-driver#driver3)
   4. [Thin driver](http://www.javatpoint.com/jdbc-driver#driver4)

|  |
| --- |
| JDBC Driver is a software component that enables java application to interact with the database.There are 4 types of JDBC drivers:   1. JDBC-ODBC bridge driver 2. Native-API driver (partially java driver) 3. Network Protocol driver (fully java driver) 4. Thin driver (fully java driver) |

### 1) JDBC-ODBC bridge driver

|  |
| --- |
| The JDBC-ODBC bridge driver uses ODBC driver to connect to the database. The JDBC-ODBC bridge driver converts JDBC method calls into the ODBC function calls. This is now discouraged because of thin driver. |

![bridge driver](data:image/jpeg;base64,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)

### Advantages:

* easy to use.
* can be easily connected to any database.

### Disadvantages:

* Performance degraded because JDBC method call is converted into the ODBC function calls.
* The ODBC driver needs to be installed on the client machine.

### 2) Native-API driver

|  |
| --- |
| The Native API driver uses the client-side libraries of the database. The driver converts JDBC method calls into native calls of the database API. It is not written entirely in java. |
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### Advantage:

* performance upgraded than JDBC-ODBC bridge driver.

### Disadvantage:

* The Native driver needs to be installed on the each client machine.
* The Vendor client library needs to be installed on client machine.

### 3) Network Protocol driver

The Network Protocol driver uses middleware (application server) that converts JDBC calls directly or indirectly into the vendor-specific database protocol. It is fully written in java.
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### Advantage:

* No client side library is required because of application server that can perform many tasks like auditing, load balancing, logging etc.

### Disadvantages:

* Network support is required on client machine.
* Requires database-specific coding to be done in the middle tier.
* Maintenance of Network Protocol driver becomes costly because it requires database-specific coding to be done in the middle tier.

### 4) Thin driver

|  |
| --- |
| The thin driver converts JDBC calls directly into the vendor-specific database protocol. That is why it is known as thin driver. It is fully written in Java language. |
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### Advantage:

* Better performance than all other drivers.
* No software is required at client side or server side.

### Disadvantage:

* Drivers depends on the Database.

# 5 Steps to connect to the database in java

1. [5 Steps to connect to the database in java](http://www.javatpoint.com/steps-to-connect-to-the-database-in-java)
   1. [Register the driver class](http://www.javatpoint.com/steps-to-connect-to-the-database-in-java#step1)
   2. [Create the connection object](http://www.javatpoint.com/steps-to-connect-to-the-database-in-java#step2)
   3. [Create the Statement object](http://www.javatpoint.com/steps-to-connect-to-the-database-in-java#step3)
   4. [Execute the query](http://www.javatpoint.com/steps-to-connect-to-the-database-in-java#step4)
   5. [Close the connection object](http://www.javatpoint.com/steps-to-connect-to-the-database-in-java#step5)

|  |
| --- |
| There are 5 steps to connect any java application with the database in java using JDBC. They are as follows:   * Register the driver class * Creating connection * Creating statement * Executing queries * Closing connection |

### 1) Register the driver class

|  |
| --- |
| The forName() method of Class class is used to register the driver class. This method is used to dynamically load the driver class. |

### Syntax of forName() method

1. **public** **static** **void** forName(String className)**throws** ClassNotFoundException

### Example to register the OracleDriver class

1. Class.forName("oracle.jdbc.driver.OracleDriver");

### 2) Create the connection object

|  |
| --- |
| The getConnection() method of DriverManager class is used to establish connection with the database. |

### Syntax of getConnection() method

1. 1) **public** **static** Connection getConnection(String url)**throws** SQLException
2. 2) **public** **static** Connection getConnection(String url,String name,String password)
3. **throws** SQLException

### Example to establish connection with the Oracle database

1. Connection con=DriverManager.getConnection(
2. "jdbc:oracle:thin:@localhost:1521:xe","system","password");

### 3) Create the Statement object

|  |
| --- |
| The createStatement() method of Connection interface is used to create statement. The object of statement is responsible to execute queries with the database. |

### Syntax of createStatement() method

1. **public** Statement createStatement()**throws** SQLException

### Example to create the statement object

1. Statement stmt=con.createStatement();

### 4) Execute the query

|  |
| --- |
| The executeQuery() method of Statement interface is used to execute queries to the database. This method returns the object of ResultSet that can be used to get all the records of a table. |

### Syntax of executeQuery() method

1. **public** ResultSet executeQuery(String sql)**throws** SQLException

### Example to execute query

1. ResultSet rs=stmt.executeQuery("select \* from emp");
3. **while**(rs.next()){
4. System.out.println(rs.getInt(1)+" "+rs.getString(2));
5. }

### 5) Close the connection object

|  |
| --- |
| By closing connection object statement and ResultSet will be closed automatically. The close() method of Connection interface is used to close the connection. |

### Syntax of close() method

1. **public** **void** close()**throws** SQLException

### Example to close connection

1. con.close();

Example to connect to the Oracle database in java

|  |
| --- |
| For connecting java application with the oracle database, you need to follow 5 steps to perform database connectivity. In this example we are using Oracle10g as the database. So we need to know following information for the oracle database:   1. **Driver class:**The driver class for the oracle database is **oracle.jdbc.driver.OracleDriver**. 2. **Connection URL:**The connection URL for the oracle10G database is **jdbc:oracle:thin:@localhost:1521:xe** where jdbc is the API, oracle is the database, thin is the driver, localhost is the server name on which oracle is running, we may also use IP address, 1521 is the port number and XE is the Oracle service name. You may get all these information from the tnsnames.ora file. 3. **Username:**The default username for the oracle database is **system**. 4. **Password:**Password is given by the user at the time of installing the oracle database. |

|  |
| --- |
| Let's first create a table in oracle database. |

1. create table emp(id number(10),name varchar2(40),age number(3));

### Example to Connect Java Application with Oracle database

In this example, system is the username and oracle is the password of the Oracle database.

1. **import** java.sql.\*;
2. **class** OracleCon{
3. **public** **static** **void** main(String args[]){
4. **try**{
5. //step1 load the driver class
6. Class.forName("oracle.jdbc.driver.OracleDriver");
8. //step2 create  the connection object
9. Connection con=DriverManager.getConnection(
10. "jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
12. //step3 create the statement object
13. Statement stmt=con.createStatement();
15. //step4 execute query
16. ResultSet rs=stmt.executeQuery("select \* from emp");
17. **while**(rs.next())
18. System.out.println(rs.getInt(1)+"  "+rs.getString(2)+"  "+rs.getString(3));
20. //step5 close the connection object
21. con.close();
23. }**catch**(Exception e){ System.out.println(e);}
25. }
26. }

[download this example](http://www.javatpoint.com/src/jdbc/OracleCon.zip)

The above example will fetch all the records of emp table.

To connect java application with the Oracle database ojdbc14.jar file is required to be loaded.

[download the jar file ojdbc14.jar](http://www.javatpoint.com/src/jdbc/ojdbc14.jar)

### Two ways to load the jar file:

1. paste the ojdbc14.jar file in jre/lib/ext folder
2. set classpath

### 1) paste the ojdbc14.jar file in JRE/lib/ext folder:

|  |
| --- |
| Firstly, search the ojdbc14.jar file then go to JRE/lib/ext folder and paste the jar file here. |

### 2) set classpath:

|  |
| --- |
| There are two ways to set the classpath:   * temporary * permanent |

### How to set the temporary classpath:

|  |
| --- |
| Firstly, search the ojdbc14.jar file then open command prompt and write: |

1. C:>set classpath=c:\folder\ojdbc14.jar;.;

### How to set the permanent classpath:

Go to environment variable then click on new tab. In variable name write **classpath** and in variable value paste the path to ojdbc14.jar by appending ojdbc14.jar;.; as C:\oraclexe\app\oracle\product\10.2.0\server\jdbc\lib\ojdbc14.jar;.;

To see the slides of seting parmanent path [click here](http://www.javatpoint.com/how-to-set-path-in-java)

Example to connect to the mysql database in java

For connecting java application with the mysql database, you need to follow 5 steps to perform database connectivity.

In this example we are using MySql as the database. So we need to know following informations for the mysql database:

1. **Driver class:**The driver class for the mysql database is **com.mysql.jdbc.Driver**.
2. **Connection URL:**The connection URL for the mysql database is **jdbc:mysql://localhost:3306/sonoo** where jdbc is the API, mysql is the database, localhost is the server name on which mysql is running, we may also use IP address, 3306 is the port number and sonoo is the database name. We may use any database, in such case, you need to replace the sonoo with your database name.
3. **Username:**The default username for the mysql database is **root**.
4. **Password:**Password is given by the user at the time of installing the mysql database. In this example, we are going to use root as the password.

Let's first create a table in the mysql database, but before creating table, we need to create database first.

1. create database sonoo;
2. use sonoo;
3. create table emp(id **int**(10),name varchar(40),age **int**(3));

### Example to Connect Java Application with mysql database

In this example, sonoo is the database name, root is the username and password.

1. **import** java.sql.\*;
2. **class** MysqlCon{
3. **public** **static** **void** main(String args[]){
4. **try**{
5. Class.forName("com.mysql.jdbc.Driver");
6. Connection con=DriverManager.getConnection(
7. "jdbc:mysql://localhost:3306/sonoo","root","root");
8. //here sonoo is database name, root is username and password
9. Statement stmt=con.createStatement();
10. ResultSet rs=stmt.executeQuery("select \* from emp");
11. **while**(rs.next())
12. System.out.println(rs.getInt(1)+"  "+rs.getString(2)+"  "+rs.getString(3));
13. con.close();
14. }**catch**(Exception e){ System.out.println(e);}
15. }
16. }

[download this example](http://www.javatpoint.com/src/jdbc/MysqlCon.zip)

The above example will fetch all the records of emp table.

To connect java application with the mysql database mysqlconnector.jar file is required to be loaded.

[download the jar file mysql-connector.jar](http://www.javatpoint.com/src/jdbc/mysql-connector.jar)

### Two ways to load the jar file:

1. paste the mysqlconnector.jar file in jre/lib/ext folder
2. set classpath

### 1) paste the mysqlconnector.jar file in JRE/lib/ext folder:

|  |
| --- |
| Download the mysqlconnector.jar file. Go to jre/lib/ext folder and paste the jar file here. |

### 2) set classpath:

|  |
| --- |
| There are two ways to set the classpath:   * temporary * permanent |

### How to set the temporary classpath

|  |
| --- |
| open command prompt and write: |

1. C:>set classpath=c:\folder\mysql-connector-java-5.0.8-bin.jar;.;

### How to set the permanent classpath

Go to environment variable then click on new tab. In variable name write **classpath** and in variable value paste the path to the mysqlconnector.jar file by appending mysqlconnector.jar;.; as C:\folder\mysql-connector-java-5.0.8-bin.jar;.;

# Connectivity with Access without DSN

There are two ways to connect java application with the access database.

1. Without DSN (Data Source Name)
2. With DSN

Java is mostly used with Oracle, mysql, or DB2 database. So you can learn this topic only for knowledge.

### Example to Connect Java Application with access without DSN

In this example, we are going to connect the java program with the access database. In such case, we have created the login table in the access database. There is only one column in the table named name. Let's get all the name of the login table.

1. **import** java.sql.\*;
2. **class** Test{
3. **public** **static** **void** main(String ar[]){
4. **try**{
5. String database="student.mdb";//Here database exists in the current directory
7. String url="jdbc:odbc:Driver={Microsoft Access Driver (\*.mdb)};
8. DBQ=" + database + ";DriverID=22;READONLY=**true**";
10. Class.forName("sun.jdbc.odbc.JdbcOdbcDriver");
11. Connection c=DriverManager.getConnection(url);
12. Statement st=c.createStatement();
13. ResultSet rs=st.executeQuery("select \* from login");
15. **while**(rs.next()){
16. System.out.println(rs.getString(1));
17. }
19. }**catch**(Exception ee){System.out.println(ee);}
21. }}

### Example to Connect Java Application with access with DSN

Connectivity with type1 driver is not considered good. To connect java application with type1 driver, create DSN first, here we are assuming your dsn name is mydsn.

1. **import** java.sql.\*;
2. **class** Test{
3. **public** **static** **void** main(String ar[]){
4. **try**{
5. String url="jdbc:odbc:mydsn";
6. Class.forName("sun.jdbc.odbc.JdbcOdbcDriver");
7. Connection c=DriverManager.getConnection(url);
8. Statement st=c.createStatement();
9. ResultSet rs=st.executeQuery("select \* from login");
11. **while**(rs.next()){
12. System.out.println(rs.getString(1));
13. }
15. }**catch**(Exception ee){System.out.println(ee);}
17. }}

# DriverManager class

The DriverManager class acts as an interface between user and drivers. It keeps track of the drivers that are available and handles establishing a connection between a database and the appropriate driver. The DriverManager class maintains a list of Driver classes that have registered themselves by calling the method DriverManager.registerDriver().

### Commonly used methods of DriverManager class:

|  |  |
| --- | --- |
| 1) public static void registerDriver(Driver driver): | is used to register the given driver with DriverManager. |
| 2) public static void deregisterDriver(Driver driver): | is used to deregister the given driver (drop the driver from the list) with DriverManager. |
| 3) public static Connection getConnection(String url): | is used to establish the connection with the specified url. |
| 4) public static Connection getConnection(String url,String userName,String password): | is used to establish the connection with the specified url, username and password. |

# Connection interface

A Connection is the session between java application and database. The Connection interface is a factory of Statement, PreparedStatement, and DatabaseMetaData i.e. object of Connection can be used to get the object of Statement and DatabaseMetaData. The Connection interface provide many methods for transaction management like commit(), rollback() etc.

#### By default, connection commits the changes after executing queries.

### Commonly used methods of Connection interface:

|  |
| --- |
| **1) public Statement createStatement():** creates a statement object that can be used to execute SQL queries. |
| **2) public Statement createStatement(int resultSetType,int resultSetConcurrency):** Creates a Statement object that will generate ResultSet objects with the given type and concurrency. |
| **3) public void setAutoCommit(boolean status):** is used to set the commit status.By default it is true. |
| **4) public void commit():** saves the changes made since the previous commit/rollback permanent. |
| **5) public void rollback():** Drops all changes made since the previous commit/rollback. |
| **6) public void close():** closes the connection and Releases a JDBC resources immediately. |

# Statement interface

The **Statement interface** provides methods to execute queries with the database. The statement interface is a factory of ResultSet i.e. it provides factory method to get the object of ResultSet.

### Commonly used methods of Statement interface:

The important methods of Statement interface are as follows:

|  |
| --- |
| **1) public ResultSet executeQuery(String sql):** is used to execute SELECT query. It returns the object of ResultSet. |
| **2) public int executeUpdate(String sql):** is used to execute specified query, it may be create, drop, insert, update, delete etc. |
| **3) public boolean execute(String sql):** is used to execute queries that may return multiple results. |
| **4) public int[] executeBatch():** is used to execute batch of commands. |

### Example of Statement interface

Let’s see the simple example of Statement interface to insert, update and delete the record.

1. **import** java.sql.\*;
2. **class** FetchRecord{
3. **public** **static** **void** main(String args[])**throws** Exception{
4. Class.forName("oracle.jdbc.driver.OracleDriver");
5. Connection con=DriverManager.getConnection("jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
6. Statement stmt=con.createStatement();
8. //stmt.executeUpdate("insert into emp765 values(33,'Irfan',50000)");
9. //int result=stmt.executeUpdate("update emp765 set name='Vimal',salary=10000 where id=33");
10. **int** result=stmt.executeUpdate("delete from emp765 where id=33");
11. System.out.println(result+" records affected");
12. con.close();
13. }}

# ResultSet interface

The object of ResultSet maintains a cursor pointing to a row of a table. Initially, cursor points to before the first row.

#### By default, ResultSet object can be moved forward only and it is not updatable.

But we can make this object to move forward and backward direction by passing either TYPE\_SCROLL\_INSENSITIVE or TYPE\_SCROLL\_SENSITIVE in createStatement(int,int) method as well as we can make this object as updatable by:

1. Statement stmt = con.createStatement(ResultSet.TYPE\_SCROLL\_INSENSITIVE,
2. ResultSet.CONCUR\_UPDATABLE);

### Commonly used methods of ResultSet interface

|  |  |
| --- | --- |
| **1) public boolean next():** | is used to move the cursor to the one row next from the current position. |
| **2) public boolean previous():** | is used to move the cursor to the one row previous from the current position. |
| **3) public boolean first():** | is used to move the cursor to the first row in result set object. |
| **4) public boolean last():** | is used to move the cursor to the last row in result set object. |
| **5) public boolean absolute(int row):** | is used to move the cursor to the specified row number in the ResultSet object. |
| **6) public boolean relative(int row):** | is used to move the cursor to the relative row number in the ResultSet object, it may be positive or negative. |
| **7) public int getInt(int columnIndex):** | is used to return the data of specified column index of the current row as int. |
| **8) public int getInt(String columnName):** | is used to return the data of specified column name of the current row as int. |
| **9) public String getString(int columnIndex):** | is used to return the data of specified column index of the current row as String. |
| **10) public String getString(String columnName):** | is used to return the data of specified column name of the current row as String. |

### Example of Scrollable ResultSet

Let’s see the simple example of ResultSet interface to retrieve the data of 3rd row.

1. **import** java.sql.\*;
2. **class** FetchRecord{
3. **public** **static** **void** main(String args[])**throws** Exception{
5. Class.forName("oracle.jdbc.driver.OracleDriver");
6. Connection con=DriverManager.getConnection("jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
7. Statement stmt=con.createStatement(ResultSet.TYPE\_SCROLL\_SENSITIVE,ResultSet.CONCUR\_UPDATABLE);
8. ResultSet rs=stmt.executeQuery("select \* from emp765");
10. //getting the record of 3rd row
11. rs.absolute(3);
12. System.out.println(rs.getString(1)+" "+rs.getString(2)+" "+rs.getString(3));
14. con.close();
15. }}

# PreparedStatement interface

The PreparedStatement interface is a subinterface of Statement. It is used to execute parameterized query.

Let's see the example of parameterized query:

1. String sql="insert into emp values(?,?,?)";

As you can see, we are passing parameter (?) for the values. Its value will be set by calling the setter methods of PreparedStatement.

### Why use PreparedStatement?

**Improves performance**: The performance of the application will be faster if you use PreparedStatement interface because query is compiled only once.

#### How to get the instance of PreparedStatement?

The prepareStatement() method of Connection interface is used to return the object of PreparedStatement. Syntax:

1. **public** PreparedStatement prepareStatement(String query)**throws** SQLException{}

### Methods of PreparedStatement interface

The important methods of PreparedStatement interface are given below:

|  |  |
| --- | --- |
| **Method** | **Description** |
| public void setInt(int paramIndex, int value) | sets the integer value to the given parameter index. |
| public void setString(int paramIndex, String value) | sets the String value to the given parameter index. |
| public void setFloat(int paramIndex, float value) | sets the float value to the given parameter index. |
| public void setDouble(int paramIndex, double value) | sets the double value to the given parameter index. |
| public int executeUpdate() | executes the query. It is used for create, drop, insert, update, delete etc. |
| public ResultSet executeQuery() | executes the select query. It returns an instance of ResultSet. |

### Example of PreparedStatement interface that inserts the record

First of all create table as given below:

1. create table emp(id number(10),name varchar2(50));

Now insert records in this table by the code given below:

1. **import** java.sql.\*;
2. **class** InsertPrepared{
3. **public** **static** **void** main(String args[]){
4. **try**{
5. Class.forName("oracle.jdbc.driver.OracleDriver");
7. Connection con=DriverManager.getConnection("jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
9. PreparedStatement stmt=con.prepareStatement("insert into Emp values(?,?)");
10. stmt.setInt(1,101);//1 specifies the first parameter in the query
11. stmt.setString(2,"Ratan");
13. **int** i=stmt.executeUpdate();
14. System.out.println(i+" records inserted");
16. con.close();
18. }**catch**(Exception e){ System.out.println(e);}
20. }
21. }

[download this example](http://www.javatpoint.com/src/jdbc/InsertPrepared.zip)

### Example of PreparedStatement interface that updates the record

1. PreparedStatement stmt=con.prepareStatement("update emp set name=? where id=?");
2. stmt.setString(1,"Sonoo");//1 specifies the first parameter in the query i.e. name
3. stmt.setInt(2,101);
5. **int** i=stmt.executeUpdate();
6. System.out.println(i+" records updated");

[download this example](http://www.javatpoint.com/src/jdbc/UpdatePrepared.zip)

### Example of PreparedStatement interface that deletes the record

1. PreparedStatement stmt=con.prepareStatement("delete from emp where id=?");
2. stmt.setInt(1,101);
4. **int** i=stmt.executeUpdate();
5. System.out.println(i+" records deleted");

[download this example](http://www.javatpoint.com/src/jdbc/DeletePrepared.zip)

### Example of PreparedStatement interface that retrieve the records of a table

1. PreparedStatement stmt=con.prepareStatement("select \* from emp");
2. ResultSet rs=stmt.executeQuery();
3. **while**(rs.next()){
4. System.out.println(rs.getInt(1)+" "+rs.getString(2));
5. }

[download this example](http://www.javatpoint.com/src/jdbc/RetrievePrepared.zip)

### Example of PreparedStatement to insert records until user press n

1. **import** java.sql.\*;
2. **import** java.io.\*;
3. **class** RS{
4. **public** **static** **void** main(String args[])**throws** Exception{
5. Class.forName("oracle.jdbc.driver.OracleDriver");
6. Connection con=DriverManager.getConnection("jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
8. PreparedStatement ps=con.prepareStatement("insert into emp130 values(?,?,?)");
10. BufferedReader br=**new** BufferedReader(**new** InputStreamReader(System.in));
12. **do**{
13. System.out.println("enter id:");
14. **int** id=Integer.parseInt(br.readLine());
15. System.out.println("enter name:");
16. String name=br.readLine();
17. System.out.println("enter salary:");
18. **float** salary=Float.parseFloat(br.readLine());
20. ps.setInt(1,id);
21. ps.setString(2,name);
22. ps.setFloat(3,salary);
23. **int** i=ps.executeUpdate();
24. System.out.println(i+" records affected");
26. System.out.println("Do you want to continue: y/n");
27. String s=br.readLine();
28. **if**(s.startsWith("n")){
29. **break**;
30. }
31. }**while**(**true**);
33. con.close();
34. }}
35. Java ResultSetMetaData Interface
36. The metadata means data about data i.e. we can get further information from the data.
37. If you have to get metadata of a table like total number of column, column name, column type etc. , ResultSetMetaData interface is useful because it provides methods to get metadata from the ResultSet object.
38. Commonly used methods of ResultSetMetaData interface

|  |  |
| --- | --- |
| **Method** | **Description** |
| public int getColumnCount()throws SQLException | it returns the total number of columns in the ResultSet object. |
| public String getColumnName(int index)throws SQLException | it returns the column name of the specified column index. |
| public String getColumnTypeName(int index)throws SQLException | it returns the column type name for the specified index. |
| public String getTableName(int index)throws SQLException | it returns the table name for the specified column index. |

### How to get the object of ResultSetMetaData:

|  |
| --- |
| The getMetaData() method of ResultSet interface returns the object of ResultSetMetaData. Syntax: |

1. **public** ResultSetMetaData getMetaData()**throws** SQLException

### Example of ResultSetMetaData interface :

1. **import** java.sql.\*;
2. **class** Rsmd{
3. **public** **static** **void** main(String args[]){
4. **try**{
5. Class.forName("oracle.jdbc.driver.OracleDriver");
6. Connection con=DriverManager.getConnection(
7. "jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
9. PreparedStatement ps=con.prepareStatement("select \* from emp");
10. ResultSet rs=ps.executeQuery();
11. ResultSetMetaData rsmd=rs.getMetaData();
13. System.out.println("Total columns: "+rsmd.getColumnCount());
14. System.out.println("Column Name of 1st column: "+rsmd.getColumnName(1));
15. System.out.println("Column Type Name of 1st column: "+rsmd.getColumnTypeName(1));
17. con.close();
18. }**catch**(Exception e){ System.out.println(e);}
19. }
20. }

Output:Total columns: 2

Column Name of 1st column: ID

Column Type Name of 1st column: NUMBER

Java DatabaseMetaData interface

DatabaseMetaData interface provides methods to get meta data of a database such as database product name, database product version, driver name, name of total number of tables, name of total number of views etc.

Commonly used methods of DatabaseMetaData interface

* **public String getDriverName()throws SQLException:**it returns the name of the JDBC driver.
* **public String getDriverVersion()throws SQLException:**it returns the version number of the JDBC driver.
* **public String getUserName()throws SQLException:**it returns the username of the database.
* **public String getDatabaseProductName()throws SQLException:**it returns the product name of the database.
* **public String getDatabaseProductVersion()throws SQLException:**it returns the product version of the database.
* **public ResultSet getTables(String catalog, String schemaPattern, String tableNamePattern, String[] types)throws SQLException:**it returns the description of the tables of the specified catalog. The table type can be TABLE, VIEW, ALIAS, SYSTEM TABLE, SYNONYM etc.

### How to get the object of DatabaseMetaData:

The getMetaData() method of Connection interface returns the object of DatabaseMetaData. Syntax:

1. **public** DatabaseMetaData getMetaData()**throws** SQLException

### Simple Example of DatabaseMetaData interface :

1. **import** java.sql.\*;
2. **class** Dbmd{
3. **public** **static** **void** main(String args[]){
4. **try**{
5. Class.forName("oracle.jdbc.driver.OracleDriver");
7. Connection con=DriverManager.getConnection(
8. "jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
9. DatabaseMetaData dbmd=con.getMetaData();
11. System.out.println("Driver Name: "+dbmd.getDriverName());
12. System.out.println("Driver Version: "+dbmd.getDriverVersion());
13. System.out.println("UserName: "+dbmd.getUserName());
14. System.out.println("Database Product Name: "+dbmd.getDatabaseProductName());
15. System.out.println("Database Product Version: "+dbmd.getDatabaseProductVersion());
17. con.close();
18. }**catch**(Exception e){ System.out.println(e);}
19. }
20. }

Output:Driver Name: Oracle JDBC Driver

Driver Version: 10.2.0.1.0XE

Database Product Name: Oracle

Database Product Version: Oracle Database 10g Express Edition

Release 10.2.0.1.0 -Production

[download this example](http://www.javatpoint.com/src/jdbc/Dbmd.java)

### Example of DatabaseMetaData interface that prints total number of tables :

1. **import** java.sql.\*;
2. **class** Dbmd2{
3. **public** **static** **void** main(String args[]){
4. **try**{
5. Class.forName("oracle.jdbc.driver.OracleDriver");
7. Connection con=DriverManager.getConnection(
8. "jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
10. DatabaseMetaData dbmd=con.getMetaData();
11. String table[]={"TABLE"};
12. ResultSet rs=dbmd.getTables(**null**,**null**,**null**,table);
14. **while**(rs.next()){
15. System.out.println(rs.getString(3));
16. }
18. con.close();
20. }**catch**(Exception e){ System.out.println(e);}
22. }
23. }

[download this example](http://www.javatpoint.com/src/jdbc/Dbmd2.java)

### Example of DatabaseMetaData interface that prints total number of views :

1. **import** java.sql.\*;
2. **class** Dbmd3{
3. **public** **static** **void** main(String args[]){
4. **try**{
5. Class.forName("oracle.jdbc.driver.OracleDriver");
7. Connection con=DriverManager.getConnection(
8. "jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
10. DatabaseMetaData dbmd=con.getMetaData();
11. String table[]={"VIEW"};
12. ResultSet rs=dbmd.getTables(**null**,**null**,**null**,table);
14. **while**(rs.next()){
15. System.out.println(rs.getString(3));
16. }
18. con.close();
20. }**catch**(Exception e){ System.out.println(e);}
22. }
23. }

# Example to store image in Oracle database

You can store images in the database in java by the help of **PreparedStatement** interface.

The **setBinaryStream()** method of PreparedStatement is used to set Binary information into the parameterIndex.

### Signature of setBinaryStream method

The syntax of setBinaryStream() method is given below:

1. 1) **public** **void** setBinaryStream(**int** paramIndex,InputStream stream)
2. **throws** SQLException
3. 2) **public** **void** setBinaryStream(**int** paramIndex,InputStream stream,**long** length)
4. **throws** SQLException

For storing image into the database, BLOB (Binary Large Object) datatype is used in the table. For example:

1. CREATE TABLE  "IMGTABLE"
2. (    "NAME" VARCHAR2(4000),
3. "PHOTO" BLOB
4. )
5. /

Let's write the jdbc code to store the image in the database. Here we are using d:\\d.jpg for the location of image. You can change it according to the image location.

Java Example to store image in the database

1. **import** java.sql.\*;
2. **import** java.io.\*;
3. **public** **class** InsertImage {
4. **public** **static** **void** main(String[] args) {
5. **try**{
6. Class.forName("oracle.jdbc.driver.OracleDriver");
7. Connection con=DriverManager.getConnection(
8. "jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
10. PreparedStatement ps=con.prepareStatement("insert into imgtable values(?,?)");
11. ps.setString(1,"sonoo");
13. FileInputStream fin=**new** FileInputStream("d:\\g.jpg");
14. ps.setBinaryStream(2,fin,fin.available());
15. **int** i=ps.executeUpdate();
16. System.out.println(i+" records affected");
18. con.close();
19. }**catch** (Exception e) {e.printStackTrace();}
20. }
21. }

If you see the table, record is stored in the database but image will not be shown. To do so, you need to retrieve the image from the database which we are covering in the next page.

# Example to retrieve image from Oracle database

By the help of **PreparedStatement** we can retrieve and store the image in the database.

The **getBlob()** method of PreparedStatement is used to get Binary information, it returns the instance of Blob. After calling the**getBytes()** method on the blob object, we can get the array of binary information that can be written into the image file.

### Signature of getBlob() method of PreparedStatement

1. **public** Blob getBlob()**throws** SQLException

### Signature of getBytes() method of Blob interface

1. **public**  **byte**[] getBytes(**long** pos, **int** length)**throws** SQLException

We are assuming that image is stored in the imgtable.

1. CREATE TABLE  "IMGTABLE"
2. (    "NAME" VARCHAR2(4000),
3. "PHOTO" BLOB
4. )
5. /

Now let's write the code to retrieve the image from the database and write it into the directory so that it can be displayed.

In AWT, it can be displayed by the Toolkit class. In servlet, jsp, or html it can be displayed by the img tag.

1. **import** java.sql.\*;
2. **import** java.io.\*;
3. **public** **class** RetrieveImage {
4. **public** **static** **void** main(String[] args) {
5. **try**{
6. Class.forName("oracle.jdbc.driver.OracleDriver");
7. Connection con=DriverManager.getConnection(
8. "jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
10. PreparedStatement ps=con.prepareStatement("select \* from imgtable");
11. ResultSet rs=ps.executeQuery();
12. **if**(rs.next()){//now on 1st row
14. Blob b=rs.getBlob(2);//2 means 2nd column data
15. **byte** barr[]=b.getBytes(1,(**int**)b.length());//1 means first image
17. FileOutputStream fout=**new** FileOutputStream("d:\\sonoo.jpg");
18. fout.write(barr);
20. fout.close();
21. }//end of if
22. System.out.println("ok");
24. con.close();
25. }**catch** (Exception e) {e.printStackTrace();  }
26. }
27. }

Now if you see the d drive, sonoo.jpg image is created.

# Example to store file in Oracle database:

The setCharacterStream() method of PreparedStatement is used to set character information into the parameterIndex.

### Syntax:

|  |
| --- |
| 1) public void setBinaryStream(int paramIndex,InputStream stream)throws SQLException |
| 2) public void setBinaryStream(int paramIndex,InputStream stream,long length)throws SQLException |

For storing file into the database, CLOB (Character Large Object) datatype is used in the table. For example:

1. CREATE TABLE  "FILETABLE"
2. (    "ID" NUMBER,
3. "NAME" CLOB
4. )
5. /
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1. **import** java.io.\*;
2. **import** java.sql.\*;
4. **public** **class** StoreFile {
5. **public** **static** **void** main(String[] args) {
6. **try**{
7. Class.forName("oracle.jdbc.driver.OracleDriver");
8. Connection con=DriverManager.getConnection(
9. "jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
11. PreparedStatement ps=con.prepareStatement(
12. "insert into filetable values(?,?)");
14. File f=**new** File("d:\\myfile.txt");
15. FileReader fr=**new** FileReader(f);
17. ps.setInt(1,101);
18. ps.setCharacterStream(2,fr,(**int**)f.length());
19. **int** i=ps.executeUpdate();
20. System.out.println(i+" records affected");
22. con.close();
24. }**catch** (Exception e) {e.printStackTrace();}
25. }
26. }

# Example to retrieve file from Oracle database:

The getClob() method of PreparedStatement is used to get file information from the database.

### Syntax of getClob method

1. **public** Clob getClob(**int** columnIndex){}

Let's see the table structure of this example to retrieve the file.

1. CREATE TABLE  "FILETABLE"
2. (    "ID" NUMBER,
3. "NAME" CLOB
4. )
5. /

The example to retrieve the file from the Oracle database is given below.

1. **import** java.io.\*;
2. **import** java.sql.\*;
4. **public** **class** RetrieveFile {
5. **public** **static** **void** main(String[] args) {
6. **try**{
7. Class.forName("oracle.jdbc.driver.OracleDriver");
8. Connection con=DriverManager.getConnection(
9. "jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
11. PreparedStatement ps=con.prepareStatement("select \* from filetable");
12. ResultSet rs=ps.executeQuery();
13. rs.next();//now on 1st row
15. Clob c=rs.getClob(2);
16. Reader r=c.getCharacterStream();
18. FileWriter fw=**new** FileWriter("d:\\retrivefile.txt");
20. **int** i;
21. **while**((i=r.read())!=-1)
22. fw.write((**char**)i);
24. fw.close();
25. con.close();
27. System.out.println("success");
28. }**catch** (Exception e) {e.printStackTrace();  }
29. }
30. }

# Java CallableStatement Interface

CallableStatement interface is used to call the **stored procedures and functions**.

We can have business logic on the database by the use of stored procedures and functions that will make the performance better because these are precompiled.

Suppose you need the get the age of the employee based on the date of birth, you may create a function that receives date as the input and returns age of the employee as the output.

### What is the difference between stored procedures and functions.

The differences between stored procedures and functions are given below:

|  |  |
| --- | --- |
| **Stored Procedure** | **Function** |
| is used to perform business logic. | is used to perform calculation. |
| must not have the return type. | must have the return type. |
| may return 0 or more values. | may return only one values. |
| We can call functions from the procedure. | Procedure cannot be called from function. |
| Procedure supports input and output parameters. | Function supports only input parameter. |
| Exception handling using try/catch block can be used in stored procedures. | Exception handling using try/catch can't be used in user defined functions. |

### How to get the instance of CallableStatement?

The prepareCall() method of Connection interface returns the instance of CallableStatement. Syntax is given below:

1. **public** CallableStatement prepareCall("{ call procedurename(?,?...?)}");

The example to get the instance of CallableStatement is given below:

1. CallableStatement stmt=con.prepareCall("{call myprocedure(?,?)}");

It calls the procedure myprocedure that receives 2 arguments.

### Full example to call the stored procedure using JDBC

To call the stored procedure, you need to create it in the database. Here, we are assuming that stored procedure looks like this.

1. create or replace procedure "INSERTR"
2. (id IN NUMBER,
3. name IN VARCHAR2)
4. is
5. begin
6. insert into user420 values(id,name);
7. end;
8. /

The table structure is given below:

1. create table user420(id number(10), name varchar2(200));

In this example, we are going to call the stored procedure INSERTR that receives id and name as the parameter and inserts it into the table user420. Note that you need to create the user420 table as well to run this application.

1. **import** java.sql.\*;
2. **public** **class** Proc {
3. **public** **static** **void** main(String[] args) **throws** Exception{
5. Class.forName("oracle.jdbc.driver.OracleDriver");
6. Connection con=DriverManager.getConnection(
7. "jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
9. CallableStatement stmt=con.prepareCall("{call insertR(?,?)}");
10. stmt.setInt(1,1011);
11. stmt.setString(2,"Amit");
12. stmt.execute();
14. System.out.println("success");
15. }
16. }

Now check the table in the database, value is inserted in the user420 table.

### Example to call the function using JDBC

In this example, we are calling the sum4 function that receives two input and returns the sum of the given number. Here, we have used the **registerOutParameter** method of CallableStatement interface, that registers the output parameter with its corresponding type. It provides information to the CallableStatement about the type of result being displayed.

The **Types** class defines many constants such as INTEGER, VARCHAR, FLOAT, DOUBLE, BLOB, CLOB etc.

Let's create the simple function in the database first.

1. create or replace function sum4
2. (n1 in number,n2 in number)
3. **return** number
4. is
5. temp number(8);
6. begin
7. temp :=n1+n2;
8. **return** temp;
9. end;
10. /

Now, let's write the simple program to call the function.

1. **import** java.sql.\*;
3. **public** **class** FuncSum {
4. **public** **static** **void** main(String[] args) **throws** Exception{
6. Class.forName("oracle.jdbc.driver.OracleDriver");
7. Connection con=DriverManager.getConnection(
8. "jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
10. CallableStatement stmt=con.prepareCall("{?= call sum4(?,?)}");
11. stmt.setInt(2,10);
12. stmt.setInt(3,43);
13. stmt.registerOutParameter(1,Types.INTEGER);
14. stmt.execute();
16. System.out.println(stmt.getInt(1));
18. }
19. }

Output: 53

# Transaction Management in JDBC

Transaction represents **a single unit of work**.

The ACID properties describes the transaction management well. ACID stands for Atomicity, Consistency, isolation and durability.

**Atomicity** means either all successful or none.

**Consistency** ensures bringing the database from one consistent state to another consistent state.

**Isolation** ensures that transaction is isolated from other transaction.

**Durability** means once a transaction has been committed, it will remain so, even in the event of errors, power loss etc.

#### Advantage of Transaction Mangaement

**fast performance** It makes the performance fast because database is hit at the time of commit.

![transaction management in jdbc](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAIBAQIBAQICAgICAgICAwUDAwMDAwYEBAMFBwYHBwcGBwcICQsJCAgKCAcHCg0KCgsMDAwMBwkODw0MDgsMDAz/2wBDAQICAgMDAwYDAwYMCAcIDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAz/wAARCAEdAj0DASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD9/KKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAoozRmgAooooAKKM0UAFFFFABRRRQAUUUZoAKKM0UAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFACN+lN83P40rnH1rO8U+Hbfxf4Z1DSbqS/htdUtZLWZ7K9msrlEkUoxinhdJYXwTtkjdXQ4KsCAaT8hadTQJ7ikB+b8Pzr8mfg1qWr/AAO+O/7fPiaDxh8VPEg/ZotYdV8C6P4j+JnibVdJtHHh6S8eK5tpdQxdxPMuSs5cjPylcAj1nU/+Cj/xd0D9m74aa9rnir4R6P44+K3h6bxppejaP8OPE/i+6tNPFtBLFaGw0+4M0qjzsy6k8lvFEwSMW0m/zEXMnBS7pfiropRblJdm1936H6HA8UEjnFflx8Pf+Cx/xu/aXsvDQ8DaT8LPC0mpfs/D4xX02u6Zf6okd7Dd3VrPZRxw3duTDK0MZR2fdCN5ImyAOosv+Cw3xC1PxV8CfEOt6BoPwz+EHxT8F+H9ck8Rat4Z1XW7C/1nUrmOF9GGpWkiw6UyrIrRzXkEiSZ52CqknFrm06/IlNOPMtUfo8Tt6nnpTs4xzX5yeNf+CyOv+Cf2u/B2j2t94S8YfDzxR421Lwbd2+h+CfEAbSmtYLplkh8RTlNN1CffbDzbW3gDRF3jWSXyWmbyL9sL9t79pb47/wDBDXxh8ftO8TeA/h5ofi3RxrWkweGrfVLbxL4ZtzqkUVtbjUFu1SeaWBsy3CRW4iaNkWGdZt8OcpNR5raf8Gw0ry5b/wBWufrvnntQDg1+XPj79qe6/Y1/bh8U+OvGvhvwp468aeDP2W38W3/iDRrfUtJu9ZWHWJfK08QzX13BDCcIWlaOSXfvcvsxEOi8Vf8ABUH46/s46FZR/EO2+E3iXVPHPwS1z4n+HJfDujahptvompaXYrdyWN2k97M15bv58QWaJ7Zz5bgxjeGXacOV8u72+fb8Cb+6pbK1/l3P0lA4PrQTg4zXwt+xZ/wUQ+KnxU/ag+G/gz4iWPw/k0r4v/CWP4naOfDljd2s+gN59vG1lcST3Eq3alLhGEqR2+0qylGBDC1rn/BRH4heBP8AgpJq/wAL/GthoXgTwPc3cOn+CJdU8LarK3j5302W6lkttbilNhDNDLGUNnNCHdRxLuYCs5PllZ+f4bodtbLy/Hqfb4I2+1AXnpX5lfs8/wDBaL4kfEj4X/sa+I9e0HwZGPj/AHXilPFcen6fd7rSLSormSH7ArXDFXbyF3eYZd2SFC5BFiH/AIKw/HXTP+Cblr+0ne6B8Kb3S/iSsNr4M8NwQ6jbz+G7q+1WKy07+0bvzJEv4RFKZZ2ihs2V4BGgfzt8Q72v8vxsCV7L+tN/yP0t4znt0oIwM1+fv7VH/BQf43fss/F/4ZfCPVpPAuoeMPHg1bV28XaF8NvEniKzj0yyt7crGvh+wuJbwXD3NwY2cXskccUAlYbpxFFyXiL/AILGfFqXwd+zxoF58O7/AOGHxM+K+ma3qfiNdY+G/iTxO2jJpb/ZyINEshDqDC7laOVGkdRBAQX8wupprXbvb+vuHbb0v8j9LmPA5wKUYz1r89PBn/BTL44fHBv2cvAdn4F0X4T/ABS+LWj69rXiYeNvDupyW2lRaQ3kFLewM1pcg3crRyxtLKDDCwykxYGvk3/gml/wUQ8X/s0fsV/AD4W+E7CzsvEHxE1jxxrOo6zJ4J1vxxDptvZarcAww6ZpJiurh5Zp0zLvRIY0JZGLqAQV3K/T8dbCtorH7et8q0nBHXmvz18G/wDBTT44fG//AIZy8CWfgTRvhR8Uvi1o+vaz4lHjbw7qcltpMWkP5BS3sDNaXIN3K0csbTSgwwsMpMWBrX/4NsDO/wDwSl8Lm5SKK5PiTxGZUicuiv8A2zd5CkgZGc4OBkdh0qowb5r9NfxsTKVuXu/8rn3qvSlpAMClqUWFFFFMAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigBGOBTX5xx1p5GRSbSO9JiZ5Af2FPhZ9q+Lsx8L5l+PFuLbxy39pXY/tyMWhswMebiD/R2KZg8vruzu+asT4gf8E1/g18S9C8E6fqXhnVLeH4daI3hrQZdK8S6rpN1b6W0cUb2Ms9rcxS3Nu6Qxhop3kRtvzAknPvRHrTT1zg1Nla3b9P+AUm07rqeC/Df/gmb8EfhGYD4d8ELpotfBEnw5iA1a+lEegSTyXD2WHmI5lkdvM/1ozgPgAVTP8AwSu+BL6b4P08+Db7+x/Attptppmk/wDCSaqNLmj05w9j9ss/tPkX7wMAUe7SZhgc4Ax9EA4A460HHWqeru/T5diVZKy2PnPRf+CUnwH8O/FPTPGVn4Ov4NY0TxFP4t0yAeJtXOl6Vqk5dp7m2083P2OBpTIxcRwqrk8g4GHaL/wSp+A2heA/FXhSHwTcSeFPGFjeaZeaHc+INTutKsrW7m+0XMNhayXDQ6akkwVyLJIPmijIx5abfooe3NH4Ubju1seJeGv+Ce3wl8M+J31hvDl/repzeDpfAFxc+Idf1LXnvdDkuJLh7Gc3txL5yGSV/mk3OEOwNsAUc/8ADj/glP8AAr4W+Gde0bTPCGp3Vj4i8KN4FuP7X8Uavq81poLK6tplnLd3UstjakPzFatEpKRnGY0K/Rm3n3pAeabbbu2F9OU8r8FfsWfDT4dfEDwZ4p0bw0bPXfAHhIeBtAuf7QupBY6OGiYWux5CknMEX7yRWk+X7+Cc0dU/YJ+Fut/Hyz+Jd74fvbvxTp2otq9ms2uahJpNpftAbc30emGf7Cl0YiVNwIBKck78nNeyA5H0owD9aT1ab3E9bp9T5t+GP/BJT9n74NfEDw14n8NeA5tP1TwXqd7q3h3d4g1S4tPDs14JxdLZWstw0FrDL58jNBDGsLNsbZujjKy6Z/wSh+AWl+BfEvhZPAss/hXxTa3FpPod1r+p3Wl6dDPci6lTTrWS4aHTAbhY5f8AQVg2vFEwwY0K/RowOlIGw1LpZDvqfP8ArX/BMX4O6/o2h213pHi6TUvDeo3Gq6d4hXx1r0fia3uJ7dbaY/2yt4NRZHgSOIxtcFDHDEu3EaBdTx/+wB8Mvih4Y8F6brln4vvLn4eSzy+HtcTxtrcHiPTTOjJOBq8d2uoMsqNtdXnKuFQEEIm323PHvigjOKNN/n8+4XfzPDviL/wTx+FXxZ0LwVZ+IdL8UandfDxrhtA1l/GetJr1mtwrJcRtqiXYvpopUba8cszo6hAwIVcYlt/wSl+A+jfDjwl4V0fwVeeGNL8Balf6r4bl8O+I9V0TUNCmv2ka8W2vbS5iuoYZvMYNAsoiICLswiBfozkg5oxTvYXQ8O+In/BPH4VfFjRPBdp4i0zxRqd18PTcNoGsv4z1pNesluFZLhG1RbsX00cqNteOWd0dQgYEIuOz/Zs/Zk8C/sifCu28E/Dnw9b+FfClndXN5babbyyyQ28lxM88uzzGYopkkYhAdqAhVCqAB32MnNGPmPFNOyt0f4ite3kCnIpaQDGaWgaCiiigYUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUVHPIIkLMwRFGSx4C+5oAkor4a/ax/4LJaR8MtdvdC+H+mW/iS+s3aGXU7mQixRwcfuwp3SjIIyCqkAEMRXzq3/Bcv4s6XfrJPpvgu4gDZaIWMy5GeinzuDjpwaAP1vor5Q/YS/wCCrng39sfWE8NXdufCvjURmRNOmnEsOoAZLfZ5cDcQo3FGAbGcbgpNfVyHK0ALRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFGaACiiigAooozmgAooooAKKKKACiiigAooooAK+YP8AgrV8cr34L/spXMOmySQX3iq7TR1mjOGijdHeQj6ojLkcjcCOa+n6+Kf+C5/gu71v9lfStatYnki8O63FNdsOkUMiPFu/7+PGPxoA+Uf+CZ/7DFr+2H411LVfEcs0fg7w46LPDBIY5NQnb5hCGAyqBeWIIbDDHXI/QDx1/wAEvPgh468ES6I/gTS9NVoikV7YAwXkTY4fzR8zEHnDZU9CCOK+Pf8AghX+154d8K6j4j+Gmt31tpt7rd4uqaTJPIsaXcpRY5IAWIy+1IyqjJPz8cV+lfizx7pHgmyebUr6G2SOMyFScsEAJLY7KADknAAB54oA/nb/AG4/hR4l/wCCcn7XE+h22pyre6BcQaxoWppgPNCWLQybezBlZWGMExnjaRX9AH7K3xnT9on9m7wN45SNYT4q0S11J4gciJ5IlZ0/4CxI/Dv1r+eX/guh+27oH7W/7bmp6t4UmW60Hw5p0Ph6zvI2DLfeVJNI8qEcFDJM6gjhgoIyDz+137CXwM+JHwt/Yl+Fnhdby10KXS/DNkLu2uAVniuXiWSZG+Riu2RmXGegHHagD6ror5g8SeOfFPhnXrqwuNfvHmtnKSGG5Zo89eD6c85+ley/Ai+8Qal4We4115HWVwbQzIFlZMck98Z6Z54+lAHdUUCigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigD50/a0/bg1j4LftEfDT4Q+A/BWneOfiN8S4NQ1KCDVvEB0LStK06xiDTXFxcpbXUu5pJIY4447d9xZyzIEyfFviZ/wWP8U+Fn+Lmp6L8Ev7S8Mfs92GmXPxHm1HxlBZ6rp1xcW63d5aadbQ29xBeyWduyl2kubZJJAyRswAc/RH7T37EejftH/EvwN45t/FXjH4fePvh4byPRvEfhlrE3cdveRiO5tZYr22uraWGTZE2HhLK0SlGX5s+V/EL/gjZ4F8eeIPGMo8e/FzR9B+J1lpdj4+8P2etW8lj45SwjEKveTT20t5FLPAqwzyWdzbtMi/Md2WMQvdc3n+enytf5jk0r2Xb/g/8A8x+P3/AAXUv/hTd/GfU9A+EC+KfBHwMg8N6nr+rS+Kxp13e6frVvbTxPaWptJA9xGJ33QyyxIViBE259i6Hxp/4LYax+zfonxtXxv8HvsfiH4QWPhzXIdN0zxWl6muaXrF8lpG/ntaxrBdQktvhxJGWTCzsp8yvS/ix/wR5+Fvxe0L476Zd6j4v0qw/aCtNEsdct9LuLSCPSotJhjhtUsFa3YRApGoYSeYDj5Qg4qX9pr/AIJE/Df9qfX/AIlah4g1vxxZTfFTQ9D8P6sunXdrGltb6TffbbdoPMt3Ku8vyyFy4K/dCH5qf9eYJrmX9dv+CeQ/E/8A4LSfEP4Qv8cbbW/gHpBv/wBnq00rXfFYtPiF5tvJo+oQ+bHJaSNpyNLeoFm327pHF+5bbcsSgbxn9tT/AIKC+P8A4OeEv25/Fvwh1vxha+IfA1v4L1C0u/EfiaPUNL0W31CxjkMmlaXLYyRW7kOqyxSSSLMztJvjZAjfa3xb/wCCV3w9+MupfH261PWfGNvJ+0ZoOm+HfEgtbu3RbGCwhlhhaz3QNskKzMWMvmqSBhQMg5nir/gkB8LvGvhv46aTquoeMLyy+P2j6Ro2vobyBTYJpdmtpaTWhWAeXKAqSMZPNUuo+ULlDL1V3uJPv5f1+Z7/APALxB4n8V/B3w9qPjLTdG0nxLe2aS3ttpWpyalaIx5UpPJb2zNuXaxBhTazFRuChj2Fcx8HPAV18LvhrpXh+88S694vm0mHyP7W1mKzjvrtQTt8xbSCCDKqQo2RLkKCcnLHp63quLm3HYimmoJS3CiiioLCiimuSG9sfnQA6qmuazaeHNJudQ1C7trCwsomnuLm4lWKG3jUFmd2YhVUAEknAABrwjxd+3TD4x8T6h4U+Cnh2X4v+KtOma1vry0vBZ+F9AmHDJfaqVeMOh4a3tUublT96FRlhV0j9hef4w6taa98ffEi/FPUbaVbm08Mx2psvBmjyKdyGPTizfbJUOMT3zzMGG6NYM7QAfnd/wAHBP7WPxs+KfwJsPif+yT4t+L1p4K8DE23irX/AA6Psmg63FPPElvLYSMy3F60crENNaRvblJDmbKbT9lf8Eov2LPiT4Q/4J8LoX7S/jXxf8SfHXxJtjeeILTxBq0t4uhQyx4j0+ElsI0aHMjpyZWbBKohr7LeyhntfIaKN4cbdhUFeMdvrU69KAPwi/b7/wCCPXxa/Zu8TXmoeCtJ1Xx74PabdZXWlxGbUrYHlUlt0G8uORviBU4yQnCj5M8d+IP2nfjBp7+D50+OviW1kBjOiyjVLuI4PKmBsrwcdVwMc461/UiaYsKK2Qqgn0WgD8HP+CWn/BCnxnb/ABR0P4k/GPw1K1po08d/pXhMHe91Mvzxy3siExxojbGEG4uxGHCBSr/sxN4d8fePITFeXll4ZsXG0xWp3S7fqv8ARx9O1enUUAcP4L+BGheDpFneJ9RvF5864wQp/wBlfuj9T712696WigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKMUUUAGKKKKACiiigAooooAKbIDng15j8f8A9rvwV+zrf2Gl6td32reLdZjaTSPCuhWj6lr2sBTgtDaRZfygeGmk2Qx5zJIg5rzw/DH4y/tYkSePNXuvgv4FnOf+ET8L6isniXUU7rf6vEStoDjmLTjvHa8YErQB1Hxk/bd8N/D3xtc+CvC+m6x8TvibCiu3hPwwsc9zYhx+7kv53ZbfT4W6h7mRCwB2LIwCnlV/ZT8d/tQgXXx58SwReHpvmX4deD7ue30QqcEJqN8RHdakR3QC2tmBKvby43V7V8Gvgh4R/Z88DQ+HPBPh3SvDGiwu032WwgESySucvNIRzJK5+Z5HLO7ElmJOa6sdKAM3wd4Q0nwB4XsdF0HS9P0TRtLhW3srCwtktra0iUYWOONAFRQOAqgAVpUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRWD8S/id4c+DfgvUPEvi3XtI8M+HtKi8681LU7uO1tbVc4y8jkKuSQB6kgdSK8MX4/fFD9qlVi+EXh4+BfB0/wB7x7410yWOa7jP8emaOxjnl3A/LPeGCMfKyxXKHBAPWfjt+0V4K/Zs8Lxax428Q2miW11KLayhZXnvNTuD923tbaINNczt2ihR3bHC8V5Gda+Nv7WyhdJt734AfD6bn+0L63gu/G+qxf8ATG2YSWulqw5Dz/aJ8EgwW78r23wN/Yw8IfBTxRN4rmbVvGvxEvoTDe+MvE1wL/Wp0JyYon2rHaQE8/Z7SOGHPPl55PrqfdGaAPO/gL+y34J/Zrsb5fCukeRqetOs2sa1ezyX+sa5MBjzby9mLT3DjoDI5Cj5VCqAB6IhyKWigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAQ9favKvjT+1HB8NPGMPhTw/4T8V/EfxvNaLftoXh5bZHsbV3dEubq5u5oLa3iZ43Ch5fNk8qXyo5DG4HqrDNfPv7DOdZ8Y/HvXbj59S1X4nX1tNI3J8qysrGygjHoqxQKcDjc8jdXNADl/aI+O2OP2cyAeefHung/+gUv/DRHx2/6N0/8v7T/AP4ivf0+7k8E80uaAPn/AP4aI+O3/Run/l/af/8AEUf8NEfHb/o3T/y/tP8A/iK+gM0UAfP/APw0R8dv+jdP/L+0/wD+Io/4aI+O3/Run/l/af8A/EV9AUUAfP8A/wANEfHb/o3T/wAv7T//AIij/hoj47f9G6f+X9p//wARX0BmjI9aAPn/AP4aI+O3/Run/l/af/8AEUf8NEfHb/o3T/y/tP8A/iK+gAQe9FAHz/8A8NEfHb/o3T/y/tP/APiKP+GiPjt/0bp/5f2n/wDxFfQFFAHz8f2iPjt/0bp/5f2nf/EUy4/bP8WfDWF9Q+KPwW8YeCfC9upkvfElhquna7pmjxAcy3awTC7jjHVpI7aSKNAzyPGisw+hKiu7aO8gkimRJYZVKOjqCrqQQQQeCCOMGgBbW4ju7aOWJ0lilUOjoQyupGQQR1BHepK8C/4Jc3Mkv7Anw0t3d3i0rTpNKtt7Filva3EttAmTydsUSLk8nbXvtABRTH5bHqK8D8bft1WviDxdfeEPg74euPi94x0+drXUJLC5Fr4b8PTDgrqGqlXijdT96C3We6XjMABzQB7tq2rW2h6fcXl7cQ2dnaRNPPcTOI4oY1BLOzHhVABJJwAAT2r55uv2z/EP7Qs7ad+z54btvF9o7GOTx7rhktPB9n6vbuoE+qsOoW0HkMQVa7iIqbTP2IL340ajBrPx88SR/Eq5ilW4tfCdtbtZeDNKdTuQixLM19Ipx+9vXlGVDRxQEla+hbWBLW3SKNEjjjAVEUAKoHQADoPagDw34bfsNaVZeNLDxt8S9e1H4u/ELTpPPstV1yFI9O0CTB50zTVP2eyIBKiUB7kqcPPJXuqDC0tFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFV9T1GDSbKW5uZore2gXfJJI4VEUdSSasd6+B/8AguL8edT8H+D/AAv4KsLiS2tPEJmvNQMZKtKkRRUjP+yWckj/AGF7ZoA9G+MP/BYv4U/CvxBLp1kdX8WPbsUluNJjja2VgT92R2UOP9pNwOeuc1n/AAq/4LXfB74h+KIdL1WTWfB73LiOO61aJFtNxIA3SI7BBzyzhQPUV+PXiLxOsCsA+B7dPwrzbxh46WIMC/Gefb/P9KAP6htF1e11/S4L6yuIbu0ukEsM0Lh45VI4ZWHBBHerVfjz/wAEF/8AgoL4p0f4beO/Aw8JeLPiVF4alttQ0nS9Eu9Nhu7WK4MiznfqV5aW6wq6xsFEu8mdsKwBx96Q/t7eL5XVU/Zk+Nzs3AUeIPApJ/8ALizQB9JUV8/D9sj4ikcfsn/H8jtjWPA//wA0NL/w2R8Rf+jT/wBoD/wb+B//AJoaAPoCivn/AP4bI+Iv/Rp/7QH/AIN/A/8A80NH/DZHxF/6NP8A2gP/AAb+B/8A5oaAPoCivn//AIbI+Iv/AEaf+0B/4N/A/wD80NH/AA2R8Rf+jT/2gP8Awb+B/wD5oaAPoCivn/8A4bI+Iv8A0af+0B/4N/A//wA0NI37Y3xFYj/jFD9oAc5/5DHgjn/y4aAPoGvn/wDYD/5rV/2VXXP5QV+Wn7cf/Bxd+0T+xt/wVpfwBp/wZ1/WvCms6bprQ/DfWorGbxEJpEJeSzudJnvE3S4BCO0/Cn92hJNfpF/wSW+IV/8AFj4R/EjxLqnhbXfBWoa38RtXvZ9C1kRC/wBLd0t2MMojZlDrnBGcjuAcgAH1Q3T618k/8Fq/CTf8O+Pij4203xF4+8MeKPAHhHVtU0S+8M+MdW0AwXIt96ySpZXMKXIVo1IE6yKvzYA3tn62Y4rlfjb8GvDX7RHwp8QeB/GGnHV/C3irT5tL1Wy8+W3+1W8yFJE8yJlkTKkjcjBhngis6kW1pvdfmOMrO72Pz98DfHL4k/s8j9kL4b/DDVrbUdb/AGlPDNzrPiDxF8S9a1/xjJp1zaaZYXbzQRz6iGCuslwPs6SRRl2RgyBWD695/wAFdvFWm/tm/D7wraan4J8YeCPG/ju98B3SaL4K8QQxaVPBDc7ZovEVwy6bfS+Zbgy2sEO6IyPGJZfJaZ/sJP2M/hvF4u+FuvDw2Rq3wWsLjSvBs/8AaF1/xJrae2jtZU2+Ztm3QxRpmYORtyCCSTwuj/8ABKX4D6B8UdO8Y2fg3UodX0XxDceK9Mg/4SfVjpmlapOztPdW2nm6+xwNK0jlxFEquTyDgYubvJ9rt/fsjOmrRSl2S+fV/M+Vf2O/+CuXxt+L9r+zL4i8W6H8Mrnw9+0XPr+jxaPodje2mo6Te6bDcPHcfa57qSKSKd7Z1MJgUxCRT50u0g6n7P8A/wAFgPGur/Afx3dfFjUvAPw1+Knh6PTnuPCOteCPEOl3vhQ31/LZwg25a4k8QbwivD/Z5h899sR8jzRKn1X4O/4JpfBLwD4U+Gmh6Z4Hih0n4Q3F/c+E7WXU724j0x75JY7rcJJm+0LIs8oKz+YoD8AYFYj/APBJT4B3GgeINOu/Bmp6qPEsVhBdXmpeKtYv9RtYrGYz2UVneT3T3NjHBKd8aWskSoeg4FLpZf1qrfqUtZJvv/n/AMA+SfCH/Baj4qeMNZu/hrY6R4SufiTffF7TfhzpPiTVPBmt+HNKt7K504ajJe3Wh3k/29Z0ijmjW3a5iEheOQSKindu3fjP9ok/8Fw/AngjxP8AEfwfFos/wnv9U1XRNJ0nVP7D1S3i1dIWnFq+ohYr6aLDLK3nC2DtD/pQXzm+mbf/AIJLfAWz8Ka7pC+D9WdfEmvWXim/1KbxbrM2svq1mu231CPUnujeQ3SrlfOimR2VnDMwZgejt/8Agnj8KLPxp4H8SW+h65a+I/h7DcW2katb+KdWhv5orm4W5uI72dboSaiks6CWQXrTh3LM2S7E1JJxVlrrf/htv8yoSte/Xby1XX+rHwP/AME1/wBtvxgf2X/2Svg/8HfC/wANvhvqPxP03xTrl1eajYatrWi6BYaZfTqYba2kv1ubieeaWNi0t8FiUPwwdFXt/hn/AMFb/jP8c/HPwP8AAOh6P8MvD3jHx7r3jfwf4n1O+sb7UdMsr/w6Yc3tnbpcwSvBMDKfIllVlLoPO+QmT6mH/BKv4FRfCnwB4NsfB+paLpPwruby78JXOj+J9W0zVtAe78z7UINRt7pLxUm81w6GbYw2gqQiY6LwT/wT7+D/AMNr74XXeheCbTS5/gzb6hb+EGt7y5UaYL9Al4zjzP8ASZZwNzy3AkkZ2dy292YktU+/9f1YhaRtHz/ExP8Agl1+13rv7b37HOh+O/FGm6VpfiRtQ1PRtTi0sSLYy3FjfT2bSwrIzukcnkhwjOxXdtLNjcfoWuH/AGeP2cPBn7Kvw2Twj4C0b+wvDyXt3qK2n2ue6xPdTvcTvvmd3O6WR2xuwN2AAAAO4qpOLd4+X/BCKaWvn/wAoboaKbJ+n86ko+f/APgl0M/sKeBf+3/j/uIXVbvxk/bW8M/DTxq/gzQbLWPiN8SvLWRfCXhmNLq+tVfOyW9lZlt7CBuSJbuSINtITew218Cfsa/tJa54i+B3h/wX8X/F2u/s3/C+G7u7TStQs4pbU+N0e9nbc/iVQbXTFZ2MYto3ivCVys652j9LfgT8GvBPwO+HdppHgDRNF0Pw/L/paLpsY2XjSAE3DyAlppJOGaV2Z3JyzEnNAHkQ/Zf+IH7TwNx8cfEsemeGp/u/DzwZfz2+munXZqOpARXWoHs0ca21uwJV4Zhyfe/A/gfRfhr4SsNB8O6Tpmg6HpUIt7LT9OtUtbWziHRI4kARFHooArVFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAd6+Mf+Cyv7HWv/tHfCHTPEXhK0m1PxB4OMztp8X+tvbWQKZBGP4pFKIwHUgMACSAfs6mtywFAH8tPxM8UXXhvU7uyv4biyvbSRop7eaMxSQuCQVZCAVIPBBA6V474j8XXniHVYbDT4Lm+v7yUQ29vbo0ss7scKiqBksSeAO9f1QfG/8AYX+EP7SOom+8b/Dvwt4h1A7R9subFBdEDovmrh9vP3c4PpVD4O/8E7/gj+z7qf2/wd8M/CWgalhl+321iovArcMnn/6zYR1Xdj2oA/Nz/gjJ+xN4n/Zd+Duu614ysbiw8Y/EKa3c6TIubjTLKESGKORcfLNI8zO0Z5UJGDtcMq/fHgz4Aa/4qmRri3bTLQn5pbkFWI/2Y/vZ577R719C6R4d0/Qo8WNhaWY6YhhVD+lXx0oAoeFtCj8M+H7TT4XlkitIxGrSNlmx3NX6KKACiiigAooooAKRhk/pS0UAclpfwO8HaL8WNU8e2vhfQYPGmt20Vnfa6tlGNRubeMYjhafG/wAtRyEztBJOMk15X+wF9341ev8AwtXXP/aFfQNfP/7Af/Nav+yq65/KCgD6AooooAKMZoooAKMUUUAFGKKKACiiigAooooAKG6GihuhoA+d/wDgmXptvrH7Afgy0u4Ibq0uo9RhmhmQPHKjahdAqynggg4IPWmX3/BPDRvhzeSal8FPE+v/AAP1GRzK2naEEufC905JJ87Rpt1qoOTua1+zSt/z14q3/wAEt/8AkxLwL/2//wDpwua+gKAPm8/tI/F/9n4iP4s/DJvFmhwg7/F/wyim1FEUH/WXOiyE38ORzstGv+nLDPHq/wAEP2kPAf7SfhybVfAnizRfFFnaSeTdCxuQ81hNk5huIjiSCUYOY5VVhjkCu3kOOnHvXlHxv/Yo+HHx98RxeINZ0FtO8Y2iCO08VaFeTaN4gtFAGFW/tXjnMfC5iZjG20BkYDFAHrCcilr5wHhf9ob9nJM6LrejfH7wzbjAsPEJh8P+K4lz/BfQRiwu2AxhJbe1JwS07E10Hw0/b88A+NvGln4S119Z+Gfjy+Zo7fwx41s/7Iv711+8LR2Zra/A7tZzTKMHLUAe30Ui9KWgAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAoooJA/GgAPHNN+8aSX1B9q57w78VfDHjDxfr3h3SPEmg6n4g8KNDHremWd/FPeaO0yF4VuYVYvCZEG5Q4UsoJGRS62E9rnR4FLkGubHxV8MS/El/BaeJNCPjCLTxq8mhC/iOppZGQxi6Nvu8wQmT5PM27d3Gc1J8Rvib4c+D/g668ReLfEOieF9AsWjW51PVr6Kys7cySLHGHlkZUXdI6oMnlmAHJxS6XYzoB7UUyFw8YZSCrcgg8Gngg96rbQSd9QooJxRnigYUUUUAFFFFABRRRQAUUUUANfO72r531Sy8U/sg/F7xx4l0bwZr/xB8CfEjUYdfvrXQDA+r+HdUW0gtJnW2mkiE9nLDawPiJmnSbzj5ciygxfRVFAHz8v7fHX/AIsr+0B1/wChQ/8At1L/AMN8n/oiv7QH/hIf/bq+gKKAPn//AIb5P/RFf2gP/CQ/+3Uf8N8n/oiv7QH/AISH/wBur6AooA+f/wDhvk/9EV/aA/8ACQ/+3Uf8N8n/AKIr+0B/4SH/ANur6AooA+f/APhvk/8ARFf2gP8AwkP/ALdR/wAN8n/oiv7QH/hIf/bq+gKKAPn/AP4b5P8A0RX9oD/wkP8A7dR/w3yf+iK/tAf+Eh/9ur6AooA+f/8Ahvk/9EV/aA/8JD/7dR/w3yf+iK/tAf8AhIf/AG6voCigD5//AOG+T/0RX9oD/wAJD/7dUN/+1943+I1nNpPgH4LfEe18RXaGK21HxjYRaPoelsQcT3LGczyIvXy7eN3YgL8gbev0NRQBxP7OHwUsv2cPgR4T8Cafd3Oo2vhXTIdPF7cACa+dFHmTyAcb5H3O2ONznFdtRRQAUUUUAFc98UfhX4X+NPg278N+MfDuh+KvD+ortutM1exivbS4H+1FIrKfy4roaKAPnNP2LfFXwPfz/gl8Tta8MWUZ3Dwl4sE3ifw0wA+5CJZVvrIdlW3uhDHkfuHChaRf239d+CqC3+OXw41vwFBGAr+KtAaTxL4TkJ4LNcwxLdWajqXvbWCJdwHmuea+jaRutAGP8P8A4h6B8VvCNl4g8L63pHiPQtTTzbTUdLvY7y0uk/vRyxlkYe6kitmvC/Hv/BP7wLrniy78U+EJNc+E3ja+czXGv+CLldMlv5T/AB3lqUayv24AzeW8xAAxjisk+Ovj/wDs8fL4l8NaR8cfDURA/tbwiI9F8SQJ/em025l+y3BA5Z4LqJmI+S1OQoAPoqivLvgb+2N8Ov2h9Wu9J8N+IkXxNp0fmX/hvVbWbSdf05c43T6fdLHcxqTkB2jCNg7WYc16gnSgBaKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKAEY+2a+DP8Ag5iTd/wRX+Mfpt0jPf8A5jNjX3mTyfpXPfE34VeGPjX4KvPDPjLw7ofizw5qYQXelazp8V/ZXWx1kTzIZVZH2uisNwOGVT1AqJpvReT/ABKpy5Zcx+Xf7Yn7dfx3+Hniv9szVvC/xPuvD+i/s02XhTVfDmhRaBpdxb6kb2wt5bm2vJZ7d53t2KyEeU8UytMcS7VVB5P/AMFPfGWtfF34P/8ABR+xSez0Sz8P2HgLUwukaDptvdakk9jDJLFfXX2Y3FzGGYOGkkMkYjVUdE3I37Ba7+zT8OvFC+Kl1TwF4L1JfHscEPiVbvRLaYeIo4ECQLebkP2hY0AVBLu2jAGBxU037PPgC7HioS+B/CEn/CdWsVj4lDaNbH/hIbeKEwRw3mU/0iNISY1STcAh2gY4pzXNe5MXbby/A/PDxb+0Je/sZ/twa7P4h8YW17YeDP2XP+EmuPFus+C9Lv8AW/PGsyLH5rWNvZzTwIuxBapLDESqs2HLS18zft7/ALZHxM+Jf7OX7TXwt8Z6l8QtS8P6b4S8EeLtJXx5b+GY9dsnuvEVqjjOgf6L5EkflOqy/vlxzhWBb9lPCP7IPwm8BWX2bQvhf8PNFtv7Fl8N+VYeHLO2T+ypZXmk0/CRgfZXlkeRoceWzuzFSSTWN4e/4J+/Afwj4a1HRtL+CXwk0zR9Xhjt7+wtPCGnwW19HHMLiOOWNYgrqsyiVVYEBwGGCM1pUmp1OZrT9b3/AKYR92MYrovy/wAz5x/4K0ftMfFn9mq98G+IvCOua9pvwu8L6Dquv/EMeEF0C78U2lvFHH9lultNX+SawWXeswt9k3zDa4xivnj4efFB/gv/AMFLv21/jTN8VfEmmeHNB+HHhrxSs03h2zvrG+guNNu3thLaLDFdSQ27FfKjjuYJWxtmmk5Yfp38YP2Zfhx+0IdIHj7wB4K8cjQJWn0v/hINEtdT/s6U7cyQ+cjeUx2LyuD8o9BUfjL9l34a/EXx+ni7xB8PPA+u+K49Ol0ZNZ1HQrW51FbGVJI5bUTuhkEDpLKrR7trCVwQdxBzhdScl/e+6X+RCVoKHZL70z8WP+Chv7VXxX+NH7LX7Vfwu8TeJviq2gaB8O/Dnjewi8ZWXhNddAuNR8uSCU6HG9sLSWMwzAHZcoYhlgjYk+lPjr+0V+0rov7Rdt8A/hbrvxX1zUfC3weh8W6Vqml2Hgz+0fEep3VzLFC+pHUxa240638pISlhFHcEuzO5O0n798D/ALDnwU+Gehavpfhr4P8Awu8P6V4g099J1Sz0zwrYWkGpWbsxe2mRIgskLFmJRgVJYkjk1T8T/wDBPr4D+NPBXh/w5rPwS+Eer+HvCSTJoWlXvg/T57LRlmffKLaF4SkAdwGYIBuIycmqptRWvl87K39dy3rr11/G3+XyO0+AGu+LfE/wO8H6j4+0S18NeOb7RbO48Q6VbTpPDpuoNAjXMCSIzq6JKXUMrsCACGPU9fVLw74fsfCegWWl6XZWmm6ZpsCWtpaWsKwwWsKKFSONFAVUVQAFAAAAAq7VSd22TBWikFFFFSUFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUyTO72xzQA+jFcJ/w018N+B/wsHwRz4jPg8f8T21/wCQ2M50sfP/AMfowf8AR/8AW8H5a3fA3xO8N/Esat/wjniHQ/EH9g6jNo+p/wBmX8V3/Z17CQJrWby2PlzR5XdG2GXIyBmkBut2+tG6jO0VhfEj4m+HPg94PuvEPi3xBonhbQLJo1udS1e+isrO3Mkixxh5ZGVF3O6KMnlmAHJFK4bm8DmimxOJIwykENyCDkGnVQlscH8df2ZfAP7Suk2tn448K6R4iFg5lsbi4i23mmSHjzbW5TbNbSY/5aQujD1615kPgN8ZvgE3mfDb4jRePtCiO4eFviTLLPOqY4jttcgVrqMf7V5DfOc/eHGPomigZ8/aT/wUH8O+ENRt9J+Lmga/8EdYnkWCObxOsZ0C9kbhRb6xAz2TFjjZHLJFO2R+5ByB75ZXMd7aRzQyJLDModHRtyup5BBHBBHcVHq2lW2uadcWd7bwXlndRmKaCeMSRTIwwVZTwQRwQa8Duv8Agn/pnw1nkvvgt4q134KXjMZP7K0dEvPCtw+c4k0ebNvECSSxsjayt3lOAKAPoWivnc/tI/FX4EHyvit8NZvEOjRHB8WfDaGbVoNo/wCWlxpDA38B/wBi2+3AY5cZAr1T4L/tBeCP2ivDT6x4G8VaH4q0+CTybh9OvEmazlH3oZkHzxSjBBjkCsCCCAaAO0opIzleOlLQAUUUgYE4zzQAtFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAfF3/AAUL+MvxPsP2+f2ZfhN4D+Id/wDDvQ/iqniU+IL3T9I0+/vmTT7a0uojAbyCaOOT/Wx7ijptmYmNiEK/NV7/AMFDfjgPhx4p+M0PxKmN14c/aAX4VW/wnbRdLawu7AX8OnfZpJBAdSOpvHI175kdwEzgC38oYr9RfEXwv8M+KfG+heJNT8PaJqPiLwwJ10bVLmwimvdJE6hJ/s8zKXh8xVVX2EbgoByBXMr+yR8Kl+N4+Jw+Gnw/HxJLZ/4Sz/hHbP8AtzPk+R/x++X5/wDqcx/f+58vTis1F8jg3vf8/wDLT8Rt3d/L/P8AXX5H5CxD5bYf9ZEZuv8A22qf4XftF/EP9lhfjr428B/EiON4v2vbvw3efD86fp8tvrsOpajFDL58skbXccrJloWgkiVRbybklyWX9fB+zJ8N88/D7wRgeIz4wGNDtf8AkNnOdU+5/wAfpyf9I/1vJ+aqMH7HXwktviXZ+NI/hb8OY/GOm3dxf2mur4asl1O2uLhneeaO48rzFkleR2dw252dixOTW053b5Vb/h0ylJWtPU/PLxR/wVO+IsP7Xvw01LwjrvxD8WeAPG3xK1nwPPY3+ieHNO8M6mtnDdr5OmRpJJrq3EMsMQea6YQSv5jKkaSRQjyX9rX45fEX9pf/AIN/9b+Lnjv4tReJ7/4pWFprB8DJpOm2lto7xeKdPVYtMeJY7nyrZGFvN9rluWZ3hbzICGWT9YbD9in4Oab8UJ/HNt8JfhpB42ub7+1JvEEXhixXVJrsbsXDXPl+aZfnfDli3zHnk1GP2Hvgqsniph8IPhdu8dzJceJSPCtjnxDKk/2hHvP3X+kMJv3oMm4h/mzu5rKa5o8qdvP53FTlaXM/+H0t8jw//gjt+1F4z/a5+GHxE8UeP/Ec0fiqz8aajot14BksLW2Pw1S1laOHT3kjQS3UskPlzvcSO6MZQIwoQ5+w4wRz61zXhn4ReE/BXjjxB4m0bwv4e0nxH4s8j+29Ws9Oht73WfIQpB9pmVQ83loxVN5baCQMc10qHcOmAK2qzUpNpWMKUHGNmPBzRSL3+tLUGoUUUUANkOOnHvXlXxp/Yv8Ah58c/EqeItT0SXSfGVvGIbfxVoF5Lo3iC3QD5UF9bMkzxg4/dSM0TYwyMOK9XooA/Fj/AIOH/wBrP9pj9hzwB4G+GXw1+IviPx/rHijUk8SR6rZeF/L8T6LaadPC6JdT2YW1nhmnMQ/49YiRbyJJ5iyYr7w/4Jj/APBSq7/bD/Yt/wCE9+JXgzxF8KvF3hS3CeLNO1nR7qwt1dYy32u0M6gyW8oBZQCzIdyMTgM31vXxt/wWz+I914P/AGX9M0q1maNfEesR290B1eFEeXA/4Gkf1GRQB8uftZ/8FZ/HPxY128svB99ceEfDCuyQC2+W+uUz96SUZKE4yFTBG4jca8I8RfGj46eAdOi125174p6bZsdyX11dXyW0hJ/vudjDOM5JBNfV3/BFP9mLQviTfa98RddtIdTbQLxdP0uCZA8UE4RZXm2kcuA6BT25PJII/SXWfD1j4g0ebT7+ytrywuo2hnt5olkjlRlIZSp4IIJGPQmgD8zf+Cd3/BbHUda+IGl+A/i3cw3EOrSJaab4gEQikSdmwkdyqgKQxKqHABBxuByWX9QIjuTOcg9+1fzt/wDBaf8AZ60v9jL9sq/0Hw6Tb6Hrenw6/p9qBxYpNJLG0S/7KyROVHZSB2zX7e/8E+fjVcfHL9h34X+MdVuhLfax4dtJL24kIAmuFjCSvk+rqx/Hv1oA9porMbxno6sc6tpoPTBuo/8AGr9rdR3kIkikSWNuQyMCD+IoAkooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAMUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFfJn/BZf4M3/wAVf2PbvUNMR5bvwdeJrTxouWkgVHjlx/upIX/4B+FfWdR3MS3ETRuodHGGVhkMPpQB+Kn/AASr/wCClujfsceOtX0Hxm88XgzxM6SNdRRGVtNuVG0SMq8mNk4baGOUTAIJNfop8X/+Ct/wF+F3gebWk+JfgzV4o4jJ5VjrENzcHnhRbxFpyx9NgHqy4JHy/wDt7f8ABvvH8VfEV94i+Dut6d4autQlMsug6lvXT0ZurQyoGaJep2bHHOF2Diviif8A4Nwv2m/FWvG0eLwNptszNm8udaYxYB4ICRs/PUfIPfFAHzn/AMFC/wBsnxB/wUw/bRn1rStLumuNent9A8N6SiD7R5O/ZBFgMR5jvIWYbiA0hAOBk/0KfAT9jPRvgb+zT4F8Na/rVyjeE/D9lpc80cqRW5kigVJHUOpPzOGbHHXp0FfL/wDwTa/4IGWP7DviS28Y6hrNr4h+I0cZWLVp4QsGjBlKuLOAbhuIYoZnfeV+6sQZlb7lsv2e7a/uVuNf1bUtdnHaSQxxj2ABJx9CKAPEbrw4us+LJ7Lw8l7qUG/bCfL/AHjL0y2Og9zj3x0r334I/Di6+HXhuWO9n33V24keNG3Rw4GNo9T6n6eldPoPhqx8M2Qt7C0gtIh1WNMZ9yepPucmr4OaAEXp9KWiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiijNABRRRQAUUUUAFFFGaACijNBIFABRRmjNABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAIw6e1ZvizSLnXvD2o2Nnql/od1e2skEOo2KQvc2DspAmiWaOSIuhO5RJG6ZA3IwyDpMcCmSfN0JFJ66Bex+Y/wW/aa+L3w7+OP7ZWo+LPjT8RPH/hb9lKGHUtJ8PXOn+GdPXxND/Ykl/JBe3Fto6yqTIuFeAxlQBkPyD6v4h/4Ky+KvB/7LPg34m+JPAnwh8AW/wAQrKTW9Ag8a/GO20O2uNP+zxTQxPM1i7nUphKGW2hhmhVEcyXUb7I39Zf/AIJo+BXv/wBo65OreLBJ+09aCy8Uf6Tbgaeg05tPzY/uf3Z8li373zRv5xj5TieM/wDglR4Q8QwfC59G8cfEjwXq3wo8HSeA9P1bRbrT/tmo6PLFBFJBcfabOaIMwt0PmwJDKrFirLkASpNU11ei/DV/N2GuW8r7Nu3ppZfmeM6B/wAFyNa+MFnoB+G3wct/EE+tfBtPjHL/AG34wGjw2dolzcW9zYlo7K4ZpleACJgm2Ted/khdx3PD3/Bb7SPHHx1+DvhPS/Cmh6Lp3xb8FaP40s9Q8YeLY/D894moXCwDT9Lie3kh1C+hLAtAbiAtkbC+a7n4If8ABHH4Y/AQ2P8AYut+Opxp/wALJfhFELy9tXH9kyXU10Zjtt1Jug8zAPnZtVR5ZIJKan/wR78Ea38I/h18Orrx58U7n4c/Dy20SFfDE2oWMljrb6TIslpNcO1mZ4ZNyJ5n2KW2WQL8ynnNysmuXtrfv/kQvgV9Gcr47/4LO6L8MP2y9A+GGvad8PItO1/xDeeHG/s/4j2mpeK9Clt7eaUXWo6NBAy21tL5B2t9seRUliMkccjNCnjf7Xv/AAVv+O/i3/gk14x+Pvww+HWk/D7w7qGnNqnhPxPc+KbfUNUtbNdSjtklu9MksHhjuLiNw8cKSXEaoZvMmikjjWX6A8Pf8EWvh74d+IfhvVYvGvxOn8PeD/G174/0TwlNd6a2jWGpXjTtc8iyF1NE5nkws1xIUBwrKCQbGnf8EbvAdr+zD4p+Cl344+KWqfCrXdJutF0nw1dalZ/ZfCVvPci5H2N0tVmleKRI/Ke+kujEse1Th5A+c1eFlv8A8H87fI0jJKV2v6t/meT6x+3ldfs7/tm654k+LSeL9Ol8Mfs7N481vR9B8atq/hfZFqsqA21hLY2u/UZVVB9oZ41/eeTs2qJT0c//AAWK8V/DPRPM+J3wa03wtqWv/CjVPir4TttH8a/21FqcOnWournTryU2MBs7kJJDho0uIjvfDkoA/qbf8ErPA3iXxrqOv+NvEfjX4i32tfDOb4UaqNbksIItT0eS7kuSzpZWtsFuAZDGJItgCKp278ucDw3/AMEc/BUHhfUNO8WfEH4rfEid/h7d/DHRNQ8SX2nNdeFdFuoTDciz+zWUEbXEiCLdcXKTynyUG7bvD7zcebTb9Ovz/AzXwK+9vx/y/EP2R/8Agp9rP7Qnx+8H+B/FHw1tvBCfEn4dx/Evwrd23iUavJcWBmhieC9iFtCttcDz4nCxyXCFS2XVhtrx7w78avifrP8AwWg+Otz4jtbvUPA/wT8D6bf6VommfEi9020RJ4tQkW4ewdLfTrq4nxtkN9MsdqI42WWTYCn1D8Lv+Cdngv4S/GL4a+NtN1TxTPqnws+Ho+Gukw3NzA1vcadvgfzp1WFWa4zbp8ysict8nQjP+Kn/AATE+Hfxl8Y/G/WNfu/E9y3x88MWXhTxHaJeRxW9ta2iTJFJa7Y96S/v2Yl3dSVX5cZByk+WopRWiUv+AVKzvFbO356nxR+1j/wWf0/4zfszfHHw801la6t8ObDw1r0WufBD4xpqMd9b3usw2jQpq401DbTI+3zYTbyb4pCA67ww6/xT/wAFKZ/2J/2pv25/F3jPVNf8S+GfAc3gax8M+HbrWjFY213qGmhFijaZjDZxSTusk8oXhVeQq7Ltb1jxf/wQt8AfE7R/Gtv4u+Jfxg8V33jvw9pHhe/1K+u9JhuLew0y+jvbSOBLfT4oYyJIwrHyjuVmJ+c+ZXffFT/gkx8MfjHqnxwvdavPFslx8eDok+rNDfQxNolzo8SpYXWnsIt0UqNHHIfNMqsyAFShZC9tt/8Ahgetv66niWif8F/vDEvwc+MmrXGgeE/EPir4T6lomlW1p4G8cw+JPD/iefWWWPTxb6t9nhCfv/NScPb5hELMBLkLWh/wTy+OHxS+If8AwVs/al8O/EVrrRo/Dmg+FJLTw1aeKZ9b0LSnmt7hpJbJpIoMCYBC5NvC5ZSGUgKx9x+Jf/BPK2+Pv7Ofij4afEz4q/FD4iaX4iltbm11HUl0bT9S8P3FrKs0E9nJp2nWqeYkyRyDz45QTGoIKlla9+zB/wAE+tB/Zk+O/jv4mJ4y8feNfG3xJsNOsNf1HxHd2cn2r7CJVgkSK1toIoW2S7CsaLHiNSEDF2fSDgqjk1pZrvul+vqZzu4cq3uvz/K3oe/RHKnjHNOpsX3adWaNAooopgFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAGKKKKACiiigAooooAMUUUUAGKKKKADFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQB//9k=)

In JDBC, **Connection interface** provides methods to manage transaction.

|  |  |
| --- | --- |
| **Method** | **Description** |
| void setAutoCommit(boolean status) | It is true bydefault means each transaction is committed bydefault. |
| void commit() | commits the transaction. |
| void rollback() | cancels the transaction. |

### Simple example of transaction management in jdbc using Statement

Let's see the simple example of transaction management using Statement.

1. **import** java.sql.\*;
2. **class** FetchRecords{
3. **public** **static** **void** main(String args[])**throws** Exception{
4. Class.forName("oracle.jdbc.driver.OracleDriver");
5. Connection con=DriverManager.getConnection("jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
6. con.setAutoCommit(**false**);
8. Statement stmt=con.createStatement();
9. stmt.executeUpdate("insert into user420 values(190,'abhi',40000)");
10. stmt.executeUpdate("insert into user420 values(191,'umesh',50000)");
12. con.commit();
13. con.close();
14. }}

If you see the table emp400, you will see that 2 records has been added.

### Example of transaction management in jdbc using PreparedStatement

Let's see the simple example of transaction management using PreparedStatement.

1. **import** java.sql.\*;
2. **import** java.io.\*;
3. **class** TM{
4. **public** **static** **void** main(String args[]){
5. **try**{
7. Class.forName("oracle.jdbc.driver.OracleDriver");
8. Connection con=DriverManager.getConnection("jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
9. con.setAutoCommit(**false**);
11. PreparedStatement ps=con.prepareStatement("insert into user420 values(?,?,?)");
13. BufferedReader br=**new** BufferedReader(**new** InputStreamReader(System.in));
14. **while**(**true**){
16. System.out.println("enter id");
17. String s1=br.readLine();
18. **int** id=Integer.parseInt(s1);
20. System.out.println("enter name");
21. String name=br.readLine();
23. System.out.println("enter salary");
24. String s3=br.readLine();
25. **int** salary=Integer.parseInt(s3);
27. ps.setInt(1,id);
28. ps.setString(2,name);
29. ps.setInt(3,salary);
30. ps.executeUpdate();
32. System.out.println("commit/rollback");
33. String answer=br.readLine();
34. **if**(answer.equals("commit")){
35. con.commit();
36. }
37. **if**(answer.equals("rollback")){
38. con.rollback();
39. }

42. System.out.println("Want to add more records y/n");
43. String ans=br.readLine();
44. **if**(ans.equals("n")){
45. **break**;
46. }
48. }
49. con.commit();
50. System.out.println("record successfully saved");
52. con.close();//before closing connection commit() is called
53. }**catch**(Exception e){System.out.println(e);}
55. }}

It will ask to add more records until you press n. If you press n, transaction is committed.

# Batch Processing in JDBC

Instead of executing a single query, we can execute a batch (group) of queries. It makes the performance fast.

The java.sql.Statement and java.sql.PreparedStatement interfaces provide methods for batch processing.

#### Advantage of Batch Processing

Fast Performance

#### Methods of Statement interface

The required methods for batch processing are given below:

|  |  |
| --- | --- |
| **Method** | **Description** |
| void addBatch(String query) | It adds query into batch. |
| int[] executeBatch() | It executes the batch of queries. |

### Example of batch processing in jdbc

Let's see the simple example of batch processing in jdbc. It follows following steps:

* Load the driver class
* Create Connection
* Create Statement
* Add query in the batch
* Execute Batch
* Close Connection

1. **import** java.sql.\*;
2. **class** FetchRecords{
3. **public** **static** **void** main(String args[])**throws** Exception{
4. Class.forName("oracle.jdbc.driver.OracleDriver");
5. Connection con=DriverManager.getConnection("jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
6. con.setAutoCommit(**false**);
8. Statement stmt=con.createStatement();
9. stmt.addBatch("insert into user420 values(190,'abhi',40000)");
10. stmt.addBatch("insert into user420 values(191,'umesh',50000)");
12. stmt.executeBatch();//executing the batch
14. con.commit();
15. con.close();
16. }}

If you see the table user420, two records has been added.

### Example of batch processing using PreparedStatement

1. **import** java.sql.\*;
2. **import** java.io.\*;
3. **class** BP{
4. **public** **static** **void** main(String args[]){
5. **try**{
7. Class.forName("oracle.jdbc.driver.OracleDriver");
8. Connection con=DriverManager.getConnection("jdbc:oracle:thin:@localhost:1521:xe","system","oracle");
10. PreparedStatement ps=con.prepareStatement("insert into user420 values(?,?,?)");
12. BufferedReader br=**new** BufferedReader(**new** InputStreamReader(System.in));
13. **while**(**true**){
15. System.out.println("enter id");
16. String s1=br.readLine();
17. **int** id=Integer.parseInt(s1);
19. System.out.println("enter name");
20. String name=br.readLine();
22. System.out.println("enter salary");
23. String s3=br.readLine();
24. **int** salary=Integer.parseInt(s3);
26. ps.setInt(1,id);
27. ps.setString(2,name);
28. ps.setInt(3,salary);
30. ps.addBatch();
31. System.out.println("Want to add more records y/n");
32. String ans=br.readLine();
33. **if**(ans.equals("n")){
34. **break**;
35. }
37. }
38. ps.executeBatch();
40. System.out.println("record successfully saved");
42. con.close();
43. }**catch**(Exception e){System.out.println(e);}
45. }}

It will add the queries into the batch until user press n. Finally it executes the batch. Thus all the added queries will be fired.

# JDBC RowSet

The instance of **RowSet** is the java bean component because it has properties and java bean notification mechanism. It is introduced since JDK 5.

It is the wrapper of ResultSet. It holds tabular data like ResultSet but it is easy and flexible to use.

The implementation classes of RowSet interface are as follows:

* JdbcRowSet
* CachedRowSet
* WebRowSet
* JoinRowSet
* FilteredRowSet

Let's see how to create and execute RowSet.

1. JdbcRowSet rowSet = RowSetProvider.newFactory().createJdbcRowSet();
2. rowSet.setUrl("jdbc:oracle:thin:@localhost:1521:xe");
3. rowSet.setUsername("system");
4. rowSet.setPassword("oracle");
6. rowSet.setCommand("select \* from emp400");
7. rowSet.execute();

#### It is the new way to get the instance of JdbcRowSet since JDK 7.

#### Advantage of RowSet

The advantages of using RowSet are given below:

1. It is easy and flexible to use
2. It is Scrollable and Updatable bydefault

### Simple example of JdbcRowSet

Let's see the simple example of JdbcRowSet without event handling code.

1. **import** java.sql.Connection;
2. **import** java.sql.DriverManager;
3. **import** java.sql.ResultSet;
4. **import** java.sql.Statement;
5. **import** javax.sql.RowSetEvent;
6. **import** javax.sql.RowSetListener;
7. **import** javax.sql.rowset.JdbcRowSet;
8. **import** javax.sql.rowset.RowSetProvider;
10. **public** **class** RowSetExample {
11. **public** **static** **void** main(String[] args) **throws** Exception {
12. Class.forName("oracle.jdbc.driver.OracleDriver");
14. //Creating and Executing RowSet
15. JdbcRowSet rowSet = RowSetProvider.newFactory().createJdbcRowSet();
16. rowSet.setUrl("jdbc:oracle:thin:@localhost:1521:xe");
17. rowSet.setUsername("system");
18. rowSet.setPassword("oracle");
20. rowSet.setCommand("select \* from emp400");
21. rowSet.execute();
23. **while** (rowSet.next()) {
24. // Generating cursor Moved event
25. System.out.println("Id: " + rowSet.getString(1));
26. System.out.println("Name: " + rowSet.getString(2));
27. System.out.println("Salary: " + rowSet.getString(3));
28. }
30. }
31. }

The output is given below:

Id: 55

Name: Om Bhim

Salary: 70000

Id: 190

Name: abhi

Salary: 40000

Id: 191

Name: umesh

Salary: 50000

### Full example of Jdbc RowSet with event handling

To perform event handling with JdbcRowSet, you need to add the instance of **RowSetListener** in the addRowSetListener method of JdbcRowSet.

The RowSetListener interface provides 3 method that must be implemented. They are as follows:

1) public void cursorMoved(RowSetEvent event);

2) public void rowChanged(RowSetEvent event);

3) public void rowSetChanged(RowSetEvent event);

Let's write the code to retrieve the data and perform some additional tasks while cursor is moved, cursor is changed or rowset is changed. The event handling operation can't be performed using ResultSet so it is preferred now.

1. **import** java.sql.Connection;
2. **import** java.sql.DriverManager;
3. **import** java.sql.ResultSet;
4. **import** java.sql.Statement;
5. **import** javax.sql.RowSetEvent;
6. **import** javax.sql.RowSetListener;
7. **import** javax.sql.rowset.JdbcRowSet;
8. **import** javax.sql.rowset.RowSetProvider;
10. **public** **class** RowSetExample {
11. **public** **static** **void** main(String[] args) **throws** Exception {
12. Class.forName("oracle.jdbc.driver.OracleDriver");
14. //Creating and Executing RowSet
15. JdbcRowSet rowSet = RowSetProvider.newFactory().createJdbcRowSet();
16. rowSet.setUrl("jdbc:oracle:thin:@localhost:1521:xe");
17. rowSet.setUsername("system");
18. rowSet.setPassword("oracle");
20. rowSet.setCommand("select \* from emp400");
21. rowSet.execute();
23. //Adding Listener and moving RowSet
24. rowSet.addRowSetListener(**new** MyListener());
26. **while** (rowSet.next()) {
27. // Generating cursor Moved event
28. System.out.println("Id: " + rowSet.getString(1));
29. System.out.println("Name: " + rowSet.getString(2));
30. System.out.println("Salary: " + rowSet.getString(3));
31. }
33. }
34. }
36. **class** MyListener **implements** RowSetListener {
37. **public** **void** cursorMoved(RowSetEvent event) {
38. System.out.println("Cursor Moved...");
39. }
40. **public** **void** rowChanged(RowSetEvent event) {
41. System.out.println("Cursor Changed...");
42. }
43. **public** **void** rowSetChanged(RowSetEvent event) {
44. System.out.println("RowSet changed...");
45. }
46. }

The output is as follows:

Cursor Moved...

Id: 55

Name: Om Bhim

Salary: 70000

Cursor Moved...

Id: 190

Name: abhi

Salary: 40000

Cursor Moved...

Id: 191

Name: umesh

Salary: 50000

Cursor Moved...